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“If you wanted to know how much I loved you, you would have to invent a completely new language.”
—Friedrich von Schiller

3 ABAP-Specific Basic Rules

Besides the rules specified in Chapter 2, General Basic Rules, this chapter additionally introduces you to a set of ABAP-specific basic rules that result from the special technical conditions of the ABAP language, the ABAP runtime environment, and its history. These basic rules also determine many of the more specific rules that follow this chapter.

3.1 ABAP Objects as a Programming Model

Background

ABAP is a hybrid programming language that supports both a procedural and an object-oriented programming model. The procedural programming model is based on the modularization of programs in classical processing blocks, that is, event blocks, dialog modules, function modules, and subroutines. In ABAP Objects, the class conceptually supersedes the classical program,1 and the modularization is implemented through its methods.

Both models are interoperable in such a way that you can access classes in classical processing blocks and call classical programs and procedures within methods. The hybrid nature of the language is mainly due to the downward compatibility because ABAP has procedural roots and because both entire programs and reusable procedures (primarily function modules) were still supposed to be reusable with the implementation of the object-oriented programming model in the late 1990s.

1 From the technical point of view, classes are still declared and implemented in programs.
Rule

Rule 3.1: Use ABAP Objects

Use ABAP Objects wherever possible for new and further developments. Classical processing blocks may be newly created in exceptional cases only.

Details

The demand for the separation of concerns (SoC) (see Rule 2.1, Adhere to the SoC Principle) is ideally supported by using ABAP Objects as much as possible. The scope of this book doesn’t include a detailed comparison of ABAP Objects and the procedural programming model. An article in SAP Professional Journal (“Not Yet Using ABAP Objects? Eight Reasons Why Every ABAP Developer Should Give It a Second Look”) illustrated that the object-oriented programming — and here particularly ABAP Objects in comparison to classical procedural ABAP — is better suited to meet the requirements of modern programming. This article mentioned eight reasons to use ABAP Objects, which are summarized here:

1. **Data encapsulation**
   ABAP Objects enables an advanced way of data encapsulation. In classical procedural programming, the state of an application is determined by the content of the global variables of a program. In object-oriented programming, the state is encapsulated in classes or objects as instances of classes. The distribution of data across the different visibility sections of a class — public, protected, package-visible (as of Release 7.2), and private — enables a clear differentiation between externally and internally usable data. Even without an in-depth object-oriented modeling, application programs benefit from these attributes with regard to stability and maintainability.

2. **Explicit instantiation**
   ABAP Objects enables the multiple instantiation of a class via an explicit object creation using the `CREATE OBJECT` statement. Each instance of a class (object) has its own state that is determined via the values of its attributes and can be changed via the methods of the class. Automatic garbage collection ensures that objects that are no longer required are deleted from the memory. Procedural models do not provide multiple instantiation, which is why they oblige you to apply stateless functions on separately stored data.

3. **Inheritance**
   ABAP Objects enables the reuse of classes through inheritance, where classes with special behaviors are derived from more general classes, and only the dif-
ferences must be implemented anew. In the procedural model, you can use existing functions only as available, or you must create new ones.

4. **Interfaces**

In ABAP Objects, you can address objects via standalone interfaces. This way, developers don’t need to take care of the implementation details of the class behind the interface. This way, the provider of an interface can change the underlying implementations without having to modify the programs that the interface uses. The procedural model does not have such a concept of standalone interfaces.

5. **Events**

ABAP Objects makes it easier to implement event-driven program flows. A publish-and-subscribe mechanism can loosely couple applications, without the trigger of an event having to know anything about any possible handlers. This allows greater flexibility than the procedural approach, in which the programs are much stronger coupled, and the program flow is usually much more strictly defined.

6. **Explicit orthogonal concepts**

ABAP Objects contains a small number of closely defined, mutually orthogonal, fundamental concepts, which makes it more reliable and less error-prone than classical ABAP. Classical procedural ABAP is dominated by implicit behaviors in which programs are controlled by implicit events of the runtime environment and via global data. The concepts of ABAP Objects, however, are explicitly shown in a program. ABAP Objects is easier to learn and use than classical procedural ABAP.

7. **Cleansed syntax**

ABAP Objects contains cleansed syntax and semantics rules. Classical procedural ABAP is a language that has evolved over time, and contains several obsolete and overlapping concepts. With the implementation of ABAP Objects, classes and methods provided a field for cleansed syntax and semantics rules, which was completely unaffected by the requirements on the downward compatibility. This way, in ABAP Objects, that is, within classes and methods, most obsolete and error-prone language constructs were syntactically forbidden. Also, questionable and potentially faulty data accesses are checked more closely and may also be forbidden. The syntax cleansing enforces the use of the ABAP language in classes, which can only be claimed through guidelines outside of classes (see Section 3.3, Modern ABAP).
8. **Access to new technologies**

Often, ABAP Objects is the only way of using new ABAP technologies. For example, GUI controls, Web Dynpro ABAP, Runtime Type Services (RTTS), or the Internet Communication Framework (ICF) provide exclusively class-based interfaces. If programs that use such services would still be implemented purely procedurally, this would result in an unnecessary mix of programming models and a correspondingly increased complexity.

So the urgent recommendation to use ABAP Objects has aspects both in form and content:

- As detailed in reasons 1 through 5, the object-oriented programming model is better suited to keep the complexity of software manageable through principles, such as encapsulation and inheritance. Admittedly, a good object-oriented design is not an easy task, and there are still developers with little experience in this area even today. Against this background, those who still think about approaching a new development in the classical procedural way have to bring to mind that even the procedural event-driven ABAP programming model with its system events is not easy to understand.

- Reasons 6 through 8 describe rather formal aspects suggesting that you should create procedures only in the form of methods today, even if no real object-oriented design is present. Function modules and subroutines should be created only in exceptional cases in which ABAP Objects doesn't provide any alternatives yet.

In Chapter 5, Section 5.1, Object-Oriented Programming, provides notes and recommendations on the successful use of ABAP Objects.

**Exception**

In the current state (Releases 7.0 EhP2 and 7.2), the following attributes are still missing in ABAP Objects to replace classical processing blocks with methods:

- Remote Method Invocation (RMI) as a replacement for Remote Function Call (RFC)
- A replacement for the call of update function modules (CALL FUNCTION IN UPDATE TASK)
- A replacement for the call of subroutines during COMMIT WORK and ROLLBACK WORK (PERFORM ON COMMIT/ROLLBACK)
Object-oriented handling of classical dynpros, including selection screens as a replacement for dialog transactions, \texttt{CALL SCREEN} and \texttt{CALL SELECTION-SCREEN}.

Dynamic generation of classes as a replacement for the classical dynamic program generation (\texttt{GENERATE SUBROUTINE POOL}).

Direct support of background processing as a replacement for the call of executable programs (\texttt{SUBMIT VIA JOB}).

Exactly for such cases, the following classical processing blocks may still be created in new programs:

- Function modules are still required for RFC and the update and are recommended for the call of classical dynpros and selection screens (see Rule 5.19, Encapsulate Classical Dynpros and Selection Screens).

- Subroutines are still required for \texttt{PERFORM ON COMMIT/ROLLBACK} and in dynamically generated subroutine pools (\texttt{GENERATE SUBROUTINE POOL}).

- Dialog modules and event blocks for selection screen events are still required in function groups that wrap the classical dynpros and selection screens (see Rule 3.2, Select the Appropriate Program Type).

- The \texttt{START-OF-SELECTION} event block is still required in executable programs that are intended for background processing.

Within such a processing block, however, you should immediately delegate the execution to a suitable method (see Rule 6.37, No Implementations in Function Modules and Subroutines, and Rule 6.44, No Implementations in Dialog Modules and Event Blocks). This doesn’t need to be a method of a global class but can absolutely be located within the associated main program within the scope of a local class. To ensure that the system implements the same stricter check in such processing blocks as in the methods, you can activate the \texttt{OBSCOUTE STATEMENTS \{OO CONTEXT\}} check in the extended program check (see Section 3.4.2, Extended Program Check).

**Bad Example**

Listing 3.1 contains a rudimentary implementation of handling different types of bank accounts in a function group and their use in a program, whereas only the “withdrawal of an amount” function is shown. The function modules of the function group work on external data that are loaded into a global internal table in the \texttt{LOAD-OF-PROGRAM} event. The control for whether a checking account or savings
account is handled is carried out via an input parameter, and the different handling is delegated to various subroutines via a CASE WHEN control structure, whereas no reuse takes place. The subroutines access the global internal table. The withdraw function module is called for different accounts in an application program. The exception handling is carried out classically using further CASE WHEN control structures for querying sy-subrc.

FUNCTION-POOL account.

DATA account_tab TYPE SORTED TABLE OF accounts
   WITH UNIQUE KEY id.

LOAD-OF-PROGRAM.
   "fetch amount for all accounts into account_tab"
   ...
   ...

FUNCTION withdraw.
   *-----------------------------------------------------
   * IMPORTING
   *   REFERENCE(id) TYPE accounts-id
   *   REFERENCE(kind) TYPE c DEFAULT 'C'
   *   REFERENCE(amount) TYPE accounts-amount
   * EXCEPTIONS
   *      negative_amount
   *      unknown_account_type
   *-----------------------------------------------------
   CASE kind.
      WHEN 'C'.
         PERFORM withdraw_from_checking_account
               USING id amount.
      WHEN 'S'.
         PERFORM withdraw_from_savings_account
               USING id amount.
      WHEN OTHERS.
         RAISE unknown_account_type.
   ENDCASE.
ENDFUNCTION.

FORM withdraw_from_checking_account
   USING l_id   TYPE accounts-id
         l_amount TYPE accounts-amount.
   FIELD-SYMBOLS <account> TYPE accounts.
   READ TABLE account_tab ASSIGNING <account>
WITH TABLE KEY id = l_id.
ACCOUNT = ACCOUNT - L_AMOUNT.
IF ACCOUNT < 0.
    "Handle debit balance
    ...
ENDIF.
ENDFORM.

FORM withdraw_from_savings_account
    USING l_id TYPE accounts-id
    L_AMOUNT TYPE accounts-amount.
FIELD-SYMBOLS <ACCOUNT> TYPE accounts.
READ TABLE account_tab ASSIGNING <ACCOUNT>
    WITH TABLE KEY id = l_id.
IF <ACCOUNT>_WA-AMOUNT > L_AMOUNT.
    <ACCOUNT>-AMOUNT = <ACCOUNT>-AMOUNT - L_AMOUNT.
ELSE.
    RAISE negative_amount.
ENDIF.
ENDIF.
ENDFORM.

******************************************************
PROGRAM bank_application.
...
CALL FUNCTION 'WITHDRAW'
    EXPORTING
        ID = ...
        KIND = 'C'
        AMOUNT = ...
    EXCEPTIONS
        unknown_account_type = 2
        negative_amount = 4.
    CASE sy-subrc.
        WHEN 2.
            ...
        WHEN 4.
            ...
        END_CASE.
...
CALL FUNCTION 'WITHDRAW'
    EXPORTING

id                   = ...
kind                 = 'S'
amount               = ...

EXCEPTIONS
  unknown_account_type = 2
  negative_amount     = 4.

CASE    sy-subrc.
  WHEN  2.
    ...
  WHEN  4.
    ...
ENDCASE.

Listing 3.1  Modeling of Bank Accounts in Function Groups

Good Example

Listing 3.2 contains a rudimentary implementation of handling different types of
bank accounts in classes and their use in a class, whereas only the “withdrawal of
an amount” function is shown again.

The different types of accounts are implemented in subclasses of an abstract class
for accounts. Each instance of an account is provided with the required data in its
constructor. If required, the application class generates instances of accounts of the
desired type and uses their methods polymorphically via a superclass reference
variable. The exception handling is carried out via class-based exceptions. CASE
WHEN control structures are not required any more. As already announced in the
description of the examples in Chapter 2, Section 2.1, Separation of Concerns, no
overhead of code is generated here any longer for the use of classes in comparison
to the procedural programming.

CLASS  cx_negative_amount  DEFINITION PUBLIC
      INHERITING FROM  cx_static_check.
ENDCLASS.

CLASS  cl_account  DEFINITION ABSTRACT PUBLIC.
  PUBLIC SECTION.
  METHODS: constructor  IMPORTING  id  TYPE  string,
           withdraw    IMPORTING  amount  TYPE  i
             RAISING  cx_negative_amount.
  PROTECTED SECTION.
  DATA    amount  TYPE  accounts-amount.
ENDCLASS.
CLASS cl_account IMPLEMENTATION.
  METHOD constructor.
    "fetch amount for one account into attribute amount ..."
  ENDMETHOD.
  METHOD withdraw.
    me->amount = me->amount - amount.
  ENDMETHOD.
ENDCLASS.

CLASS cl_checking_account DEFINITION PUBLIC
  INHERITING FROM cl_account.
  PUBLIC SECTION.
  METHODS withdraw REDEFINITION.
ENDCLASS.

CLASS cl_checking_account IMPLEMENTATION.
  METHOD withdraw.
    super->withdraw( amount ).
    IF me->amount < 0.
      "Handle debit balance ..."
    ENDIF.
  ENDMETHOD.
ENDCLASS.

CLASS cl_savings_account DEFINITION PUBLIC
  INHERITING FROM cl_account.
  PUBLIC SECTION.
  METHODS withdraw REDEFINITION.
ENDCLASS.

CLASS cl_savings_account IMPLEMENTATION.
  METHOD withdraw.
    IF me->amount > amount.
      super->withdraw( amount ).
    ELSE.
      RAISE EXCEPTION TYPE cx_negative_amount.
    ENDIF.
  ENDMETHOD.
ENDCLASS.

*************************************************************************

CLASS bank_application DEFINITION PUBLIC.
PUBLIC SECTION.
  CLASS-METHODS main.
ENDCLASS.

CLASS bank_application IMPLEMENTATION.
  METHOD main.
    DATA: account1 TYPE REF TO cl_account,
         account2 TYPE REF TO cl_account.

    ...  
    CREATE OBJECT account1 TYPE cl_checking_account
      EXPORTING id = ...
    CREATE OBJECT account2 TYPE cl_savings_account
      EXPORTING id = ...

    ...  
    TRY.
      account1->withdraw( ... ).
      account2->withdraw( ... ).
    CATCH cx_negative_amount.
    ...
  ENDMETHOD.
ENDCLASS.

Listing 3.2 Modeling of Bank Accounts in Classes

3.2 Program Type and Program Attributes

Already when you create an ABAP program, you determine the stability and maintainability by selecting the program type and the program attributes. Among other things, the program type and the program attributes specify the severity of the syntax check. Another important attribute of programs (like all other development objects) is their original language.
3.2.1 Program Type

Background
Each ABAP program has a program type that specifies the declarations and processing blocks a program can contain and how it can be executed via the ABAP runtime environment. The possible program types in ABAP are as follows:

- **Executable program**
  An executable program can contain all possible declarative statements. All processing blocks are possible except for function modules. It supports classical dynpros as well as selection screens and can be executed both using the `SUBMIT` statement and transaction codes. You can create an executable program using the ABAP Editor.

- **Class pool**
  A class pool always contains declarative statements for a global class and can also include declarative statements for local types, interfaces, and classes. Only methods are possible as processing blocks. It doesn’t support classical dynpros or selection screens. You can call the methods of the global class from the outside depending on the visibility and execute the public methods of the global class using transaction codes. You can create a class pool using the Class Builder.

- **Interface pool**
  An interface pool can only contain the declarative statements for a global interface. Processing blocks and classical dynpros or selection screens are not possible. You cannot call or execute an interface pool, and you create it using the Class Builder.

- **Function group (function pool)**
  A function group can contain all types of declarative statements. All processing blocks are supported except for the reporting event blocks. They support classical dynpros as well as selection screens. You can call their function modules, but you can also access the dynpro processing of the function group using transaction codes. You can create a function group using the Function Builder.

- **Module pool**
  A module pool can contain all possible declarative statements. All processing blocks are supported except for the reporting event blocks and function modules. It supports classical dynpros as well as selection screens, and you can
execute it using transaction codes. You can create a module pool using the ABAP Editor.

- **Subroutine pool**
  A subroutine pool can contain all possible declarative statements. The \texttt{LOAD-OF-PROGRAM} event block as well as subroutines and methods are possible as processing blocks. It doesn’t support classical dynpros or selection screens. You can call the subroutines, but you can also execute methods using transaction codes. You can create a subroutine pool using the ABAP Editor.

- **Type group (type pool)**
  A type group can contain the declarative statements, \texttt{TYPES} and \texttt{CONSTANTS}. Processing blocks and classical dynpros or selection screens are not possible. You cannot call or execute a type group. You create a type group using the ABAP Dictionary.

In addition to the mentioned compilation units, that is, programs that can be compiled independently, there are also \textit{include programs}, which will be discussed separately in Chapter 4, Section 4.5, Source Code Organization.

In ABAP, a program execution means that the system loads a program into the memory and executes one or more of its processing blocks. Here, you differentiate between independent and called program execution:

- **Standalone program execution**
  In the standalone program execution, you start the program either using a transaction code (\texttt{CALL TRANSACTION} and \texttt{LEAVE TO TRANSACTION} statements) or using the \texttt{SUBMIT} statement for an executable program. The \texttt{SUBMIT} statement also allows for the execution in a background process.

- **Called program execution**
  In the called program execution, a running program calls a procedure (method, function module, or subroutine) of another program that is loaded into the internal session of the caller if required (see Chapter 6, Section 6.5.6, Internal and External Procedure Calls).

The program flow within the standalone program execution depends on the selected program type and the type of the program call:

- In a program call via a transaction, you must differentiate between \textit{object-oriented (OO transaction)} and \textit{dialog transactions}. For object-oriented transactions, the transaction code is linked with a method of a local or global class. The pro-
gram flow is determined by this method. Dialog transactions, however, are linked with a classical dynpro of the program. Here, the program flow is determined by the associated dynpro flow logic.

The program flow of an executable program that was started using submit is determined by the reporting process of the ABAP runtime environment. Here, the runtime environment calls the different reporting event blocks, START-OF-SELECTION, GET and END-OF-SELECTION, of the program.

You must select the program type taking into account the technical attributes of a program mentioned here and the requirements on the program execution. Not all mentioned program types can still be used reasonably for new developments.

**Rule**

**Rule 3.2: Select the Appropriate Program Type**

To select the program type, proceed as follows:

- The program type, class pool or interface pool, automatically arises for global classes and interfaces.
- For the implementation of completed functionality that is not supposed to be displayed in the class library, you can use the program type, subroutine pool, for local classes.
- If you require function modules, this automatically results in the function group program type. Furthermore, you must use function groups to wrap classical dynpros or selection screens.
- If an execution is required within the scope of a background processing, this automatically results in the executable program type.
- No new module pools and type groups are supposed to be created any longer.

**Details**

The hierarchy provided in Rule 3.2 for selecting the program type results from the basic rule described in Section 3.1, ABAP Objects as a Programming Model, which stipulates the use of ABAP Objects. The following list further describes the specific aspects:

---

2 As of Release 7.2, you can use the operational package concept to restrict the usability of global classes to one package so that this role of subroutine pools becomes less important.
If functionality will be provided across the whole package or system in the context of ABAP Objects, this is done via the global classes or interfaces that implicitly have the program type, class pool, or interface pool. The call is done either via a method call or an OO transaction if you want a standalone program execution.

To implement closed functionality that is not supposed to be called via a method call but instead by using a transaction code, which additionally neither requires a parameter transfer nor has a user interface (UI), you can use the subroutine pool program type. The implementation will be carried out only via local classes, and the program call will be carried out via an OO transaction. Subroutine pools were — as the name suggests — originally intended for subroutines that were called from other programs. Because subroutines, and particularly their external call, are declared as obsolete within these programming guidelines, this intended use for subroutine pools is no longer given. Instead, subroutine pools are proposed as independent containers for local classes because they are hardly impacted by implicit processes of the ABAP runtime environment otherwise.

Remote-enabled Function Modules (RFM), which provide functionality via the RFC interface either across servers or across systems or are used for parallelization, can only be created in a function group. The implementation of the actual functionality, however, is to be carried out in a class, for example, in a local class within the function group (see Rule 6.37, No Implementations in Function Modules and Subroutines).

For update function modules, which are called within the update using CALL FUNCTION IN UPDATE TASK, the same applies as for RFMs.

Programs with a classical dynpro interface or selection screens (as far as they should still be required; see Rule 5.18, Use Web Dynpro ABAP) should also be created as a function group, which only implements the UI but doesn’t contain its own application logic (see Rule 2.1, Adhere to the SoC Principle, and Rule 5.19, Encapsulate Classical Dynpros and Selection Screens). This program type is suitable because it can contain both classical dynpros and an external functional interface in the form of function modules. The dialog modules of the function group called by the dynpro flow logic should basically contain method calls only, for instance, for methods of local classes.

An executable program includes several event blocks that are executed when the various reporting events occur. This form of event control is largely obsolete
and should no longer be used. Executable programs should only be used where they are technically required, thus mainly for background processing. In this case, too, the actual implementation should be carried out in methods, for example, via methods of a local class within the executable program. The event block of the initial event, **START-OF-SELECTION**, should only include a method call (see Rule 6.44, No Implementations in Dialog Modules and Event Blocks), and other event blocks should no longer occur.

- The module pool used to be the program type, which was traditionally used for the classical dialog programming with dynpros. As discussed in Chapter 2, Section 2.1, Separation of Concerns, the concept of SoC is not sufficiently supported through module pools. For this reason you should not create any new module pools. Instead, you should encapsulate classical dynpros in function groups if they still need to be used.

- The type group program type was initially implemented as a workaround because occasionally it was not possible to define any types for internal tables in the ABAP Dictionary. The same applied to the global storage of constants. Both gaps have been closed in the meantime. In the ABAP Dictionary, you can define any types, and in global classes and interfaces, it is possible to create both types and constants for package-wide or system-wide use. For this reason, the type group program type is obsolete, and no new type groups are supposed to be created any longer (in Chapter 6, see Section 6.1.2, Declaration of Data Types and Constants).

**Note**

In cases in which you still use program types other than class and interface pools, you should activate the check **OBsolete Statements (OO Context)** in the extended program check (see Section 3.4.2, Extended Program Check) to implement the same more stringent syntax check for the program components, which are not implemented in local classes, as within classes.

### 3.2.2 Program Attributes

**Background**

In addition to further, less important properties, each ABAP program has a set of program attributes that control specific aspects of the program behavior and the syntax check severity. This includes:
Unicode checks active
For creating a Unicode program.

Fixed point arithmetic
For considering the decimal separator in operations with packed numbers.

Logical database
For connecting an executable program with a logical database.

You define the program attributes when you create a program using the corresponding tool (Class Builder, Function Builder, ABAP Editor), and it is technically possible to change them later.

Rule

<table>
<thead>
<tr>
<th>Rule 3.3: Accept the Standard Settings for Program Attributes</th>
</tr>
</thead>
<tbody>
<tr>
<td>Set the program attributes for new programs as follows:</td>
</tr>
<tr>
<td>▶ UNICODE CHECKS ACTIVE activated</td>
</tr>
<tr>
<td>▶ FIXED POINT ARITHMETIC activated</td>
</tr>
<tr>
<td>▶ No assignment to a logical database</td>
</tr>
<tr>
<td>These settings correspond to the default values when you create a new program, so you can keep them without any changes. Once the program attributes are set, you should not change them retroactively.</td>
</tr>
</tbody>
</table>

Details

Different behaviors or check severities are only provided for compatibility reasons to keep existing programs compilable and executable. New programs should not use obsolete settings by any means.

When you create a new program, the UNICODE CHECKS ACTIVE attribute is already set as a default setting. This attribute must never be reset. Only when the Unicode checks are activated can you ensure that the program can be executed both in Unicode systems and in non-Unicode systems and that it provides the same results, respectively.\(^3\) When you prepare a non-Unicode system for

---

\(^3\) A program with activated Unicode checks is referred to as a *Unicode program*. A *Unicode system* represents an SAP system in which the characters are displayed in Unicode format (ISO/IEC 10646) (currently UTF-16 with platform-dependent byte order). On a Unicode system, you can only execute Unicode programs; Unicode programs, however, can also be executed on non-Unicode systems. The programs provided by SAP are usually Unicode programs.
the migration to Unicode, all existing non-Unicode programs must be converted into Unicode programs. The activation of the Unicode checks only provides benefits for the developer, for instance, in the form of a more stringent static type check and a stricter separation of byte and character string processing.

- When you create a new program, the **Fixed Point Arithmetic** attribute is already set as a default setting. This attribute must never be reset. If the fixed point arithmetic is deactivated, the position of the decimal separator of packed numbers (type $p$) is only considered for the display in a classical dynpro or for the formatting using `WRITE TO` but not for calculations. Today, such behavior meets the developer's expectations only in rare cases. If the calculation is supposed to be carried out with packed numbers without any decimal places, this must be specified by adding `DECIMALS 0` in the declaration.

- When you create a new executable program, the **Logical Database** attribute is empty. Via this attribute, the executable programs are assigned to a logical database, which combines the selection screen and the flow of the program with the selection screen and the flow of the logical database. Logical databases should no longer be used because they are based on the cross-program use of global data, implicit subroutine calls, and the reporting event control, and are therefore contrary to modern concepts. Existing logical databases can be accessed using the `LDB_PROCESS` function module if required, which can be called from a method, for example. You should no longer create new logical databases. Instead, you should provide a corresponding service via a global class.

Because a subsequent change to the program attributes potentially involves change-over effort, you should set the correct attributes right from the start and not change them later on. Particularly for attributes that influence the syntax check (currently the Unicode check) you should always decide for the highest possible check severity to be well prepared for subsequent, possibly requested changeovers.

The following sections assume that you only work with the activated Unicode check and the fixed point arithmetic and without the logical databases. For obsolete or problematic language constructs, which are only available if the Unicode

---

4 A logical database is a special development object that is processed in the Logical Database Builder and provides other ABAP programs with data from the nodes of a hierarchical tree structure. A logical database includes a hierarchical structure, a database program written in ABAP, and its own standard selection screen.
checks are switched off, no special rule is created in these guidelines any longer. They are only mentioned briefly within the list of the obsolete language elements (see Appendix A, Obsolete Language Constructs).

**Bad Example**

Figure 3.1 shows an ABAP program in which **UNICODE CHECKS ACTIVE** is not selected in the program attributes contrary to the recommendation of Rule 3.3, **Accept the Standard Settings for Program Attributes**.

![Figure 3.1](image)

**Figure 3.1** Allowed Subfield Access to a Structure in a Non-Unicode Program

In the non-Unicode program shown in Figure 3.1, you can readily execute a write access to a subfield across two numeric components of a structure, whereas an implicit casting (see Chapter 6, Section 6.2.8, Casting) of the subarea takes place for the type c. The result in the components depends on the alignment gaps, the internal presentation of the numeric values (byte order), and the used code page, and it is therefore extremely platform-dependent. A live program must not contain such code by any means. This usually results in erroneous data or runtime errors that are difficult to reproduce.
Good Example

Figure 3.2 shows an ABAP program in which the UNICODE CHECKS ACTIVE attribute is selected in the program attributes in accordance with Rule 3.3, Accept the Standard Settings for Program Attributes.

**Figure 3.2 Syntax Error During the Subfield Access to a Structure in a Unicode Program**

In the Unicode program of Figure 3.2, the code of Figure 3.1 results in a syntax error. Unwanted subfield accesses are prohibited just like any other unwanted accesses to structures or other parts of the working memory. If it is possible to statically determine them, this results in a syntax error similar to the one in the example shown here. Otherwise, a runtime error occurs with a meaningful short dump while the program is executed.
3.2.3 Original Language

Background
When you create a new repository object (e.g., a program, a class, or a database table in the ABAP Dictionary), you must specify its original language. This is done implicitly using the current logon language. All texts of the development object, which are created during the development and can be translated, such as descriptive short and long texts, text elements of a program, and also the documentation of data types or interfaces, are assigned to the specified original language. The creation of the texts in other languages is implemented in a translation process, which is detached from development, from the original language into the target languages.

Currently, there is no technical support for the project-wide replacement of the previously selected original language with another language.

Rule

<table>
<thead>
<tr>
<th>Rule 3.4: Determine Original Language at Project Level</th>
</tr>
</thead>
<tbody>
<tr>
<td>Before you start the implementation, determine a carefully selected original language for the repository objects at project level. Developers may create their development objects only in the original language determined for the respective project (or for a subproject in exceptional cases).</td>
</tr>
</tbody>
</table>

Details
When you determine the original language, you should proceed as follows:

- In case of a unilingual staff assignment of all development groups that participate in a project, the original language of all development objects is the native language of all developers involved (unilingual development).
- In case of a multilingual staff assignment of the development groups,
  - the original language of all development objects is either a language that all people involved understand, which is usually English (unilingual development),
  - or the original language of the development objects in individual parts of the project is based on the native language of the developers that mainly work on these parts (multilingual development).
Program Type and Program Attributes

Unilingual development groups normally represent the ideal case but cannot always be formed today. The two possible settings for multilingual developer groups — unilingual or multilingual development — meet two different requirements, which are contradictory:

- When a user logs on to a system in a language different from the original language, it is usually not possible to reasonably work with a product that is still being developed or newly developed until the relevant texts are available in the respective target language. The translation is usually carried out in a downstream translation system and then transported back into the development system. For this reason, an efficient development, particularly in internationally staffed development groups (that are possibly distributed across multiple locations), is only possible if a uniform original language is determined for the entire project at the beginning. This original language then enables all persons involved in the development and validation process to use the product at least for testing. In case of a unilingual development in multilingual development groups, some or even all developers of a project must create texts in a language that is not their native language.

- Usually, there is no support provided in the form of tools or defined processes for linguistic or stylistic checks of the UI texts and documentations, which developers create in languages that are not their native language. Therefore, it is desirable that the developers that participate in the development of user dialogs and documentations work in their native language and that trained translators translate these texts into their native language based on specified terminology. The latter is the reason why English is not claimed as the comprehensive uniform original language of all development projects. Instead, unilingual development groups should definitely work in their native language with a possibly downstream translation.

In multilingual development groups, it ultimately depends on the case to specify the original language for each development object. The first reason usually outweighs so that a unilingual development must be implemented in international development to use the development resources of a project as effectively as possible. In individual cases, it can absolutely make sense to specify the native language of the developers as the original language in subprojects in which a high quantity of text must be created.\(^5\)

\(^5\) This particularly concerns the SAP-internal development in which large parts are still implemented by German-speaking developers.
In multilingual projects, functions that are related to one business case should be developed in one language only, at least at package level. Table contents should also be created in a uniform language.

**Tip**
Because the original language is determined by the logon language when a repository object is created, you must deliberately decide on a logon language when creating and processing repository objects.

**Note**
Irrespective of whether you implement a unilingual or multilingual development with a project, you must always create a uniform *terminology* for all texts created in the project before you start a development and adhere to it consistently. In a multilingual development, you should implement the translation of the terminology into the languages used, preferably before the development starts so that the developers can use it. In addition, you must always comply with the existing standards for UI texts and documentation (in Chapter 2, see Section 2.3, Correctness and Quality).

## 3.3 Modern ABAP

**Background**
ABAP is a living programming language that is continually being developed. Since the implementation of ABAP some 30 years ago, new ABAP programs are continuously being developed, while the ABAP language itself is advanced at the same time. Further developments of the ABAP language are either extensions of the existing language attributes to implement new functionality or to replace existing functionality with more advanced concepts. The replacement of existing language elements with new ones usually makes the existing language elements superfluous or obsolete. The most prominent example of a further development of the ABAP language is still the implementation of ABAP Objects for Release 4.6.

With regard to the ABAP language, SAP has committed itself to a policy of strict downward compatibility. This means, on the one hand, that an ABAP program written for SAP R/3 Release 3.0 can be executed on SAP NetWeaver AS ABAP in Release 7.2 without any modifications, at least as long as it is a non-Unicode system. On the other hand, this also means
An experienced developer has hardly ever been forced to break with old habits and to engage in new concepts. The only exception is the changeover to Unicode systems for which the ABAP programs must be converted into Unicode programs with slightly changed syntax rules.

ABAP beginners get confused by the multitude of options available to do one and the same thing. If in doubt, older programs serve as templates, and the obsolete concepts are frequently used instead of the new ones.

To remedy these problems, you can use the following simple rule.

**Rule**

**Rule 3.5: Do Not Use Obsolete Language Elements**

Do not use obsolete language elements for new developments. It is also recommended to incrementally change over to newer concepts as they are available.

**Details**

Newer language elements are always the better language elements. Obsolete language elements are only provided for downward compatibility reasons. A statement or statement addition is declared as obsolete only when a more powerful alternative exists or when the language element is determined as prone to errors (in the sense that it invites insecure and nonrobust programming). For this reason, secure and robust programming is not possible if obsolete language elements are used, which makes the use of such obsolete language elements out of the question for new developments.

If ABAP Objects is used, the majority of the obsolete statements and additions are already prohibited syntactically. For this reason among others, it is strongly recommended to use ABAP Objects (see Rule 3.1, Use ABAP Objects). Outside of ABAP Objects, that is, in cases that are still allowed according to Section 3.1, ABAP Objects as a Programming Model, you must make sure no obsolete language elements are used. For this purpose, Appendix A, Obsolete Language Constructs, provides an overview of the obsolete statements and statement additions.

**Bad Example**

Listing 3.3 shows the solution of a task using obsolete language elements. A procedure is supposed to replace all occurrences of a substring in a text with a new character string new if the substring is not at the end of a word.
FORM bad_example USING substring TYPE csequence
               new   TYPE csequence
               CHANGING text   TYPE csequence.
DATA: pattern TYPE string,
       subrc  TYPE sy-subrc.
CONCATENATE '**' substring INTO pattern.
SEARCH text FOR pattern.
IF sy-subrc <> 0.
   CLEAR subrc.
   WHILE subrc = 0.
      REPLACE substring WITH new INTO text.
      subrc = sy-subrc.
   ENDWHILE.
ENDIF.
ENDFORM.

Listing 3.3 Use of Obsolete Language Elements

In Listing 3.3, aside from the modularization with FORM-ENDFORM, the statement
SEARCH and the used variant of REPLACE are obsolete as of Release 7.0. Furthermore, as of Releases 7.0 EhP2 and 7.2, a character string operator && is available
as a replacement for CONCATENATE.

Good Example

Listing 3.4 executes the same task as Listing 3.3; however, it uses the latest available language elements.

METHOD good_example.
   FIND REGEX substring && '\b' IN text.
   IF sy-subrc <> 0.
      REPLACE ALL OCCURRENCES OF substring IN text WITH new.
   ENDIF.
ENDMETHOD.

Listing 3.4 Use of Modern Language Elements

The subroutine is replaced with a method. By using FIND in connection with a
regular expression, which is composed using the character string operator &&, you
no longer require any helper variable. The WHILE loop is replaced with REPLACE
ALL OCCURRENCES, whereas another helper variable is omitted, and the control flow
is moved to the ABAP runtime environment. The latter increases the execution
speed and is also helpful to meet Rule 4.22, Restrict the Nesting Depth of Control Structures, on limiting the maximum nesting depth.

**Note**

In connection with Rule 3.5, Do Not Use Obsolete Language Elements, the question on the coexistence of old and new concepts within a program unit arises. There is only one area in which this is clearly syntactically defined, that is, the use of the classical and the class-based exception concept (in Chapter 5, see Section 5.2.2, Classical and Class-Based Exceptions) in processing blocks. Else, obsolete language elements can be directly next to new language elements in a program part. In this context, it is recommended to design the use as consistently as possible within a context, that is, to not use different statements, such as `FIND` and `SEARCH`, in parallel for the same purpose.

However, this does not mean that if already existing procedures are extended, you should still use obsolete language elements for consistency reasons just because they already exist there. You should rather use the opportunity and directly change the entire procedure to the corresponding new language elements. By covering the procedures to be changed with module tests, you can ensure that no surprises occur during such a changeover.

### 3.4 Checks for Correctness

In Chapter 2, Section 2.3, Correctness and Quality, we already discussed the correctness and quality of programs in general and briefly presented the tools that are available for their check. This section now particularly discusses the syntactic correctness of ABAP programs, which is controlled using the syntax check and the extended program check as well as the standard check of the Code Inspector and the new ABAP Test Cockpit (ATC).

#### 3.4.1 Syntax Check

**Background**

The syntax check provides syntax errors and syntax warnings:

- As soon as a syntax error occurs, the system ends the check and displays a corresponding error message. In many cases, the system proposes a correction that
you can accept. Programs with syntax errors can be activated, but they cannot be generated and therefore executed. In the extended program check, the syntax errors are reported as fatal errors. Syntax errors must be remedied by all means.

- If a syntax warning occurs, the syntax check is not terminated, and the program can be executed in principle. The syntax warnings are displayed in the ABAP Editor after an execution of the syntax check and the extended program check (see Section 3.4.2, Extended Program Check). When a program is activated, the system only generates syntax warnings if there are syntax errors at the same time.

The warnings notified by the syntax check are subdivided into three priorities that are only displayed by the extended program check, however:

- **Priority 1**
  Errors that apparently will lead to a program termination if the ABAP program is executed. This priority also contains all constructs that should not be used at all because they suggest program errors and very likely lead to incorrect behavior.

- **Priority 2**
  This priority refers to all constructs that do not necessarily lead to error behavior but are obsolete and supposed to be replaced with current constructs, for example. Errors of priority 2 can become errors of priority 1 or syntax errors in future releases.

- **Priority 3**
  Summarizes all errors whose correction is desirable, but not necessarily required for the current release. However, a tightening of the priority in future releases is not excluded.

The severity of the ABAP syntax check is determined by the decisions that were made when the program was created (see Section 3.2, Program Type and Program Attributes). As a result, program constructs that only lead to syntax warnings outside of classes or in non-Unicode programs can represent real syntax errors within

---

6 Of course, testing tools that include the checks of the extended program check, such as the Code Inspector and the SAP-internal ABAP Test Cockpit (as of Releases 7.0 EhP2 and 7.2), also display syntax warnings.
classes or in Unicode programs. As of Releases 7.0 EhP2 and 7.2, you can suppress selected syntax warnings using pragmas.7

With the implementation of the operational package concept as of Release 7.2, the syntax check also checks package violations. Here, it depends on the encapsulation level that was set for the corresponding package whether a syntax error or only a syntax warning occurs.

**Rule**

**Rule 3.6: Consider Syntax Warnings**

Take all warnings of the ABAP syntax check seriously. No syntax warnings may occur in a completed program.

**Details**

You must always correct the causes of syntax warnings because they generally lead to unpredictable errors. Such warnings are frequently promoted to errors by SAP in a subsequent release of SAP NetWeaver AS ABAP. In this case, a program that initially only included syntax warnings is syntactically incorrect and can no longer be used after an upgrade. The same applies to the changeover from non-Unicode programs to Unicode programs or to the migration of older program parts to ABAP Objects.

With regard to the package check, the consistent use of the package concept that is already available before Release 7.2 (select Package Check as Server in the Package Builder) or the specification of a weak encapsulation as of Release 7.2 represents an initial step on the way to real encapsulation. It enables the users of development objects to adapt their usage locations even before hard syntax errors occur. For this reason, particularly all warnings of the package check both before and after Release 7.2 must be taken seriously and be corrected, so that the program remains syntactically correct even after an intensified encapsulation of the used packages.

---

7 A pragma is a program directive that doesn’t influence the program flow but impacts certain checks.
Bad Example

Figure 3.3 shows a section of a non-Unicode program in a non-Unicode system in which a `VALUE` specification leads to a syntax warning because an improper initial value is set for a structure.

![Program with Syntax Warning](image)

Figure 3.3  Program with Syntax Warning

Note

In a Unicode program, that is, a program for which the `UNICODE CHECKS ACTIVE` program attribute is set, the statement that solely leads to a warning in Figure 3.3 results in a syntax error.

Good Example

Figure 3.4 shows the corrected program of Figure 3.3. The components of the structure are provided with type-specific initial values in the instance constructor. The program has no syntax warnings and is correct also as a Unicode program.
Background

You can call the extended program check for activated programs either from the ABAP Workbench or using Transaction SLIN. It performs static checks that are too involved for a normal syntax check. You can execute either individual or multiple partial tests or a standard check that includes the most critical partial tests.

The extended program check outputs errors, warnings, and messages. The standard check notifies you of the errors and warnings that are particularly critical.\(^8\) Furthermore, the extended program check also displays the errors and warnings of the syntax check.

Since Releases 7.0 EhP2 and 7.2, in the initial screen of the extended program check, you can also select a check of PROGRAMMING GUIDELINES that checks the adherence to some of the rules presented in this book that can be verified statically.

---

\(^8\) The classification of the individual results as error, warning, or message may vary depending on whether you execute a standard check or explicitly selected individual checks.
The messages of the extended program check, which are inapplicable in some special cases, can be hidden using pseudo comments and, since Releases 7.0 EhP2 and 7.2, using pragmas. Messages that directly arise from a normal syntax check could not be hidden before Releases 7.0 EhP2 and 7.2.

**Rule**

<table>
<thead>
<tr>
<th>Rule 3.7: Use the Extended Program Check</th>
</tr>
</thead>
<tbody>
<tr>
<td>Use the extended program check, and take its results seriously. No messages of the standard check may occur for a completed program.</td>
</tr>
</tbody>
</table>

**Details**

The errors, warnings, and messages output by the extended program check are as important as the syntax errors and syntax warnings of the syntax check (see Section 3.4.1, Syntax Check). For example, an error notified by the extended program check can indicate that a program will definitely lead to a runtime error when it is executed. Warnings and messages usually refer to a questionable use of language elements, which most likely result in unexpected program behavior.

In rare cases in which a check result provided by the extended program check is not justified, this must be documented using an appropriate pseudo comment or a pragma (since Releases 7.0 EhP2 and 7.2). The appropriate pseudo comment or the pragma is indicated in the message. This way, the system suppresses the message of the extended program check. Ideally, in less obvious situations, an additional comment should describe why the message is not applicable here.

**Tip**

The extended program check is a valuable help for writing correct ABAP programs. This advantage must not be undone by using unspecific pseudo comments or pragmas. You should never use the

```plaintext
SET EXTENDED CHECK OFF.
```

statement, which suppresses all messages of the extended program check for an entire source code section.

If the ABAP program is submitted to a code review, the results of the extended program check should be used to evaluate the quality.
Bad Example

Figure 3.5 shows the result of a partial check of the extended program check, which is implemented since Releases 7.0 EhP2 and 7.2. It indicates a particularly questionable query of the content of `sy-subrc` (in Chapter 6, see Section 6.3.4, Return Value).

![Warning of the Extended Program Check](image-url)

The program section shows a typical error in a syntactically correct program. The developer wrongly assumes that the static form of the `ASSIGN` statement sets the `sy-subrc` system field, which is not the case. This entails that the developer falsely believes that he secured his program and that an incorrect program behavior occurs if `sy-subrc` has a value that is unequal zero due to previous statements. Therefore, the big advantage of the extended program check is that the system examines not only individual statements for syntactic correctness but entire program sections for semantic errors.

Good Example

Figure 3.6 shows the corrected version of the program of Figure 3.5. Instead of the wrong query of `sy-subrc`, the logical expression `IS ASSIGNED`, as recommended in the documentation, is used. The message of the extended program check could
also be hidden using a pseudo comment, "#EC RC_READ", or a pragma, "##SUBRC_READ" (as of Releases 7.0 EhP2 and 7.2), but this is not recommended in this case because the extended program check indicates a real problem.

![Figure 3.6 Extended Program Check Without Message](image)

### 3.4.3 Code Inspector

#### Background

The Code Inspector is a tool to statically check repository objects in terms of performance, security, syntax, and adherence to naming conventions. You can use the full functional scope of the Code Inspector using Transaction SCI to implement complex static checks as well as regular mass tests for large quantities of development objects.
You can also call the Code Inspector from the ABAP Workbench to carry out a standard set of checks for your current object, for instance, using the Program • Check • Code Inspector menu path of the ABAP Editor. The default check variant used here contains most of the checks of the extended program check (see Section 3.4.2, Extended Program Check) as well as some additional security and performance checks. Beyond that, you can integrate the Code Inspector in the release of transports.

Like in the extended program check, the results of the Code Inspector are subdivided into the three categories of error, warnings, and simple messages and can be hidden using special pseudo comments.

**Rule**

<table>
<thead>
<tr>
<th>Rule 3.8: Use Default Check Variant of the Code Inspector</th>
</tr>
</thead>
<tbody>
<tr>
<td>Execute the default check variant of the Code Inspector prior to releasing a program, and remove all error messages.</td>
</tr>
</tbody>
</table>

**Details**

If you observe Rule 3.7, Use the Extended Program Check, the default check variant of the Code Inspector only indicates messages of checks that go beyond the extended program check. These messages basically concern possible performance or security risks in programs. Examples are messages on unfavorable WHERE conditions in SELECT, the pass by value instead of the pass by reference, or insecure program calls.

Compared to the messages of the extended program check, the cause of these problems cannot be corrected always so easily, for example, because there is no other option for a selection or because the clarity or robustness of a construct is considered as more important than a possible minor performance loss.

In such cases, you can suppress the messages using the appropriate pseudo comments. Such a pseudo comment clearly indicates for the reader of the program that the program author executed corresponding checks and that he suppressed the message intentionally and for good reasons. The latter can be further confirmed using additional normal comments if required (see Chapter 4, Section 4.3, Comments).
Bad Example

Figure 3.7 shows the result of a Code Inspector run for a sample class. Warnings are issued because an internal table is passed by value, and an inner join is used for database tables with activated SAP buffering in the SELECT statement.

Figure 3.7  Warnings of the Code Inspector
Good Example

Figure 3.8 shows the corrected version of the program of Figure 3.7 in which the Code Inspector no longer issues any messages.

![Image of ABAP Editor: Change Report Z_CODE_INSPECTOR]

Figure 3.8 Code Inspection Without Messages

The pass by value of the internal tables was replaced with a pass by reference. For passing the elementary parameter \texttt{langu}, the pass by value was kept for reasons of robustness. In the standard check used here, it didn't generate any warning anyhow. If the Code Inspector displays a warning in such as case, it can be hidden using the pseudo comment, \texttt{"#EC CI\_VALPAR."}
The inner join of the `SELECT` statement bypasses the SAP buffering, which would result in performance problems if the method was called frequently. But if you assume for the example displayed here that the method is part of a larger application, in which a buffering of the selected data is ensured via Shared Objects, you should preferably use the inner join instead of other constructs with lower performance, such as a nested `SELECT` loop. Therefore, the warning of the Code Inspector is hidden using the pseudo comment "#EC CI_BUFFJOIN", and the reasons are described in a normal comment.

### 3.4.4 ABAP Test Cockpit

**Background**

As of Releases 7.0 EhP2 and 7.2, the ABAP Test Cockpit (ATC) is integrated with the ABAP Workbench for internal SAP use. This framework considerably facilitates the development-oriented handling of the required tests. The ATC allows for the execution and results display of different tests for development objects, such as

- Extended program checks
- Static performance tests
- Module tests with ABAP Unit Browser
- Static usability tests
- Package checks

While the Code Inspector is only integrated with the development environment via the standard check, which is detailed in Section 3.4.3, and can otherwise only be operated using a dedicated transaction, the ATC is completely integrated with the Object Navigator and the Transport Organizer and is readily available for tests during development. After development and transport, quality managers can use the ATC to implement mass tests. For now, however, the ATC is only available at SAP and possibly at SAP partners for the development of SAP programs.

**Rule**

<table>
<thead>
<tr>
<th>✓</th>
<th>Rule 3.9: Configure and Use the ABAP Test Cockpit Correctly</th>
</tr>
</thead>
<tbody>
<tr>
<td>If the ATC is available in your system, make sure that an ATC run for all development objects involved no longer displays any messages before a transport is released. For this purpose, you should integrate the ATC check directly into the release of transports.</td>
<td></td>
</tr>
</tbody>
</table>
Details

The ATC is the first tool that can be used both by SAP developers and within the framework of a central quality assurance. For example, if a developer checks all development objects of a package in the development system using the same ATC configuration that the quality manager uses within the framework of a mass run in a consolidation system, he can directly avoid all messages without having to wait for the quality manager's feedback.

If the ATC is available and configured correctly, Rule 3.9 includes the preceding Rules 3.6, 3.7, and 3.8.

Exception

At the moment, the ATC is not yet available for developments in customer systems.

Bad Example

Figure 3.9 shows the result of an ATC run implemented in the Transport Organizer. The checked transport request still contains erroneous objects.

Figure 3.9  Warning of the ABAP Test Cockpit
**Good Example**

Figure 3.10 shows the result of an ATC run in the Transport Organizer after the error shown in Figure 3.9 has been remedied. The transport can be released now.

![ABAP Test Cockpit Without Messages](image)

*Figure 3.10  ABAP Test Cockpit Without Messages*
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