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If we trace the flow of data through WDA components, we can see that data is extracted from the model layer, filtered in the controller layer, and ultimately displayed in the view layer. At the intersection between these layers lie controller contexts, which broker the transfer of data in both directions. In this chapter, we’ll learn how to work with these contexts in order to facilitate data exchange in WDA components.

5 Working with Contexts

In the early days of web programming, developers spent quite a bit of time coming up with ways to shuffle data back and forth between form fields in the UI and the backend data model. Fortunately, with the advent of modern web development frameworks like Web Dynpro, developers can now rely on built-in data binding facilities to automate this synchronization of data. Here, data binding greatly simplifies the application development process since the framework assumes the responsibility of making sure that data is where it’s supposed to be when we need it.

Within the Web Dynpro framework, the glue that binds UI elements with the backend data model is the context. Therefore, in order to master the Web Dynpro programming model, we must learn how to work with controller contexts. In this chapter, we’ll spend quite a bit of time looking at contexts from three different angles: conceptual overview, design time, and runtime. Collectively, these various perspectives will provide us with the insight we need to model and exchange various kinds of data using contexts.

5.1 Contexts: Revisited

Developers who are new to Web Dynpro often have a difficult time wrapping their heads around the notion of a context. This is perhaps due to the fact that the term context takes on different meanings depending on when and where it’s
being used. For instance, at design time, a context is a hierarchical data structure that is declaratively defined using graphical editor tools. However, at runtime, a context more closely resembles a complex structure or object collection that is manipulated programmatically using object-oriented APIs.

Recognizing that all this may still seem a bit abstract, we’ll spend some time in this section revisiting some of the context-related concepts explored in Chapter 2. Along the way, we’ll try to fill in some gaps now that you’re more familiar with surrounding elements of the Web Dynpro framework. Alas, with a streamlined framework like Web Dynpro, it’s difficult to comprehend one concept without having at least a cursory understanding of several others. Fortunately, by the close of this chapter, this circuitous journey through the core of the Web Dynpro framework will be almost complete.

5.1.1 What Is a Context?

The textbook definition of a context in Web Dynpro literature typically reads something like this: “A context is a hierarchical data storage area contained within a controller.” While this definition accurately describes what a context is, it fails to illustrate what contexts are used for. So, to take things in a different direction, we’ll define contexts as the interface between the UI and the backend data model. As such, contexts provide a convenient mechanism for passing data back and forth between the view and model layers.

5.1.2 Context Data Flow Concepts

Before we delve into the mechanics of context design and development, it’s useful to take a moment to reflect once again on how contexts are used to facilitate data transfer between the different layers of a WDA component. Therefore, in this section, let’s trace through this data flow by looking at an example. Here, we’ll follow the flow of data from the point it’s extracted from the model to the point it’s displayed in the UI. Then, we’ll see how changes to data in the UI are propagated back along the same path to the model layer.

As a basis for our analysis, let’s consider the data flow diagram in Figure 5.1. As you can see, this flow is initiated in a global controller method via a series of API calls that copy data from the model layer into the controller context. This data is then propagated down to the view layer via a technique called context mapping.
Finally, the data from the mapped view context is displayed within the UI via *data binding* relationships established between UI elements in the view layout and selected context nodes and attributes. As users modify data within the UI, the Web Dynpro framework takes care of transmitting those changes back upstream to the global controller. Then, the global controller can take that data and use it to synchronize the model via API calls as necessary.

![Diagram of data flow](image)

**Figure 5.1**  Context Data Flow Diagram

Throughout the remainder of this chapter, we'll see how each leg of this data transfer sequence is implemented.
5.1.3 The Building Blocks of a Context

As we stated earlier, contexts are hierarchical data structures made up of context nodes and context attributes. Looking at Figure 5.2, we can see that context hierarchies are organized as follows:

- At the base of the hierarchy, there’s a specialized context node called the context root. This node is always the first in any context and cannot be changed or removed.

- Underneath the context root node, we can model various types of complex data objects (e.g., sales orders, materials, and so on) using a series of nested child context nodes. Each context node has a defined cardinality that determines how elements the node can maintain at runtime.

- Child context nodes are defined in terms of context attributes and additional child context nodes—more on the latter in a moment. As you can see in Figure 5.2, context attributes are analogous to leaves in a tree data structure. In other words, they’re used to represent atomic values such as strings, dates, or numbers. So, when modeling a sales order, for example, context attributes would be used to represent the order number, order creation date, and so on.

- Since each context node can define one or more child nodes, a context hierarchy can be nested arbitrarily deep. So, for example, with the SalesOrders context node depicted in Figure 5.2, we might have a three-tier hierarchy consisting of SalesOrders, OrderItems, and ScheduleLines nodes.
5.1.4 Contexts at Runtime

Contexts take on a different dimension at runtime, expanding as necessary to provide adequate storage for data displayed within the UI. In this regard, context nodes have certain characteristics in common with internal tables:

- Just as internal tables have a \textit{line type} (which is defined in terms of a structure type), the entities of a context node (i.e., context attributes and child nodes) are aggregated into a unit called a context element. At runtime, a context element is analogous to a record in an internal table.
- Depending on its defined cardinality, a context node may contain zero or more context elements at runtime.
- As is the case with internal tables, it’s possible to access individual elements within the collection by index. Furthermore, it’s also possible to append, remove, and modify context nodes individually or en masse.

Though the internal table metaphor is useful for illustrating the relationship between context nodes and context elements, perhaps a more accurate analogy is to think of context nodes as being like \textit{classes} from the object-oriented programming (OOP) paradigm. In OOP, classes are used to model some kind of real-world phenomenon at design time using a series of \textit{attributes}. At runtime, class definitions are used as a template for creating an \textit{object instance}. Naturally, these object instances are created in the image of their template class. Therefore, they inherit all the attributes from their defining class. Similarly, you can think of context elements as being \textit{instances} of their defining context node.

To put all these relationships in perspective, let’s take a look at what the sample context hierarchy from Figure 5.2 might look like at runtime. Figure 5.3 illustrates this relationship. Here, we can see how the SalesOrders context node contains multiple context elements: one per sales order. Each SalesOrders context element gets its own copy of the OrderNo and CreationDate context attributes, as well as its own copy of the OrderItems child node. The OrderItems node in turn contains its own context elements: one for each of the line items within the corresponding parent sales order. We could continue to traverse our way through the tree to look at item schedule lines and so forth, but you get the idea.

Looking at the context nodes depicted in Figure 5.3, you can see that context nodes effectively take on the role of \textit{container} from a runtime perspective. In other words, they are placeholders from which we can traverse the context...
hierarchy and access individual context elements and attributes. This will become clearer as we learn how to work programmatically with these constructs in Section 5.4.

5.2 Context Nodes and Context Attributes: Up Close

Now that you have a feel for the positioning of context nodes and context attributes within the overall context hierarchy, let’s narrow our focus a little bit and take a look at some of the properties of these elements. As we’ll soon see, these properties go a long way toward defining the structure and behavior of a context at runtime.

5.2.1 Properties of Context Nodes

Whenever we define a context node, there are quite a few properties that we must configure. We’ll see how this configuration is carried out in the Context Editor tool in Section 5.3.1. However, in the meantime, we need to spend some time reflecting on the semantic meaning of these properties. Table 5.1 describes each of these properties in detail.

Figure 5.3 A Sample Context at Runtime
### Table 5.1 Properties of Context Nodes

<table>
<thead>
<tr>
<th>Property</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Node Name</strong></td>
<td>This property defines the context node’s <em>name</em>. The name property is used extensively within the context API to access nodes and traverse the context hierarchy.</td>
</tr>
<tr>
<td><strong>Interface Node</strong></td>
<td>This Boolean property determines whether or not the context node is part of the <em>component interface</em>. As such, it can only be selected for context nodes created within the component controller.</td>
</tr>
<tr>
<td><strong>Input Element (Ext.)</strong></td>
<td>If the <em>Interface Node</em> property is selected for a context node, this Boolean property can be used to determine whether or not the node can be used in external mapping scenarios. We’ll explore these scenarios when we look at component-based development concepts in Chapter 9.</td>
</tr>
<tr>
<td><strong>Dictionary Structure</strong></td>
<td>Frequently, we’ll want to define context nodes in terms of pre-existing ABAP Dictionary structures. In these situations, we can use the <em>Dictionary Structure</em> property to make such an assignment for a context node.</td>
</tr>
<tr>
<td><strong>Cardinality</strong></td>
<td>This property is used to define the <em>cardinality</em> of a context node. In other words, this property determines how many instances of a context node (i.e., context elements) may exist at runtime. The possible values that we can choose from here are as follows:</td>
</tr>
<tr>
<td></td>
<td>- 0..1</td>
</tr>
<tr>
<td></td>
<td>- 1..1</td>
</tr>
<tr>
<td></td>
<td>- 0..n</td>
</tr>
<tr>
<td></td>
<td>- 1..n</td>
</tr>
<tr>
<td></td>
<td>In effect, the cardinality property specifies a range for context elements within a node collection, with the minimum number of elements in the collection on the left-hand side of the ellipsis and the maximum number of elements on the right-hand side. So, for example, if we were to choose a cardinality of 0..n, there could be an unlimited number of context elements within the context node at runtime, but the collection could also be empty. Conversely, if we were to choose a cardinality of 1..n, there must be at least one context element within the collection at all times, but there could be many more.</td>
</tr>
</tbody>
</table>
Ultimately, the elements within a context node collection are intended to be displayed within UI elements at the view layer. Here, users may pick and choose particular elements within the collection for further processing.

To control the number of elements that may be selected at any given time, we can utilize the Selection property. This property has the same domain of values the Cardinality property has. So, if we want to declare that at most one element can be selected at any given time, we might specify a value of 0..1. Similarly, if we want to allow for multiple selection, we might specify a value of 0..n.

One thing to keep in mind as you configure the Selection property is that the value you select must coincide with the Cardinality property. In other words, if you’ve defined the cardinality of a context node as 0..1, it doesn’t make sense to configure the Selection property with a value of 1..n. Of course, if you accidentally make a mistake, the syntax check will let you know.

Provided that a node collection is not empty at runtime, the system will designate a particular element within the collection as the lead selection. As we’ll learn in Section 5.4, this designation simplifies the way context elements are accessed at runtime.

Though it’s possible to specify the lead selection directly via the context APIs, it’s oftentimes much more convenient and effective to let the framework take care of it. You can do this by selecting the Init. Lead Selection property (which is selected by default whenever we create a new context node). We’ll consider the lead selection concept in further detail in Section 5.2.3.

This property is used to determine whether or not a context node is defined as a singleton. We’ll describe this property in further detail in Section 5.2.4.

With this property, we can select a supply function method which will supply a context node with data on demand at runtime. We’ll see how supply functions work in Section 5.5.

<table>
<thead>
<tr>
<th>Property</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Selection</td>
<td>Ultimately, the elements within a context node collection are intended to be displayed within UI elements at the view layer. Here, users may pick and choose particular elements within the collection for further processing. To control the number of elements that may be selected at any given time, we can utilize the Selection property. This property has the same domain of values the Cardinality property has. So, if we want to declare that at most one element can be selected at any given time, we might specify a value of 0..1. Similarly, if we want to allow for multiple selection, we might specify a value of 0..n. One thing to keep in mind as you configure the Selection property is that the value you select must coincide with the Cardinality property. In other words, if you’ve defined the cardinality of a context node as 0..1, it doesn’t make sense to configure the Selection property with a value of 1..n. Of course, if you accidentally make a mistake, the syntax check will let you know.</td>
</tr>
<tr>
<td>Init. Lead Selection</td>
<td>Provided that a node collection is not empty at runtime, the system will designate a particular element within the collection as the lead selection. As we’ll learn in Section 5.4, this designation simplifies the way context elements are accessed at runtime. Though it’s possible to specify the lead selection directly via the context APIs, it’s oftentimes much more convenient and effective to let the framework take care of it. You can do this by selecting the Init. Lead Selection property (which is selected by default whenever we create a new context node). We’ll consider the lead selection concept in further detail in Section 5.2.3.</td>
</tr>
<tr>
<td>Singleton</td>
<td>This property is used to determine whether or not a context node is defined as a singleton. We’ll describe this property in further detail in Section 5.2.4.</td>
</tr>
<tr>
<td>Supply Function</td>
<td>With this property, we can select a supply function method which will supply a context node with data on demand at runtime. We’ll see how supply functions work in Section 5.5.</td>
</tr>
</tbody>
</table>

Table 5.1 Properties of Context Nodes (Cont.)
5.2.2 Properties of Context Attributes

Much like context nodes, context attributes also require the maintenance of a fair number of properties. These properties are described in Table 5.2.

<table>
<thead>
<tr>
<th>Property Name</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Attribute Name</td>
<td>This property defines the context attribute’s name. The name property is used within the context API to access and modify attribute values.</td>
</tr>
<tr>
<td>Type Assignment</td>
<td>This property determines whether or not the attribute refers to an elementary type such as an integer or string, or a reference type such as an object instance. Thus, the values we have to choose from include: TYPE, TYPE REF TO. In practice, you’ll find that context attributes are rarely defined using reference types because these types don’t lend themselves towards data binding in the UI. In time, this may change, though, so it’s nice to have the option there just in case.</td>
</tr>
<tr>
<td>Type</td>
<td>This property defines the type of the context attribute. Here, we can choose between built-in types or ABAP Dictionary types as desired. However, as we progress through this book, we’ll see several benefits that can be gained by using ABAP Dictionary types.</td>
</tr>
<tr>
<td>Read-Only</td>
<td>This property determines whether or not a context attribute is write-protected. When this Boolean property is set, attribute value cannot be modified.</td>
</tr>
<tr>
<td>Default Value</td>
<td>If desired, this property can be used to set a default value for the context attribute. This property can come in handy when we’re developing input forms that need to contain default input values.</td>
</tr>
<tr>
<td>Input Help Mode</td>
<td>Depending on the nature of the data contained within a context attribute, it may make sense to provide an input help to assist the user in data entry within the UI.</td>
</tr>
</tbody>
</table>

Table 5.2 Properties of Context Attributes
In addition to the static properties outlined in Table 5.2, we should also point out that context attributes maintain a handful of dynamic properties at runtime. As we’ll see in Section 5.4.4, these dynamic properties can prove quite useful for adjusting the characteristics of certain types of UI elements on the fly.

### 5.2.3 Understanding the Lead Selection Concept

In Section 5.2.1, we briefly touched on the lead selection concept as it relates to the definition of context nodes. However, as this concept plays a significant role in determining how certain context operations are interpreted at runtime, it deserves a closer look.

Lead selections come into play whenever we have context nodes with a cardinality of $0..n$ or $1..n$. Here, whenever the node collection contains more than one context element at runtime, it is important to be able to identify which context element is currently being processed. The Web Dynpro framework identifies such context elements using the lead selection designator.

For the most part, you can think of the lead selection designator as a convenience mechanism for simplifying node access expressions. For example, as we’ll see in

<table>
<thead>
<tr>
<th>Property Name</th>
<th>Description</th>
</tr>
</thead>
</table>
| Input Help Mode (Cont.)| As we’ll learn in Chapter 10, the Web Dynpro framework provides several different options for delivering input helps. Therefore, the Input Help Mode property can be used to determine the method of input help selection. The list of options you have to choose from for this property are as follows:  
  - Automatic  
  - Deactivated  
  - Dictionary Search Help  
  - Object Value Selector  
  - Freely Programmed |

(Input Help) Once an input help mode is selected, we can plug in a specific input help using this property. Note that the name of this property will vary based on the selection made in the Input Help Mode property.

Table 5.2 Properties of Context Attributes (Cont.)
Section 5.4, the context API uses the lead selection to implicitly refer to the currently selected context element within a given context node. We’ll also see this property at work in Chapters 7 and 8 when we look at complex UI elements used for the purposes of selection.

**Setting the Lead Selection**

As we learned in Section 5.2.1, the *Init. Lead Selection* property of a context node determines whether or not a multi-element node collection contains a pre-selected lead selection element. If the *Init. Lead Selection* property is selected, the first element within the node collection will be given the lead selection designer by default. Otherwise, the property is undefined.

In either case, the lead selection property for a context node can subsequently be adjusted in one of two ways:

- It can be set explicitly using methods provided via the context API.
- It may be adjusted via selection within a UI selection element that is bound to the corresponding context node.

**5.2.4 Understanding the Singleton Property**

As described in Section 5.2.1, it’s possible to define a context node as a *singleton*. Of course, if you’re not familiar with the concept of a singleton, a brief description is in order. The singleton design pattern is derived from the field of mathematics. There, the term *singleton* is used to describe a set with exactly one element. In their classic software engineering text, *Design Patterns: Elements of Reusable Object-Oriented Software*, Erich Gamma, et al. demonstrated how this concept could be applied to the creation of objects (Addison-Wesley, 1995). Here, the singleton pattern is employed to ensure that only a single object instance may exist for a class at runtime.

If we think of context nodes as a type of class, it follows that the *Singleton* property for context nodes is used to ensure that only a single instance of a context node may exist at runtime. To understand how this works, let’s look at how the Singleton property affects the way a child node such as *OrderItems* is loaded into our sample *SalesOrders* context at runtime. As you can see in Figure 5.4, without the Singleton property set, multiple *OrderItems* nodes will be created at runtime: one for each sales order element in the *SalesOrders* node collection. However, if
we were to mark the Singleton property on the OrderItems node, only one instance of the OrderItems node would exist at any given point in time. Here, the only OrderItems node created is the one that corresponds with the lead selection element (see Figure 5.5). Of course, if the lead selection in the SalesOrders node collection were to change, then the OrderItems node would need to be refreshed to reflect the item records associated with the selected sales order. As we’ll learn in Section 5.5, this refresh process can be performed automatically by supply functions.

Figure 5.4 Understanding the Singleton Property (Part 1)

Figure 5.5 Understanding the Singleton Property (Part 2)
This distinction between singleton and non-singleton nodes is subtle, but often-times crucial to the overall design of a context. For instance, with our sales orders example, imagine the overhead associated with loading all the line items for every sales order a user might select for processing. For a couple of orders, it's not such a big deal. On the other hand, if the user were to load in hundreds or thousands of orders, we could have some serious memory utilization problems on our hands. By selecting the Singleton property for the `OrderItems` node, we can avoid such overhead since we'll only ever have a single `OrderItems` node in context at one time. Naturally, this can lead to huge performance benefits from a runtime perspective.

One final thing we should point out is that the performance benefits described in this section really only apply to context nodes that aren't direct descendents of the root node. If you think about it, this makes sense because there is only ever a single instance of the root node. So, even though direct descendant nodes of the root node are technically classified as singletons, there are no real performance benefits to be gained in this particular case.

### 5.3 Defining a Context

Having seen how contexts are organized and configured from a conceptual point of view, let's now turn our attention toward more practical matters and see how contexts are maintained using the graphical editor tools. As we'll see, this process is pretty straightforward once you understand how all the various pieces fit together.

#### 5.3.1 Defining Context Nodes

Context nodes are defined and maintained using the Context Editor tool, which can be accessed via the Context tab of the Controller Editor. Here, we can define new context nodes by performing the following steps:

1. In order to create a new context node, we must locate an existing node within the context that will serve as the node's parent. Initially, the default root node will be all we have to choose from here. Of course, as additional nodes are added to the mix, those nodes will become parent candidates as well. In any case, once we select the target parent node, we can create a new child node by
right-clicking on the parent node and selecting the Create • Node menu option as shown in Figure 5.6.

![Figure 5.6 Creating a Context Node (Part 1)](image1)

2. This will open the Create Nodes dialog box shown in Figure 5.7. Here, we can configure the individual properties of the context node as we like. (See Table 5.1 for a detailed description for each of the individual properties.)

![Figure 5.7 Creating a Context Node (Part 2)](image2)

3. At this point, we can save our changes by clicking on the button with the green checkmark on it. However, if the context node we’re creating is modeled in terms of a pre-existing ABAP Dictionary structure (e.g., the BAPIADDR3 structure depicted in Figure 5.7), then we also have the option of going ahead and creating context attributes based on selected component fields of that structure. We can do this by clicking on the Add Attributes from Structure button (see Figure 5.7).
4. In the Select Components of Structure dialog box shown in Figure 5.8, we can pick and choose among the various structure components that will be used to model the context attributes for the selected context node. If we wish to select all the component fields, we can do so by clicking the Select All button in the toolbar.

![Figure 5.8 Creating a Context Node (Part 3)](image)

5. Finally, once we’re satisfied with our selections, we can finish the node creation process by clicking on the button with the green checkmark on it.

After the new context node is defined, we can maintain its properties after the fact in the properties editor shown in Figure 5.9. Here, as needed, we can click on the button adjacent to the Dictionary Structure property to reopen the Select Components of Structure dialog box shown in Figure 5.8. Within this dialog box, we can add or remove context attributes by selecting or de-selecting component fields within the structure. Alternatively, we can access this editor screen by...
right-clicking on the context node and selecting the Create Using the Wizard • Attributes from Components of Structure menu option.

![Figure 5.9 Maintaining Context Node Properties](image1)

Before we wrap up our discussion on context node maintenance, we should also point out that the Context Editor offers an alternate tabular view that can be used to edit context nodes and attributes en masse. To toggle between these different views, simply click on the Switch Context Editor View button in the toolbar. Figure 5.10 illustrates the tabular view.

![Figure 5.10 Switching the Context Editor View](image2)
5.3.2 Defining Context Attributes

In the previous section, we observed how the context node creation wizard could be used to automatically create context attributes in reference to component fields of an ABAP Dictionary structure. Though this feature is handy, there will be times when we need to create context attributes by hand. In these situations, we can perform the following steps:

1. First, we'll need to select the context node that will contain the context attribute.

2. Then, once we've selected the target node, we can right-click on the target node and select the Create • Attribute menu option as shown in Figure 5.11.

3. In the CREATE ATTRIBUTE dialog box shown in Figure 5.12, we can configure the attribute properties as needed. Refer to Section 5.2.2, for more details about the properties of context attributes.

4. Finally, we can confirm our changes by clicking on the button with the green checkmark on it.
Once the context attribute is created, we can maintain its properties in the editor screen shown in Figure 5.13. This also goes for auto-generated context attributes created in reference to component fields of ABAP Dictionary structures.
5.3.3 Recursion Nodes

Most of the time, whenever we're defining a context, the depth of the node hierarchy will be known up front. For instance, when modeling a sales order, we know that the node hierarchy will be three levels deep:

- SalesOrders
  - OrderItems
    - ScheduleLines

However, what happens if we don't know the depth of the node hierarchy up front? Here, a classic example is a node hierarchy used to model a file system. In this scenario, the node hierarchy could be arbitrarily deep depending on the number of subdirectories contained within a given file system.

To model such arbitrary node hierarchies, we must enlist the aid of recursion nodes. From a conceptual perspective, a recursion node is a special kind of context node whose structure is recursively defined in terms of some superordinate context node. In effect, recursion nodes are design time placeholders that can be used to model complex node hierarchies whose depth is unknown at design time. In this section, we'll learn how work with recursion nodes.

What Is Recursion?

Recursion is the process of repeating items in a self-similar way. A classic example used to demonstrate recursion is the factorial function from the field of mathematics. Since it's probably been a while since your last high school math class, the factorial function calculates the product of all the positive integers less than or equal to a number \( n \). So, for instance, if \( n = 3 \), then \( \text{factorial}(3) = 3 \times 2 \times 1 = 6 \).
While it’s possible to define the factorial function using looping structures, it’s much more elegant to define the solution using a divide-and-conquer approach in which the function is defined in terms of itself. For example, in the ABAP Objects class listing below, you can see how the \texttt{factorial()} method repeatedly calls itself using the argument \(n - 1\). The recursion sequence bottoms out whenever \(n\) becomes less than or equal to 1, at which point the program call stack unwinds and the factorial values calculated at the lower levels bubble their way back up the call stack.

\begin{verbatim}
CLASS lcl_recursion DEFINITION.
  PUBLIC SECTION.
    CLASS-METHODS:
      factorial IMPORTING n TYPE i
        RETURNING VALUE(re_factorial) TYPE i.
    ENDCLASS.

  CLASS lcl_recursion IMPLEMENTATION.
    METHOD factorial.
      IF n LE 1.
        re_factorial = 1.
      ELSE.
        re_factorial = n * factorial(n - 1).
      ENDIF.
    ENDMETHOD.
  ENDCLASS.
\end{verbatim}

To put the nature of this recursive solution into perspective, let’s trace through a call to the \texttt{factorial()} method. Here, if we were to pass in an argument of 3, the final product would be calculated as follows:

\[
\text{factorial}(3) = 3 \times \text{factorial}(2 - 1) = 3 \times 2 \times 1 \checkmark
\]

\[
2 \times \text{factorial}(1 - 1) = 2 \times 1
\]

\[
1
\]

Once we reach the bottom of the recursion stack, we can begin plugging in the calculated values for each recursion step. So, for example, the expression \texttt{factorial}(2 - 1) evaluates to 1, \texttt{factorial}(3 - 1) evaluates to 2, and so on until we have \(3 \times 2 \times 1 = 6\).

Regardless of whether or not we’re using recursion to define a function or a complex context node hierarchy, there are a couple of important observations we can take away from the implementation of the recursive \texttt{factorial()} solution:
5.3 Defining Recursion Nodes

In order to understand how recursion nodes work, it’s useful to see how they’re defined. That way, we can begin to visualize how recursive node hierarchies are realized at runtime. To guide us through this process, let’s try to model the file system node hierarchy described earlier.

To begin, we’ll first define a regular context node called $\text{DIRECTORY}$ as shown in Figure 5.14. This context node has a cardinality of $0..n$ and defines a single context attribute called $\text{FILENAME}$. Thus, at runtime, we can use the $\text{DIRECTORY}$ node to enumerate all the files contained within a single directory.

![Figure 5.14. Modeling a File System in the Context](image)

As you can see in Figure 5.15, our $\text{DIRECTORY}$ node is rather limited in that it only allows us to model the files contained within a single directory. Here, the

- First, notice that the $\text{factorial()}$ method made no assumptions about the depth of the recursion. So, whether we pass in an argument of 2 or 100,000, $\text{factorial()}$ just goes about its business as usual.

- In order to avoid an infinite loop, we must define a base case that can be solved without recursion. In the case of the $\text{factorial()}$ method, the base case occurs whenever $n$ is less than or equal to 1.

Though recursive solutions are not always intuitive at first glance, they’re very effective for solving certain types of complex problems. This will become apparent as we search for ways to model certain types of complex context node hierarchies.
DIRECTORY node collection contains a separate element per file, with the file name being represented by the FILENAME context attribute.

In order to be able to model subdirectories, we need to add a recursion node called SUBDIRECTORY as a child of the DIRECTORY node. We can create this node by right-clicking on the DIRECTORY node and selecting the CREATE • RECURSION NODE menu option. This will open the CREATE RECURSION NODE dialog box shown in Figure 5.16. As you can see, recursion node definitions consist of a node name and a reference node that’s used to describe the layout of the recursion node(s) at runtime. We can confirm our selection by clicking on the button with the green checkmark on it. After the recursion node is created, we can view its definition by clicking on the folder with the circular blue arrows on it (see Figure 5.17).

Figure 5.15 Visualizing the Directory Context Node at Runtime

Figure 5.16 Creating a Recursion Node
Recursion Nodes at Runtime

Getting back to our file system example, let’s once again take a look at our `DIRECTORY` node at runtime now that we’ve added the `SUBDIRECTORY` recursion node. As you can see in Figure 5.18, the addition of the `SUBDIRECTORY` node now allows us to represent subdirectories within a given directory. Now, we have two different types of context elements within a `DIRECTORY` (or `SUBDIRECTORY`) node collection:

- If the context element represents a file, the `FILENAME` attribute contains the file name and the `SUBDIRECTORY` node collection is empty.
- If the context element represents a directory, the `FILENAME` attribute contains the directory name and the `SUBDIRECTORY` node collection will contain additional elements (and subelements) to represent the underlying directory structure.

We can then extend this structure out indefinitely to represent arbitrarily nested file structures as needed. Of course, not all of this happens by magic; we still have to programmatically create `SUBDIRECTORY` elements to represent the various subdirectories. We’ll see how this is accomplished in Section 5.4.
Restrictions for Using Recursion Nodes

When working with recursion nodes, there are a couple of restrictions we need to be aware of:

- First of all, we cannot use the root node of a context as the repeated node for a recursion. When you think about it, this makes sense because it would lead to circular references.
- Secondly, we cannot map a recursive node from one context to another (via context mapping). In other words, in our file system example, we could not map the `SUBDIRECTORY` node by itself. However, this isn’t to say that we couldn’t map the superordinate `DIRECTORY` node. The point is that recursion nodes cannot exist in isolation.

5.4 Context Programming

Up until now, we have been primarily focused on the design-time characteristics of contexts. With this foundation in place, we’re now ready to begin looking at contexts from a runtime perspective. Therefore, in this section, we’ll explore the use of the provided context API and see how contexts are built and manipulated using good old-fashioned ABAP code.

5.4.1 Getting Started

Behind the scenes, the Web Dynpro framework is responsible for coming up with in-memory representations of the context node hierarchies we define within the graphical Context Editor tool. As you might expect, defining such an in-memory representation is no trivial matter, especially when you begin to think about all the different properties that can be configured for individual context nodes and context attributes within a node hierarchy.

In order to shield developers from the underlying complexity of context implementation details, SAP has provided a simplified API that allows us to traverse through and manipulate contexts in a straightforward and intuitive manner. Figure 5.19 contains a UML class diagram, which shows the primary interfaces we’ll interact with when utilizing this API.
As you can see, these interfaces embody basic elements of a context: context nodes are represented via interface IF_WD_CONTEXT_NODE, context elements are represented via interface IF_WD_CONTEXT_ELEMENT, and so on.

In order to understand the positioning of the context API, let’s take a closer look at how contexts are constructed behind the scenes. Whenever a controller is instantiated at runtime, the Web Dynpro framework assumes the responsibility of building an in-memory representation of a context. This representation is based on the design time metadata contained within a controller’s context definition. The implementation of this representation, while proprietary, is realized in the form of objects, which implement the interfaces shown in Figure 5.19.
In order to tap into this auto-generated context hierarchy, we must obtain a reference to the context root node. Fortunately, as it turns out, this reference is provided to us automatically via the default WD_CONTEXT attribute, which is included with every controller within a WDA component. As you can see in Figure 5.20, this attribute is defined as an object reference, which points to an object that implements the IF_WD_CONTEXT_NODE interface.

Once we have access to the context root node, we can use the methods of the IF_WD_CONTEXT_NODE interface to begin traversing through the context hierarchy, adding and removing context elements, and so on. In the upcoming sections, we'll see how all this works by considering some practical programming use cases. To guide us through these exercises, we'll work with the SALES_ORDERS context hierarchy shown in Figure 5.21. Here, each of the nested context nodes (SALES_ORDERS, ORDER_ITEMS, and SCHEDULE_LINES) have a cardinality of 0..n. As we progress through these examples, we'll refer back to this sample context periodically to see how its properties influence the approaches we'll take to manipulate the context at runtime.

Note
You can also see how this context is defined by looking at component ZWDC_CONTEXT_DEMO within the chapter examples provided with the code bundle for this book.
5.4.2 Maneuvering within a Context

At the end of the day, context programming is mostly about performing CRUD operations on the context node collections contained within a context hierarchy. Of course, in order to perform these operations, we must figure out a way to get our hands on the individual context nodes and context elements contained within a context hierarchy. Therefore, in this section, we’ll spend some time looking at ways to traverse through the context nodes and context elements contained within a context.

Accessing Child Nodes Directly

As we learned in the previous section, each controller within a WDA component contains a default attribute called `WD_CONTEXT`, which points to the root node of the controller’s context. We can use the methods of the `WD_CONTEXT` attribute to traverse the node hierarchy in several different ways.

One of the most common approaches for navigating from one context node to another is to use the `GET_CHILD_NODE()` method provided via the `IF_WD_CONTEXT_NODE` interface. Listing 5.1 demonstrates how this method works. Here, we’re using the method to traverse two levels down in the sample context depicted in Figure 5.21:

- First, we use the method to traverse from the context root node to the `SALES_ORDERS` node.
- Then, we call the method on the provided sales orders object reference to traverse down to the child `ORDER_ITEMS` node.

```plaintext
METHOD wddoinit.
  DATA lo_sales_orders_node TYPE REF TO if_wd_context_node.
  DATA lo_item_node TYPE REF TO if_wd_context_node.
  lo_sales_orders_node =
      wd_context->get_child_node( 'SALES_ORDERS' ).
  lo_item_node =
      lo_sales_orders_node->get_child_node( name = 'ORDER_ITEMS',
                                                index = 5 ).
ENDMETHOD.
```

**Listing 5.1** Accessing a Child Node Using the `GET_CHILD_NODE()` Method
Looking at the signature of the `GET_CHILD_NODE()` method illustrated in Figure 5.22, you can see that the method can receive two importing parameters:

- **NAME**
  As you would expect, the `NAME` parameter refers to the name of the node being accessed (e.g., `SALES_ORDERS` or `ORDER_ITEMS`).

- **INDEX**
  The `INDEX` parameter is an optional parameter that can be used to specify which context element within the node element collection of the referenced context node we want to perform the lookup on. For example, in Listing 5.1, notice that we passed a value of 5 for the `INDEX` parameter in the call to look up the `ORDER_ITEMS` node. This call can be interpreted as a lookup for order items for the fifth sales order element in the referenced `SALES_ORDERS` node's element collection. If the `INDEX` parameter isn't specified, the method will use the lead selection element by default (see Figure 5.22).

The `GET_CHILD_NODE()` method is useful in situations when we need to access a specific child node. However, sometimes we may need to look up all the child nodes for a given context node at once. In these situations, we can use the `GET_CHILD_NODES()` method of the `IF_WD_CONTEXT_NODE` interface. This method will return a table of context node references we can manipulate in a loop as per usual.
Finally, if we already happen to have our hands on a context element, we can access a child node for that element directly using the `GET_CHILD_NODE()` method defined in the `IF_WD_CONTEXT_ELEMENT` interface. The primary difference here is that this version of the `GET_CHILD_NODE()` method doesn't provide an `INDEX` parameter since the parent context element is implied from the context element object reference. We'll learn how to obtain references to context elements shortly.

### Best Practices: Avoiding the Use of String Literals

For demonstration purposes, we used the string literal `SALES_ORDERS` to access the `SALES_ORDERS` child node in the code excerpt in Listing 5.1. However, from this point forward, we'll be utilizing constants from the controller interface for this purpose. You might ask, where do these constants come from? They're defined automatically by the system whenever we define context nodes within a controller context. So, if we define a context node called `SALES_ORDERS`, a constant called `WDCTX_SALES_ORDERS` will be created behind the scenes within the controller interface (which can be accessed via the `WD_THIS` attribute). We can then plug in this constant within the call to `GET_CHILD_NODE()` like this:

```abap
lo_sales_orders_node =
wd_context->get_child_node( wd_this=>wdctx_sales_orders ).
```

What's the difference? Well, by using constants, we allow the ABAP syntax check to verify that we're accessing a proper node name. Otherwise, there's nothing to stop us from accidentally entering a typo and having the lookup fail at runtime.

### Accessing Descendant Nodes Using Paths

Though it's possible to use the `GET_CHILD_NODE()` method repeatedly to access the descendant nodes of a given context node, it can be much more efficient to bypass these steps and access descendant nodes directly using path lookup methods. To understand how these path methods work, consider the code excerpt in Listing 5.2. As you can see, we're using the `PATH_GET_NODE()` method to access the `SCHEDULE_LINES` node from our sample hierarchy. Here, you can evaluate the path expression `SALES_ORDERS.ORDER_ITEMS.SCHEDULE_LINES` in the same way you'd evaluate a path used to access a file in the file system of your local computer: `C:\Folder1\Folder2\MyFile.txt`. 

```abap```
When building path expressions, we must be careful to take node cardinalities into account. For example, the path expression contained in Listing 5.2 uses the lead selections for the `SALES_ORDERS` and `ORDER_ITEMS` nodes to obtain the targeted `SCHEDULE_LINES` node reference. If we want to access the schedule lines of the second line item of the third sales order, we would have to build a path expression like the one in Listing 5.3. In this case, the target index is specified after the context node using the syntax `<context node>.<index>`.

Most of the time, we’ll probably know the node path we want to query ahead of time. However, if we need to derive the node path dynamically in relation to a particular node, we can use the `GET_PATH()` method against that node to determine the current node path and then build our path expression from there. In addition, we can also use the `PATH_GET_ELEMENT()` and `PATH_GET_ATTRIBUTE()` methods to navigate to context elements and context attributes, respectively.

**Accessing Context Elements**

Once we get our hands on a context node reference, we can use the methods of the `IF_WD_CONTEXT_NODE` interface to access context elements contained within the context node's element collection. Table 5.3 describes each of these methods in turn.
### Table 5.3 Methods for Accessing Context Elements within a Node Collection

<table>
<thead>
<tr>
<th>Method Name</th>
<th>Description</th>
</tr>
</thead>
</table>
| get_element | This method uses index-based semantics to access a particular context element within the referencing context node’s element collection. If a specific index value is not provided via the optional INDEX parameter, the method will return the context element designated as the lead selection. Otherwise, the method will attempt to return the context element at the specified position. So, for example, if we want to access the fifth sales order element within the SALES_ORDERS node collection, we could do so like this:  
**DATA:** lo_sales_orders  
**TYPE** REF TO if_wd_context_node,  
lo_sales_order  
**TYPE** REF TO if_wd_context_element.  
lo_sales_order =  
lo_sales_orders->get_element(5).  
**IF NOT** lo_sales_order IS INITIAL.  
*Do stuff...*  
**ENDIF.**  
As you can see in the code excerpt above, it’s always a good idea to perform a null check on the resultant context element because it may not always be mapped. For example, if we were to pass an index value of 11 to the GET_ELEMENT() method for a context node whose node collection contained only 10 context elements, the operation would be undefined. In this case, the GET_ELEMENT() method would return the null value instead of an instance of IF_WD_CONTEXT_ELEMENT. Naturally, this leads to null reference exceptions at runtime. |
| get_elements | If we want to obtain a list of all the context elements contained within a node collection, we can utilize the GET_ELEMENTS() method. This method returns a table of IF_WD_CONTEXT_ELEMENT references, which represent each of the elements in the collection.  
If we like, we can use the provided FROM and TO parameters to whittle down the list to a subset of values like this:  
**DATA:** lo_sales_orders  
**TYPE** REF TO if_wd_context_node,  
lt_order_elems  
**TYPE** wdr_context_element_set. |
Working with Contexts

In addition to the methods provided for accessing context elements contained within a node’s collection, the `IF_WD_CONTEXT_NODE` interface provides a method that allows us to access the parent element of the selected node: `GET_PARENTELEMENT()`. This method can be handy for dynamic programming situations when we need to walk up the node hierarchy one step at a time.

### Working with the Lead Selection Property

In Section 5.2.3, we observed the ways in which the Web Dynpro framework uses the lead selection property to identify which context element is currently being processed within a node collection. In practice, the lead selection provides us with a very convenient way to address context elements within a node hierarchy without having to worry about keeping up with indices. Of course, in order for all this to work, we must be careful to make sure the lead selection is kept up to date. For these tasks, we can use the methods outlined in Table 5.4.

<table>
<thead>
<tr>
<th>Method Name</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>get_elements (Cont.)</td>
<td>FIELD-SYMBOLS: <code>&lt;lfs_order&gt;</code> LIKE LINE OF lt_order elems.</td>
</tr>
<tr>
<td></td>
<td><code>lt_order elems = lo_sales_orders-&gt;get_elements( from = 2 to = 4 ).</code></td>
</tr>
<tr>
<td></td>
<td>LOOP AT lt_order elems ASSIGNING <code>&lt;lfs_order&gt;</code>.</td>
</tr>
<tr>
<td></td>
<td>&quot;Process the order element...&quot;</td>
</tr>
<tr>
<td>get_element_count</td>
<td>As the method name suggests, this method provides us with a count of the number of context elements contained within a node collection. This method can come in handy when accessing context elements within a loop. Here, the resultant value can be used as an upper bound on the loop to make sure that calls to <code>GET_ELEMENT()</code> are made with valid index values.</td>
</tr>
</tbody>
</table>

Table 5.3 Methods for Accessing Context Elements within a Node Collection (Cont.)
<table>
<thead>
<tr>
<th>Method Name</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>get_lead_selection</td>
<td>This method returns the context element at the lead selection. Behavior-wise, it’s semantically equivalent to calling the GET_ELEMENT() method without passing in a specific index value.</td>
</tr>
<tr>
<td>get_lead_selection_index</td>
<td>This method returns the index of the lead selection element as an integer. As such, it can be useful for determining where the lead selection is with respect to the rest of the elements within the node collection.</td>
</tr>
<tr>
<td>move_first</td>
<td>This method marks the first context element in the node collection as the lead selection.</td>
</tr>
<tr>
<td>move_last</td>
<td>This method marks the last context element in the node collection as the lead selection.</td>
</tr>
<tr>
<td>move_next</td>
<td>This method moves the lead selection indicator to the next element in the node collection. So, if the lead selection index is currently at 2, a call to MOVE_NEXT() will move the lead selection index to the element at position 3. If the last element within the collection is currently designated as the lead selection, the method will return without making any changes to the lead selection.</td>
</tr>
<tr>
<td>move_previous</td>
<td>This method is the analog of MOVE_NEXT() in that it moves the lead selection pointer to the previous element in the context node collection. If the first element in the list is marked as the lead selection, the method will return without making any changes to the lead selection.</td>
</tr>
<tr>
<td>move_to</td>
<td>This method allows us to move the lead selection pointer to the element at the specified index, assuming it exists.</td>
</tr>
<tr>
<td>set_lead_selection</td>
<td>Unlike the other methods we’ve seen that have used index-based semantics, this method allows us to pass in the actual context element we wish to designate as the lead selection.</td>
</tr>
</tbody>
</table>

Table 5.4 Methods for Querying and Setting the Lead Selection
5.4.3 Filling a Context

Now that we’ve seen how to maneuver within a context, let’s spend some time exploring ways to fill a context. In this section, we’ll consider some of the methods we have at our disposal for carrying out these tasks.

Creating New Context Elements

For the most part, the context representation generated by the Web Dynpro framework is empty by default. So, in order to begin loading data into a context, we must create new context elements to fill in the context nodes contained within the node hierarchy. However, since the only representation of a context element we have to work with is the `IF_WD_CONTEXT_ELEMENT` interface, we cannot instantiate new context elements using the `CREATE OBJECT` statement. Instead, we must rely on a series of factory methods provided within the `IF_WD_CONTEXT_NODE` interface. In this section, we’ll take a look one of these methods in particular: the `CREATE_ELEMENT()` method.
As the name suggests, the \texttt{CREATE\_ELEMENT()} method creates a brand new context element. Listing 5.4 demonstrates how this works.

\begin{verbatim}
DATA: lo_sales_orders TYPE REF TO if_wd_context_node,
     lo_sales_order TYPE REF TO if_wd_context_element.
lo_sales_orders = ld_context->get_child_node( wd_this=>wdctx_sales_orders ).
lo_sales_order = lo_sales_orders->create_element( ).
\end{verbatim}

\textbf{Listing 5.4} Creating a Context Element Using \texttt{CREATE\_ELEMENT()}

By default, the context attributes for the generated context element returned from the call to \texttt{CREATE\_ELEMENT()} will be set to the initial values of their corresponding data types. We can pre-initialize these values using the \texttt{STATIC\_ATTRIBUTE\_VALUES} parameter as demonstrated in Listing 5.5. Here, notice that we're using the \texttt{wd_this->Element\_sales\_orders} structure type to prefill the context attributes. This structure type was generated for us automatically within the controller interface when we created the \texttt{SALES\_ORDERS} node in the Context Editor and provides a convenient way for us to specify context attribute values en masse. Of course, we're also free to define our own structure type if we prefer. In either case, the Web Dynpro framework will map the component fields of the structure in much the same way component fields are copied from one structure to another using the \texttt{MOVE\_CORRESPONDING} statement in ABAP.

\begin{verbatim}
DATA: lo_sales_orders TYPE REF TO if_wd_context_node,
     lo_sales_order TYPE REF TO if_wd_context_element,
     ls_sales_order TYPE wd_this->Element_sales_orders.
   "Initialize the attributes of the new sales order:
   ls_sales_order-order_no = '1234567890'.
   ls_sales_order-creation_date = sy-datum.
   ls_sales_order-customer_no = '3456789012'.
lo_sales_orders = ld_context->get_child_node( wd_this=>wdctx_sales_orders ).
lo_sales_order = lo_sales_orders->create_element( ls_sales_order ).
\end{verbatim}

\textbf{Listing 5.5} Creating a Pre-Initialized Context Element
Adding Context Elements to a Node Collection

In the previous section, we learned how the CREATE_ELEMENT() method could be used to create new context elements. By default, these newly created context elements exist in isolation. In other words, they aren't yet part of the element collection of the context node whose reference was used to create them.

In order to add the context element to the node's element collection, we must bind the element to the context node. This bind operation is similar to the APPEND statement used to add new lines to an internal table.

The IF_WD_CONTEXT_NODE interface provides four different methods for binding context elements to a node collection. The first method we'll look at is the BIND_ELEMENT() method. This method's three importing parameters influence its behavior at runtime:

- **NEW_ITEM**
  This parameter contains the context element that will be added to the node collection.

- **SET_INITIAL_ELEMENTS**
  This optional Boolean parameter determines whether or not we want to refresh the node collection before appending the selected context element.

- **INDEX**
  This optional integer parameter can be used to specify the precise index into which we want to insert the selected context element. If this parameter is not specified, the context element will be added to the end of the node collection.

Assuming we want to accept the default behavior for the BIND_ELEMENT() method, we can extend our element creation example from Listing 5.5 to append the generated sales orders element to the SALES_ORDERS node collection as demonstrated in Listing 5.6.

```plaintext
DATA: lo_sales_orders TYPE REF TO if_wd_context_node,
     lo_sales_order TYPE REF TO if_wd_context_element,
     ls_sales_order TYPE wd_this->element_sales_orders.

"Initialize the attributes of the new sales order:
...

lo_sales_orders =
  ld_context->get_child_node( wd_this=>wdctx_sales_orders ).
```
lo_sales_order =
    lo_sales_orders->create_element( ls_sales_order ).
lo_sales_orders->bind_element( lo_sales_order ).

Listing 5.6 Adding a Context Element to a Node Collection

To add a series of context elements to a node collection in one fell swoop, we can use the `BIND_ELEMENTS()` method. This method behaves in much the same way that the `BIND_ELEMENT()` method does. The primary difference is in that `BIND_ELEMENTS()` allows us to pass a table of context elements in its `NEW_ITEMS` parameter.

As we’ve seen, the `CREATE_ELEMENT()` and `BIND_ELEMENT()` methods are fairly straightforward to work with. However, if we find ourselves having to build a complex node hierarchy, this repeated call sequence can get tedious in a hurry. Fortunately, the `IF_WD_CONTEXT_NODE` interface provides a couple of shortcut methods to simplify this process.

The first shortcut method we’ll look at is the `BIND_STRUCTURE()` method. This method consolidates the calls to `CREATE_ELEMENT()` and `BIND_ELEMENT()` into single method call as demonstrated in Listing 5.7. This call has the same effect as the previous two calls, providing us with the same parameters that `BIND_ELEMENT()` uses to determine how the element is added to the node collection.

Listing 5.7 Creating and Appending Elements Using `BIND_STRUCTURE()`

In addition to the `BIND_STRUCTURE()` method, the `IF_WD_CONTEXT_NODE` interface provides the `BIND_TABLE()` method for appending context elements en masse. In effect, a call to this method is equivalent to building a series of context elements
using `CREATE_ELEMENT()`, storing them in an internal table, and then adding them to the node collection via the `BIND_ELEMENTS()` method.

Listing 5.8 shows how the `BIND_TABLE()` method works. As you can see, the majority of this code is business as usual in ABAP: we’re simply building an internal table. The type of this internal table was defined for us automatically within the controller interface when we created the `SALES_ORDERS` node. So, rather than reinventing the wheel, we simply define the local table variable `LT_SALES_ORDERS` using the `Elements_Sales_Orders` table type. Finally, once the table is built, we can simply pass it to the `BIND_TABLE()` method in order to create the context elements. If you look at the signature of the `BIND_TABLE()` method, you’ll see that it provides us with the same parameter choices as `BIND_ELEMENTS()`, allowing us to influence how the elements are appended at runtime.

```abap
DATA: lo_sales_orders TYPE REF TO if_wd_context_node,
  lt_sales_orders TYPE wd_this->Elements_sales_orders.
FIELD-SYMBOLS:
  <lfs_sales_order> LIKE LINE OF lt_sales_orders.

"Create a couple of sales orders elements:
APPEND INITIAL LINE TO lt_sales_orders
  ASSIGNING <lfs_sales_order>.
  <lfs_sales_order>-order_no = '1234567890'.
  <lfs_sales_order>-creation_date = sy-datum.
  <lfs_sales_order>-customer_no = '3456789012'.

APPEND INITIAL LINE TO lt_sales_orders
  ASSIGNING <lfs_sales_order>.
  <lfs_sales_order>-order_no = '234567890'.
  <lfs_sales_order>-creation_date = sy-datum.
  <lfs_sales_order>-customer_no = '3456789012'.

lo_sales_orders =
  ld_context->get_child_node( wd_this=>wdctx_sales_orders ).
lo_sales_orders->bind_table( lt_sales_orders ).
```

**Listing 5.8** Adding Elements to a Node Collection Using `BIND_TABLE()`
5.4.4 Working with Context Attributes

Since we learned how to create context elements in the previous sections, let's now turn our attention to the maintenance of the context attributes contained within these context elements. For the most part, you'll find these operations to be quite straightforward. After all, there's only so much you can do to a set of name-value pairs. However, as we'll soon see, context attributes also maintain a handful of dynamic properties that can be used to influence the behavior of certain types of UI elements.

To query or set the values of context attributes, we must use the methods described in Table 5.5. As you might expect, these methods are provided via the IF_WD_CONTEXT_ELEMENT interface. Thus, you can think of the attribute access operations from the perspective of the referencing context element.

**Note**

For convenience, you'll also find versions of the same methods provided with interface IF_WD_CONTEXT_NODE. However, these methods are really just wrapper methods in that they delegate the request to a selected context element behind the scenes (either via lead selection or explicit index selection).

<table>
<thead>
<tr>
<th>Method Name</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>get_attribute</td>
<td>This method can be used to obtain the value of a context attribute. The code excerpt below demonstrates what this call looks like. Here, assume the object reference LO_SALES_ORDER points to some context element. As you can see, the method call simply takes in a context attribute name and returns the attribute's value.</td>
</tr>
<tr>
<td></td>
<td>DATA: lv_order_date TYPE datum.</td>
</tr>
<tr>
<td></td>
<td>lo_sales_order-&gt;get_attribute(</td>
</tr>
<tr>
<td></td>
<td>EXPORTING name = <code>CREATION_DATE</code></td>
</tr>
<tr>
<td></td>
<td>IMPORTING value = lv_order_date ).</td>
</tr>
</tbody>
</table>

Table 5.5 Methods for Working with Context Attributes
### Methods for Working with Context Attributes (Cont.)

<table>
<thead>
<tr>
<th>Method Name</th>
<th>Description</th>
</tr>
</thead>
</table>
| **get_attribute_ref**| This method is similar to `GET_ATTRIBUTE()` in that it allows us to access the value of a given context attribute. However, in this case, the attribute value is returned using reference semantics. This subtle variation allows us to avoid a potentially expensive memory copy operation in certain situations. The code excerpt below demonstrates how the `GET_ATTRIBUTE_REF()` method works. If you’re unfamiliar with data references, we recommend you check out the ABAP help documentation in the section entitled “Data References.”  
DATA: lr_order_date TYPE REF TO datum.  
DATA lv_order_date TYPE datum.  

lr_order_date ?=  
lo_sales_order->get_attribute_ref(  
`CREATION_DATE` ).  

*We can access the value by dereferencing the reference variable like this:*  
lv_order_date = lr_order_date->*. |
| **set_attribute**    | This method is the analog of the `GET_ATTRIBUTE()` method, allowing us to map a value onto a context attribute by name. The code excerpt below demonstrates how this works.  
DATA: lv_order_date TYPE datum.  
lv_order_date = sy-datum + 7.  

lo_sales_order->set_attribute(  
EXPORTING  
name = `CREATION_DATE`  
value = lv_order_date ). |
| **get_static_attributes** | This method is used to obtain the values of all the statically defined context attributes contained within a context element in one fell swoop. |
get_static_attributes (Cont.)

The values are copied over to a structured data type, whose component fields mirror the context attributes contained within the referencing context element as demonstrated in the code excerpt below:

```
DATA:
  lo_order TYPE REF TO if_wd_context_element,
  ls_order TYPE wd_this->element_sales_orders.

lo_order->get_static_attributes(
  IMPORTING
  static_attributes = ls_order).
```

get_static_attributes_ref

Much like the GET_ATTRIBUTE_REF() method considered earlier, this method uses reference semantics to pass back a reference to the statically defined attributes of a context element. As was the case with GET_ATTRIBUTE_REF(), this method comes in handy whenever we need to avoid expensive memory copy operations for large context elements.

set_static_attributes

This method is the analog of GET_STATIC_ATTRIBUTES() in that it allows you to initialize the values of the statically defined attributes of a context element in one fell swoop using a structured data object. The code excerpt below demonstrates how this method is used.

```
DATA:
  lo_order TYPE REF TO if_wd_context_element,
  ls_order TYPE wd_this->element_sales_orders.

  "Adjust the static attributes of an order:
  ls_order-order_no = '1234567890'.
  ls_order-creation_date = sy-datum.
  ls_order-customer_no = '3456789012'.

lo_order->set_static_attributes(
  ls_order).
```

<table>
<thead>
<tr>
<th>Method Name</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>get_static_attributes</td>
<td>The values are copied over to a structured data type, whose component fields mirror the</td>
</tr>
<tr>
<td></td>
<td>context attributes contained within the referencing context element as demonstrated in the</td>
</tr>
<tr>
<td></td>
<td>code excerpt below:</td>
</tr>
<tr>
<td>get_static_attributes_ref</td>
<td>Much like the GET_ATTRIBUTE_REF() method considered earlier, this method uses reference</td>
</tr>
<tr>
<td></td>
<td>semantics to pass back a reference to the statically defined attributes of a context</td>
</tr>
<tr>
<td></td>
<td>element. As was the case with GET_ATTRIBUTE_REF(), this method comes in handy whenever we</td>
</tr>
<tr>
<td></td>
<td>need to avoid expensive memory copy operations for large context elements.</td>
</tr>
<tr>
<td>set_static_attributes</td>
<td>This method is the analog of GET_STATIC_ATTRIBUTES() in that it allows you to initialize the</td>
</tr>
<tr>
<td></td>
<td>values of the statically defined attributes of a context element in one fell swoop using a</td>
</tr>
<tr>
<td></td>
<td>structured data object. The code excerpt below demonstrates how this method is used.</td>
</tr>
</tbody>
</table>

Table 5.5 Methods for Working with Context Attributes (Cont.)
Runtime Properties of Context Attributes

At the end of the day, context attributes are intended to be used as a means for transferring data back and forth between UI elements in the view layer and the backend data model. Here, the properties of UI elements are bound to context attributes in such a way that data is synchronized automatically.

Normally, when we talk about data binding with UI elements, we’re talking about binding the value of a context attribute to a property of a UI element used for displaying data. For example, to display the value of a context attribute using an `InputField` UI element, we’d bind the `value` property of the `InputField` element with the context attribute. However, it’s also possible to use data binding to define the values of other UI element properties, such as the `enabled` property, `readOnly` property, and so on.

Recognizing the benefits of using data binding to determine the values of certain common UI element properties, SAP elected to extend context attributes to include additional runtime properties that could be used for this purpose. The benefit here is that we don’t have to incur the overhead of defining additional context attributes to specify these UI element properties. So, for instance, we could use a single context attribute to define not only the `value` property of an
InputField element, but also its enabled property, readOnly property, and so on. This leads to much better performance at runtime.

Table 5.6 describes the set of runtime properties available for a given context attribute. Each of these properties is Boolean in nature and can be maintained using methods provided via the IF_WD_CONTEXT_ELEMENT interface as described in Table 5.7.

<table>
<thead>
<tr>
<th>Property Name</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>enabled</td>
<td>This property can be used to determine whether or not a UI element is enabled within the view.</td>
</tr>
<tr>
<td>readOnly</td>
<td>This property can be used to adjust the readOnly property of UI elements.</td>
</tr>
<tr>
<td>state</td>
<td>This property can be used to determine whether or not a UI element is considered to be a required field in the view layout.</td>
</tr>
<tr>
<td>visible</td>
<td>This property can be used to determine whether or not a UI element is visible within the view layout.</td>
</tr>
</tbody>
</table>

Table 5.6 Runtime Properties of Context Attributes

<table>
<thead>
<tr>
<th>Method Name</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>set_attribute_property</td>
<td>This method is used to set a single runtime property of a context attribute. The individual runtime properties are enumerated via the E_PROPERTY constant defined within the IF_WD_CONTEXT_ELEMENT interface. The code excerpt below demonstrates how this method call works.</td>
</tr>
</tbody>
</table>

DATA:
lo_order TYPE REF TO IF_WD_CONTEXT_ELEMENT.

lo_order->set_attribute_property(
  EXPORTING
  attribute_name = 'ORDER_NO'
  property       = lo_order->e_property-read_only
  value          = abap_true ).

Table 5.7 Maintaining the Runtime Properties of a Context Attribute
Once the runtime properties for a context attribute are in place, we can use them to define context bindings for UI elements in a view using the familiar Define Context Binding dialog box, shown in Figure 5.23. However, in this case, we’ll want to choose the target runtime property in the Property list underneath the Bind to the Property of the Selected Attribute radio button as shown in Figure 5.23.

<table>
<thead>
<tr>
<th>Method Name</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>set_attribute_props_for_elem</td>
<td>This method allows us to set the runtime properties for a set of context attributes en masse. The attribute properties are specified within the PROPERTIES table parameter provided in the method signature.</td>
</tr>
<tr>
<td>get_attribute_properties</td>
<td>This method allows us to query the status of each of the runtime properties of a context attribute. Here, we simply pass in the attribute’s name in the ATTRIBUTE_NAME parameter and the method will return a structure containing the current property values.</td>
</tr>
<tr>
<td>get_attribute_props_for_elem</td>
<td>This method performs a wholesale lookup of attribute runtime properties for the referencing context element.</td>
</tr>
</tbody>
</table>

Table 5.7 Maintaining the Runtime Properties of a Context Attribute (Cont.)

Figure 5.23 Defining Context Bindings Using Runtime Properties
If you look closely at Figure 5.23, you can see that there’s also an Invert Attribute/Property (“NOT”) checkbox that can be used to invert the value of a runtime property as needed. So, for example, if the readOnly property for a context attribute has a value of abap_false, the value abap_true will be used for the purposes of data binding.

5.4.5 Performing Housekeeping Duties within a Context

During the course of a WDA application session, we may need to move context elements around or even remove them from a context node collection altogether. In this section, we’ll see how these tasks are carried out using methods of the IF_WD_CONTEXT_NODE interface.

Removing Context Elements from a Node Collection

To remove a context element from a node collection, we can use the REMOVE_ELEMENT() method. Listing 5.9 shows how this method can be used to remove the lead selection element from a node collection. We can determine whether or not the operation was successful using the resultant Boolean value from the method call.

```
DATA: lo_sales_orders_node TYPE REF TO if_wd_context_node,
     lo_sales_order_elem TYPE REF TO if_wd_context_element,
     lv_removed TYPE abap_bool.

"Remove the lead selection element from the collection:
lo_sales_orders_node = wd_context->get_child_node( 
     name = wd_this->wdctx_sales_orders ).
lo_sales_order_elem = lo_sales_orders_node->get_element( ).

"The variable LV_REMOVED will tell us whether or not the 
"operation was successful.
 lv_removed =
     lo_sales_orders_node->remove_element( 
     lo_sales_orders_elem ).
```

Listing 5.9 Removing Elements from a Node Collection

Once a context element is removed from the node collection, the context elements to the right of the removed element will be shifted to the left by one
position. So, for example, if we have a node collection containing ten elements, and we remove the element at index five, the elements at indexes six through ten will shift left such that the element formerly at index six is now at index five, and so on.

**Moving Context Elements within a Node Collection**

Occasionally, we may want to adjust the order of context elements within a node collection. For instance, if we’re using a node collection to represent the contents of a Table UI element, we may need to provide methods for sorting the elements in the node collection to correspond with sorting criteria specified within the view layer. For this task, we can enlist the aid of the `MOVE_ELEMENT()` method.

As the name suggests, the `MOVE_ELEMENT()` method allows us to move a context element from one index to another. Listing 5.10 demonstrates how this works. Here, we’re using the `FROM` and `TO` parameters to determine the source and target indexes for the move operation.

```java
DATA: lo_sales_orders_node TYPE REF TO if_wd_context_node.

"Move the element at position 4 to position 8:
lo_sales_orders_node = wd_context->get_child_node( 
    name = wd_this->wdctx_sales_orders ).
lo_sales_orders_node->move_element( from = 4 to = 8 ).

Listing 5.10  Moving Elements Around Using MOVE_ELEMENT()
```

When working with the `MOVE_ELEMENT()` method, be aware that the underlying method implementation will silently adjust erroneous index values before performing the move operation. For example, if we were to pass a `FROM` value of –1 or a `TO` value greater than the size of the node collection, the method would move the context element at position 1 to the end of the list. Sometimes, this may be what you want, but it’s nevertheless dangerous to leave this to chance. Therefore, when sorting node collections, we recommend you double-check your index-derivation logic and use the `GET_ELEMENT_COUNT()` method to make sure your indexes are in bounds.
5.4.6 Working with the Context Change Log

During the course of the lifecycle of a context, there will be many changes made to context nodes. At the outset, nodes collections will be filled in a controlled manner using API methods as demonstrated throughout the course of this section. From that point forward, however, changes may be initiated from a couple of different places:

- From users entering data in UI elements bound to context elements or context attributes contained within the node’s element collection
- From event handler methods in controllers that are designed to add, change, or remove context elements on demand

Most of the time, any changes made to a context will need to be synchronized with the model layer. Though it’s possible to perform these updates using a “kill-and-fill” approach in which updates are performed indiscriminately \textit{en masse}, it can be much more efficient to update only the values that actually changed. Of course, the problem with the latter approach is trying to figure out exactly what was changed. In particular, we need to know what was changed by users at the view layer. Fortunately, the Web Dynpro framework provides us with a context change log that can be used to track changes made by users on the frontend. In this section, we’ll see how to put this change log to use.

Flipping the Switch on the Context Change Log

Strictly speaking, the context change log is not associated with any particular context node. Instead, it’s used to track changes made by users for all of the context nodes contained within the overarching controller context. Therefore, instead of being aligned with an instance of \texttt{IF\_WD\_CONTEXT\_NODE}, the context change log is accessed via methods provided within the \texttt{IF\_WD\_CONTEXT} interface.

To turn on the context change log, we can use the \texttt{ENABLE\_CONTEXT\_CHANGE\_LOG()} method demonstrated in Listing 5.11. Similarly, we can later turn off the context change log by calling the \texttt{DISABLE\_CONTEXT\_CHANGE\_LOG()} method, which is also demonstrated in Listing 5.11.

*Obtain a reference to the overarching controller context:

\begin{verbatim}
  DATA: lo_context TYPE REF TO if_wd_context.
  lo_context = wd_context->get_context( ).
\end{verbatim}
"Turn on the context change log:
lo_context->enable_context_change_log( ).

...

"Turn off the context change log:
lo_context->disable_context_change_log( ).

Listing 5.11 Turning on the Context Change Log

Accessing the Change Log

Once the context change log is turned on, it will begin silently tracking changes behind the scenes. At any point along the way, we can view the contents of the change log by invoking the `GET_CONTEXT_CHANGE_LOG()` method of the `IF_WD_CONTEXT` interface. This method will return a table with a line type based on the `WDR_CONTEXT_CHANGE` structure illustrated in Figure 5.24. As you can see, this table provides us with access to the type of change, the corresponding context node/element/attribute, and the old/new values.

<table>
<thead>
<tr>
<th>Structure</th>
<th>WDR_CONTEXT_CHANGE</th>
<th>Active</th>
</tr>
</thead>
<tbody>
<tr>
<td>Short Description</td>
<td>Web Dynpro: Change to Context Entry</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Attributes</th>
<th>Components</th>
<th>Entry help/check</th>
<th>Currency/quantity fields</th>
</tr>
</thead>
<tbody>
<tr>
<td>1 / 9</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

![Figure 5.24](image)

Figure 5.24 Evaluating Changes in the Context Change Log

If you're interested in seeing how all this works in an actual application, check out the `DEMO_CONTEXT_CHANGES` component in the `SWDP_DEMO` package. You can also find further details concerning the use of the context change log in the documentation for interface `IF_WD_CONTEXT`.
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5.4.7 Tool Support for Context Programming

Hopefully by now you should feel comfortable enough with the context API to be able to perform basic CRUD operations within a context. However, if you forget how to perform a particular operation along the way, you can lean on the Web Dynpro code wizard to help jog your memory. As we learned in Chapter 4, we can access the code wizard within a controller method by clicking on the Web Dynpro Code Wizard button in the toolbar (see Figure 5.25).

![Figure 5.25 Accessing the Web Dynpro Code Wizard (Part 1)](image1)

After you initiate the wizard, you’ll be presented with the familiar Web Dynpro Statement Structure dialog box shown in Figure 5.26. Here, on the Context tab, you can use the input help for the Node/Attribute input field to select the target context node or attribute you want to access. Then, you can select from the available radio buttons to define the type of operation you want to perform. You can also select the As Table Operation checkbox to perform bulk operations.

![Figure 5.26 Accessing the Web Dynpro Code Wizard (Part 2)](image2)
As is the case with most code wizards, the generated code will most likely require some tweaking in order for everything to work correctly. Still, more often than not, this is much better than having to write the code from scratch.

5.5 Supply Functions

So far, our context programming examples have assumed that data is loaded into a context via regular controller methods (i.e., hook methods or instance methods). However, as we learned in Chapter 4, controllers also offer a specialized method type for this purpose: supply functions.

As the name suggests, supply functions are used to supply a context node with data on demand. As such, their implementations are relatively straightforward. In the upcoming sections, we'll look at how supply functions are used to streamline the context node initialization process.

5.5.1 Creating a Supply Function

Despite the use of the term function, supply functions are in fact controller methods. Therefore, they’re created in much the same way that regular controller methods are created. Here, we have two options for creating a supply function:

1. We can manually create a supply function by navigating to the METHODS tab of the Controller Editor and filling in the method details in the provided input table, as shown in Figure 5.27. Then, once the supply function is created, we can associate it with a context node in the Context Editor, as shown in Figure 5.28.
2. Alternatively, we can let the system automatically create the method for us by filling in the desired supply function name for the selected context node in the Context Editor screen, as shown in Figure 5.28. In this case, the supply function will be created silently behind the scenes if it doesn’t exist already.

![Figure 5.28 Creating a Supply Function (Part 2)](image)

### 5.5.2 Implementing Supply Functions

Regardless of the approach taken to create a supply function, we’ll end up with an empty method that defines two importing reference parameters:

- **NODE**
  
  This parameter refers to the node whose element collection is being filled by the supply function. Naturally, this parameter is defined using the interface type `IF_WD_CONTEXT_NODE`.

- **PARENT_ELEMENT**
  
  This parameter provides a reference to the parent element of the context node. It’s defined using the interface type `IF_WD_CONTEXT_ELEMENT`.

With these two parameters in hand, we can implement a supply function by filling in the element collection for the selected context node using methods of the `IF_WD_CONTEXT_NODE` interface. Listing 5.12 demonstrates how this works for a
supply function called SUPPLY_ORDER_ITEMS, which is used to fill in the ORDER_ ITEMS context node. As you can see, this implementation is mostly business as usual from a context programming perspective.

```
method SUPPLY_ORDER_ITEMS.
  "Method-Local Data Declarations:
  DATA: lt_order_items TYPE wd_this->Elements_order_items.
  FIELD-SYMBOLS:
    <lfs_order_item> LIKE LINE OF lt_order_items.

  "Add the sales order items to the node collection;
  "Note: This data would be normally obtained from
  "the model. We can use context attributes from the
  "PARENT_ELEMENT parameter as a key for performing
  "the lookup:
  APPEND INITIAL LINE TO lt_order_items
    ASSIGNING <lfs_order_item>.
    <lfs_order_item>-item_no = '12345'.
    <lfs_order_item>-product_no = '1234567890'.
    <lfs_order_item>-quantity = 10.

  node->bind_table(
    new_items = lt_order_items
    set_initial_elements = abap_true ).
endmethod.
```

Listing 5.12 A Supply Function Example

### 5.5.3 Understanding How Supply Functions Are Invoked

In general, supply functions are invoked automatically by the Web Dynpro framework to fill a context node whenever one of the following conditions is satisfied:

- The context node is initial or not yet filled.
- The context node has been invalidated at a previous step.

While the first condition makes intuitive sense, the second condition requires some additional description.

During the lifecycle of a context node, there may be times when the contents context node becomes dirty. This could be as a result of a change in the model layer,
upstream node changes, etc. Regardless of the root cause, we need to make sure the node gets refreshed so that data remains in sync. Here, we could manually clean up the node using context API methods, or we could defer the initialization to supply functions. In the latter case, we must invalidate the context node in order for the Web Dynpro framework to determine that it needs to be refreshed.

Context nodes can be invalidated in two ways:

- The Web Dynpro framework will automatically invalidate a singleton node whenever the lead selection in the parent node changes.
- You can also manually invalidate context nodes using the `INVALIDATE()` method provided with the `IF_WD_CONTEXT_NODE` interface.

Once a context node is invalidated, the Web Dynpro framework will take care of invoking the node’s corresponding supply function behind the scenes. We’ll examine how this works for singleton nodes in the next section.

### 5.5.4 Supply Functions and Singleton Nodes

One of the most common use cases for supply functions is to automate the synchronization of singleton child nodes. To understand how this works, let’s take a closer look at how the `ORDER_ITEMS` singleton node is filled using the `SUPPLY_ORDER_ITEMS()` supply function, as shown in Listing 5.12.

If you recall from Section 5.2.4, only a single instance of a singleton node will be created at runtime. This single node instance corresponds with the lead selection element of the parent node. So, in the case of our `SALES_ORDERS` context, we want to use the `SUPPLY_ORDER_ITEMS()` supply function to populate the `ORDER_ITEMS` node collection each time the lead selection changes in the parent `SALES_ORDERS` node.

Fortunately, the Web Dynpro framework will initiate the synchronization process automatically by invalidating the `ORDER_ITEMS` node each time the lead selection for the `SALES_ORDERS` node changes. Then, it will invoke the `SUPPLY_ORDER_ITEMS()` method, passing to it a reference to the `ORDER_ITEMS` singleton node and the lead selection element from the parent `SALES_ORDERS` node. The supply function can then use these references to fill in the `ORDER_ITEMS` node collection based on the selected `SALES_ORDERS` context element, as demonstrated in Listing 5.12.
5.6 Context Mapping and Data Binding: Up Close

Before we conclude our discussion on contexts, we should take a moment to revisit the concepts of context mapping and data binding in light of what we’ve learned in this chapter. That way, you’ll have a clearer picture of what’s going on behind the scenes.

5.6.1 How Context Mapping Works

As we observed in Section 5.1.2, the data within a WDA component flows down-stream from the model layer to the view layer as follows:

1. First, data is extracted from the model layer via a service call performed in a global controller method.
2. Then, the extracted data is loaded into the global controller’s context using the context API, as demonstrated in Section 5.4.
3. Once the data is loaded into the global controller context, it will be made visible to downstream views via context mapping relationships.
4. Finally, the data will become visible in UI elements through data binding relationships.

From a conceptual point of view, there’s an invisible line that separates steps one and two from steps three and four. This line represents the virtual barrier that exists between the controller and view layers. Here, the controller layer produces data by loading model data into a global controller context, and the view layer then consumes this data using declaratively defined mapping relationships. The question is: how does this implicit data transfer occur?

As we’ve seen, context mapping relationships are declaratively defined within a controller by dragging and dropping a context node from a used controller into the controller’s context. Once the relationship is defined, a copy of the mapped context node will be created within the referencing controller’s context (see Figure 5.29). As evidenced by the little arrow icon underneath it, this copied node effectively points to the node it’s mapping from. In other words, you can think of this copied node as an alias that can be used to address the mapped node at runtime.
5.6

If we think about the implied meaning of terms like pointer and alias, we can begin to grasp the nature of context mapping relationships from a runtime perspective. Though there are two copies of the mapped node at design time, there is in fact only one copy of the context node data at runtime: the one maintained within the used controller. Thus, any references to the copied node indirectly refer to the mapped node in the used controller. There are a couple of major benefits to this approach:

1. First of all, it improves performance by avoiding unnecessary memory copy steps between controllers.
2. Secondly, it further reinforces the principle of strict separation of producers and consumers from the MVC paradigm by ensuring that data is transferred between controller and view layers in a controlled and automated manner.

The great thing about all this from a developer’s perspective is that the Web Dynpro framework takes care of managing these references for us behind the scenes. Therefore, not a single line of ABAP code is required to shuffle the data back and forth between controllers.

5.6.2 How Data Binding Works

Once data makes its way into a view controller context, it can be made available to selected UI elements within the view layout by declaratively defining data binding relationships. As you can see in Figure 5.30, these data bindings formally associate a UI element property with a context node or context attribute. This
A bi-directional relationship provides the Web Dynpro framework with the meta-data it needs to determine how to map values back and forth between a UI element property and the corresponding context node or context attribute it’s bound to.

At runtime, data transfer is carried out automatically by the Web Dynpro framework in two distinct places:

- At the beginning of the request/response cycle, data input by the user is transported from the various UI elements to their corresponding context nodes and context attributes.
- At the end of the request/response cycle, data is copied from context nodes and context attributes into the UI elements during the client rendering phase so that it can be displayed on the screen.
Though all this is shielded from developers, rest assured that this data transfer does not occur by magic. Behind the scenes, the Web Dynpro framework is utilizing the context API to transfer data to and from the context. On the other side of this exchange, the framework queries/sets the properties of UI elements using their corresponding runtime classes. Here, for example, to copy data to or from an InputField UI element, the framework would utilize the standard runtime class CL_WD_INPUT_FIELD. This class provides getter and setter methods such as GET_VALUE() and SET_VALUE(), which allow the framework to access the value property of an InputField element programmatically. We’ll get a taste for some of this when we look at dynamic programming concepts in Chapter 11.

5.7 Summary

In this chapter, we explored the Web Dynpro context from several different angles. We began by analyzing the structure of contexts from both a conceptual and technical point of view. From there, we observed how these context hierarchies are declaratively defined using the Context Editor tool. Next, we surveyed the interfaces and methods that make up the context programming API, demonstrating how this API could be used to manipulate a context at runtime. Finally, we concluded our discussion by reviewing context mapping and data-binding concepts.

While context programming is certainly not one of the flashier topics related to WDA programming, it’s right up there among the most important ones. So, suffice it to say that we’ll see the concepts described in this chapter again and again as we progress through the rest of this book.

In the next chapter, we’ll shift gears and begin looking at UI development concepts. Specifically, we’ll take a closer look at windows and views and see how they’re used to arrange the UI layout within the view layer.
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