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Chapter1
Basic Principles

All beginnings are difficult.
—Ovid

Bringing more dynamics into web pages was the original idea behind JavaScript. The
scripting language was intended to compensate for the weaknesses of HTML when it
came to responding to user input. The history of JavaScript dates back to 1995 when it
was developed under the code name Mocha by Brendan Eich, a developer at Netscape.
One of the most remarkable facts about JavaScript is that the first prototype of this suc-
cessful and globally used language was developed in just 10 days. Still in the year of its
creation, Mocha was renamed to LiveScript and finally to JavaScript in a cooperation
between Netscape and Sun. This was mainly for marketing purposes, as at that time it
was assumed that Java would become the leading language in client-side web develop-
ment.
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1 Basic Principles

Convinced by the success of JavaScript, Microsoft also integrated a scripting language
into Internet Explorer 3 in 1996. This was the birth of JScript, which was mostly compat-
ible with JavaScript, but with additional features added.

Today, the mutual vying of the two companies is known as the “browser wars.” The
development ensured that the two JavaScript engines steadily improved in both fea-
ture set and performance, which is the primary reason for JavaScript’s success today.

In 1997, the first draft of the language standard was created at Ecma International. The
entire language core of the script language is recorded under the cryptic designation
ECMA-262 or ISO/IEC 16262. The current standard can be found at www.ecma-interna-
tional.org/publications/standards/Ecma-262.htm. Due to this standardization, vendor-
independent JavaScript is also referred to as ECMAScript. Until a few years ago, the
ECMAScript standard was versioned in integers starting at 1. Since version 6, the ver-
sions are also provided with year numbers. ECMAScript in version 8 is therefore referred
to as ECMAScript 2017. As a rule, you can assume that the manufacturers support the
older versions of the standard quite well. You must either enable newer features by con-
figuration flags in the browser or simulate them via polyfills (that is, recreating the fea-
tures in JavaScript). A good overview of the currently supported features is provided by
kangax’s compatibility table, which can be found at http://kangax.github.io/compat-
table/es6/. A version adapted for Node.js can be reached at http://node.green/.
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JavaScript is lightweight, is relatively easy to learn, and has a huge ecosystem of frame-
works and libraries. For these reasons, JavaScript is one of the most successful program-
ming languages in the world. This success can be backed up by numbers: Since 2008,
JavaScript has been in the top two spots in GitHub’s language trends. In 2021, JavaScript
was passed by Python in the number one spot and is now in second place in language
trends.

Node.js is based on this successful scripting language and has had a meteoric rise itself.
This chapter will serve as an introduction to the world of Node.js, showing you how the
platform is built, and where and how you can use Node.js.

1.1 The Story of Node.js

To help you better understand what Node.js is and how some of the development deci-
sions came about, let's explore the history of the platform.

1.1.1 Origins

Node.js was originally developed by Ryan Dahl, a PhD student in mathematics who
thought better of it, abandoned his efforts, and instead preferred to travel to South
America with a one-way ticket and very little money in his pocket. There, he kept his
head above water by teaching English. During this time, he got in touch with PHP as
well as Ruby and discovered his affection for web development. The problem with
working with the Ruby framework, called Rails, was that it couldn’t deal with concur-
rent requests without any workaround. The applications were too slow and utilized the
CPU entirely. Dahl found a solution to his problems with Mongrel, a web server for
applications based on Ruby.

Unlike traditional web servers, Mongrel responds to user requests and generates
responses dynamically, where otherwise only static HTML pages are delivered.

The task that actually led to the creation of Node.js is quite trivial from today’s point of
view. In 2005, Dahl was looking for an elegant way to implement a progress bar for file
uploads. However, the technologies available at the time only allowed unsatisfactory
solutions. Regarding file transfers, HTTP was used for relatively small files, and File
Transfer Protocol (FTP) was used for larger files. The status of the upload was queried
using long polling, which is a technique where the client sends long-lived requests to
the server, and the server uses the open channel for replies. Dahl’s first attempt to
implement a progress bar took place in Mongrel. After sending the file to the server, it
checked the status of the upload using a large number of Asynchronous JavaScript and
XML (AJAX) requests and displayed it graphically in a progress bar. However, the down-
side of this implementation was Ruby’s single-threaded approach and the large num-
ber of requests that were required.

33




1 Basic Principles

Another promising approach involved an implementation in C. Here, Dahl’s options
weren'’t limited to one thread. However, C as a programming language for the web has
a decisive disadvantage: only a small number of developers are enthusiastic about this
field of application. Dahl was also confronted with this problem and discarded this
approach after a short time.

The search for a suitable programming language to solve his problem continued and
led him to functional programming languages such as Haskell. Haskell's approach is
built on nonblocking input/output (I/O), which means that all read and write opera-
tions are asynchronous and don’t block the execution of a program. This allows the lan-
guage to remain single-threaded at its core and doesn’t introduce the problems that
arise from parallel programming. Among other things, no resources have to be syn-
chronized, and no problems are caused by the runtime of parallel threads. However,
Dahl still wasn't fully satisfied with this solution and was looking for other options.

1.1.2 Birth of Node.js

Dahl then found the solution he was finally satisfied with—JavaScript. He realized that
this scripting language could meet all his requirements. JavaScript had already been
established on the web for years, so there were powerful engines and a large number of
developers. In January 2009, he began working on his implementation for server-side
JavaScript, which can be regarded as the birth of Node.js. Another reason for implement-
ing the solution in JavaScript, according to Dahl, was the fact that the developers of
JavaScript didn’t envision this area of use. At that time, no native web server existed in
JavaScript, it couldn’t handle files in a file system, and there was no implementation of
sockets to communicate with other applications or systems. All these points spoke in
favor of JavaScript as the basis for a platform for interactive web applications because no
determinations had yet been made in this area, and, consequently, no mistakes had yet
been made either. The architecture of JavaScript also argued for such an implementa-
tion. The approach of top-level functions (i.e., functions that aren’t linked to any object,
are freely available, and can be assigned to variables) offers a high degree of flexibility in
development and enables functional approaches to solutions.

Thus, Dahl selected other libraries in addition to the JavaScript engine, which is respon-
sible for interpreting the JavaScript source code, and put them together in one plat-
form.

In September 2009, Isaac Schlueter started working on a package manager for Node.js,
the Node Package Manager (npm).

1.1.3 Breakthrough of Node.js

After Dahl integrated all the components and created the first executable examples on
the new Node.js platform, he needed a way to introduce Node.js to the public. This also
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became necessary because his financial resources shrank considerably due to the devel-
opment of Node.js, and he would have had to stop working on Node.js if he didn’t find
any sponsors. He chose the JavaScript conference JSConf EU in November 2009 in Berlin
as his presentation platform. Dahl put all his eggs in one basket. If the presentation was
a success and he found sponsors to support his work on Node.js, he could continue his
involvement; if not, almost a year’s work would have been in vain. In a rousing talk, he
introduced Node.js to the audience and showed how to create a fully functional web
server with just a few lines of JavaScript code. As another example, he introduced an
implementation of an Internet Relay Chat (IRC) chat server. The source code for this
demonstration comprised about 400 lines. Using this example, he demonstrated the
architecture and thus the strengths of Node.js while making it tangible for the audience.
The recording of this presentation can be found at www.youtube.com/watch?v=EeYvFI7-
li9E. The presentation didn’t miss its mark and led to Joyent stepping in as a sponsor for
Node.js. Joyent is a San Francisco-based software and services provider offering hosting
solutions and cloud infrastructure. With its commitment, Joyent included the open-
source software Node.js in its product portfolio and made Node.js available to its cus-
tomers as part of its hosting offerings. Dahl was hired by Joyent and became a full-time
maintainer for Node.js from that point on.

1.1.4 Node.js Conquers Windows

The developers made a significant step toward the spread of Node.js by introducing
native support for Windows in version 0.6 in November 2011. Up to that point, Node.js
could only be installed awkwardly on Windows via Cygwin.

Since version 0.6.3 in November 2011, npm has been an integral part of the Node.js
packages and is thus automatically delivered when Node.js is installed.

Surprisingly, at the start of 2012, Dahl announced that he would finally retire from
active development after three years of working on Node.js. He handed over the reins
of development to Schlueter. The latter, like Dahl, was an employee at Joyent and
actively involved in the development of the Node.js core. The change unsettled the
community, as it wasn’t clear whether the platform would continue to develop without
Dahl. A signal that the Node.js community considered as being strong enough for solid
further development came with the release of version 0.8 in June 2012, which was pri-
marily intended to significantly improve the performance and stability of Node.js.

With version 0.10 in March 2013, one of the central interfaces of Node.js changed: the
Stream application programming interface (API). With this change, it became possible
to actively pull data from a stream. Because the previous API was already widely used,
both interfaces continued to be supported.
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1.1.5 io.js: The Fork of Node.js

In January 2014, there was another change in the project management of Node.js.
Schlueter, who left Node.js maintenance in favor of his own company (called npmjs),
the host of the npm repository, was succeeded by TJ Fontaine. Under his direction, ver-
sion 0.12 was released in February 2014. A common criticism of Node.js at the time was
that the framework had still not reached the supposedly stable version 1.0, which pre-
vented numerous companies from using Node.js for critical applications.

Many developers were unhappy with Joyent, which had provided maintainers for
Node.js since Dahl, and so the community fractured in December 2014. The result was
io.js, a fork of Node.js that was developed separately from the original platform. As a
result, the independent Node.js Foundation was founded in February 2015, which was
responsible for the further development of io.js. At the same time, version 0.12 of the
Node.js project was released.

1.1.6 Node.js Reunited

In June 2015, the two projects io.js and Node.js were merged into the Node.js Founda-
tion. With version 4 of the project, the merger was completed. Further development of
the Node.js platform is now coordinated by a committee within the Node.js Founda-
tion rather than by individuals. As a result, we see more frequent releases and a stable
version with long-term support (LTS).

1.1.7 Deno: A New Star in the JavaScript Sky

Since the merger of io.js and Node.js, things have become quieter around Node.js. The
regular releases, the stability, and also the integration of new features, such as worker
threads, HTTP/2 or performance hooks, keep up the good mood within the community.
And just when things were starting to get almost too quiet around Node.js, an old
acquaintance, Dahl, took the stage again in 2018 to introduce a new JavaScript platform
called Deno during his talk, “10 Things I Regret about Node.js.”

The idea behind Deno is to create a better Node.js, untethered from the backwards
compatibility constraints that prevent revolutionary leaps in development. For exam-
ple, Deno is based on TypeScript by default and adds a fundamentally different module
system. Deno’s core is also quite different from Node.js, as it’s written almost entirely
in Rust.

Nevertheless, there are also some common features. For example, Deno is based on the
tried and tested V8 engine, which also forms the heart of Node.js. And you don’t have
to do without the huge number of npm packages either. For this purpose, Deno pro-
vides a compatibility layer. You can read more about Deno in Chapter 28.
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1.1.8 OpenlS Foundation

In 2015, the Node.js Foundation was established to coordinate the development of the
platform. The foundation was a subordinate project of the Linux Foundation. In 2019,
the JS Foundation and the Node.js Foundation then merged to form the Open]JS Foun-
dation. In addition to Node.js, it includes a number of other popular projects such as
webpack, ESLint, and Electron.

1.2 Organization of Node.js

The community behind Node.js has learned its lessons from the past. For this reason,
there are no longer individuals at the helm of Node.js, but a committee of several peo-
ple who steer the development of the platform.

1.2.1 Technical Steering Committee

The technical steering committee (TSC) is responsible for further developing the plat-
form. The number of members of the TSC isn’t limited, but 6 to 12 members are tar-
geted, usually selected from the contributors to the platform. The tasks of the TSC are
as follows:

m Setting the technical direction of Node.js

® Performing project and process control

m Defining the contribution policy

® Managing the GitHub repository

m Establishing the conduct guidelines

® Managing the list of collaborators

The TSC holds weekly meetings via Google Hangouts to coordinate and discuss current
issues. Many of these meetings are published via the Node.js YouTube channel
(www.youtube.com/c/nodejs+foundation).

1.2.2 Collaborators

Node.js is an open-source project developed in a GitHub repository. As with all larger
projects of this type, a group of people, called collaborators, have write access to this
repository. In addition to accessing the repository, a collaborator can access the contin-
uous integration jobs. Typical tasks of a collaborator include supporting users and new
collaborators, improving Node.js source code and documentation, reviewing pull
requests and issues (with appropriate commenting), participating in working groups,
and merging pull requests.
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Collaborators are designated by the TSC. Usually the role of a collaborator is preceded
by a significant contribution to the project via a pull request.

1.2.3 Community Committee

As the name implies, the Community Committee (CommComm) takes care of the
Node.js community with a special focus on education and culture. The CommComm
coordinates in regular meetings, which are recorded in a separate GitHub repository
(https://github.com/nodejs/community-committee). The CommComm exists to give
the community a voice and thus counterbalance the commercial interests of corpora-
tions.

1.2.4 Work Groups

The TSC establishes various work groups to have specific topics addressed separately by
experts. Examples of such work groups include the following:

® Release
This work group manages the release process of the Node.js platform, defining the
content of the releases and taking care of LTS.

® Streams
The streams work group is working to improve the platform’s Stream APL

= Docker
This work group manages the official Docker images of the Node.js platform and
ensures that they are kept up to date.

1.2.5 OpenlS Foundation

The Open]S Foundation forms the umbrella for Node.js development. Its role is similar
to that of the Linux Foundation for the development of the Linux operating system.
The Open]S Foundation was founded as an independent body for further developing
Nodejs. Its list of founding members includes companies such as IBM, Intel, Joyent,
and Microsoft. The Open]S Foundation is funded by donations and contributions from
companies and individual members.

1.3 Versioning of Node.js

One of the biggest points of criticism concerning Node.js before the fork of io.js was that
its development was very slow. Regular and predictable releases are an important selec-
tion criterion, especially in enterprise usage. For this reason, after merging Node.js and
io.js, the developers of Node.js agreed on a transparent release schedule with regular
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releases and an LTS version that is provided with updates over a longer period of time.
The release schedule provides for one major release per half year.

Table 1.1 shows the release schedule of Node.js.

https://nodejs.org/down-  Mainte- 4/21/2020 10/27/2020 10/19/2021  4/30/2023
load/release/latest-vi4.x/  nance LTS

https://nodejs.org/down-  Active LTS  4/20/2021 10/26/2021 10/18/2022 4/30/2024
load/release/latest-vi16.x/

https://nodejs.org/down-  Current 10/19/2021 4/1/2022 6/1/2022
load/release/latest-v17.x/

https://nodejs.org/down-  Pending 4/19/2022 10/25/2022 10/18/2023 4/30/2025
load/release/latest-v18.x/

v19 Pending 10/18/2022 4/1/2023 6/1/2023

v20 Pending 4/18/2023  10/24/2023  10/22/2024  4/30/2026

Table 1.1 Node.js Release Schedule

As you can see from the release schedule, versions with an even version number are
LTS releases, while odd ones are releases with a shortened support period.

1.3.1 Long-Term Support Releases

ANode.js version with an even version number is transitioned to an LTS release as soon
as the next odd version is released. The LTS release is then actively maintained over a
period of 12 months. During this time, the version receives the following:

® Bug fixes

® Security updates

® npm minor updates

® Documentation updates

®m Performance improvements that don’t compromise existing applications

® Changes to the source code that simplify the integration of future improvements
After this phase, the version enters a 12-month maintenance phase during which the
version will continue to receive security updates. In this case, however, only critical

bugs and security gaps are fixed. In total, the developers of the Node.js platform sup-
port an LTS release over a period of 30 months.
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1.4 Benefits of Node.js

The development history of Node.js shows one thing very clearly: it’s directly con-
nected to the internet. With JavaScript as its base, you have the ability to achieve visible
results very quickly with applications implemented in Node.js. The platform itself is
very lightweight and can be installed on almost any system. As is common for a script-
ing language, Node.js applications also omit a heavyweight development process, so
you can check the results directly. In addition to the fast initial implementation, you
can also react very flexibly to changing requirements during the development of web
applications. Because the core of JavaScript is standardized by ECMAScript, the lan-
guage represents a reliable basis with which even more extensive applications can be
implemented. The available language features are well documented extensively both
online and in reference books. In addition, many developers are proficient in JavaScript
and able to implement even larger applications using this language. Because Node.js
uses the same JavaScript engine as Google Chrome—the V8 engine—all language fea-
tures are also available here, and developers who are proficient in JavaScript can famil-
iarize themselves with the new platform relatively quickly.

JavaScript’s long history of development has produced a number of high-performance
engines. One reason for this development is that the various browser manufacturers
were always developing their own implementations of JavaScript engines, so there was
healthy competition in the market when it came to running JavaScript in the browser. On
one hand, this competition led to the fact that JavaScript is now interpreted very quickly,
and, on the other hand, it led to manufacturers agreeing on certain standards. Node.js as
a platform for server-side JavaScript was designed as an open-source project since the
beginning of its development. For this reason, an active community quickly developed
around the core of the platform and deals mainly with the use of Node.js in practice, but
also with the further development and stabilization of the platform. Resources on
Node.js range from tutorials to help you get started to articles on advanced topics such as
quality assurance, debugging, or scaling. The biggest advantage of an open-source project
such as Node.js is that the information is available to you free of charge, and questions
and problems can be solved quite quickly and competently via a wide variety of commu-
nication channels or the community itself.

1.5 Areas of Use for Node.js

From a simple command-line tool to an application server for web applications run-
ning on a cluster with numerous nodes, Node.js can be used anywhere. The use of a
technology strongly depends on the problem to be solved, personal preferences, and
the developers’ level of knowledge. For this reason, not only should you know the key
features of Node.js, but you should also have a feel for working with the platform. You
can only fulfill the second point if you either have the opportunity to join an existing
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Node.js project or gain the experience in the best case with smaller projects that you
implement.

But let’s now turn to the most important framework data:

® Pure JavaScript
When working with Node.js, you don’t have to learn a new language dialect because
you can fall back on the JavaScript language core. Standardized and well-documented
interfaces are available for accessing system resources. However, as an alternative to
JavaScript, you can also write your Node.js application in TypeScript, translate the
source code to JavaScript, and run it with Node.js. You'll find more information about
this topic in Chapter 13.

® Optimized engine
Node.js is based on Google’s V8 JavaScript engine. Here, you benefit above all from
the constant further development of the engine, where the latest language features
are supported already after a very short time.

= Nonblocking I/O
All operations that don’t take place directly in Node.js don't block the execution of
your application. The principle of Node.js is that everything the platform doesn’t have
to do directly is outsourced to the operating system, other applications, or other sys-
tems. This gives the application the ability to respond to additional requests or to pro-
cess tasks in parallel. Once the processing of a task is complete, the Node.js process
receives feedback and can process the information further.

m Single-threaded

A typical Node.js application runs in a single process. For a long time, there hasn’t
been any multithreading, and concurrency was initially only provided for in the
form of the nonblocking I/O already described. Thus, all the code you write yourself
potentially blocks your application. For this reason, you should pay attention to
resource-saving development. If it still becomes necessary to process tasks in paral-
lel, Node.js offers you solutions for this in the form of the child process module,
which enables you to create your own child processes.

To develop your application in the best possible way, you should have at least a rough
overview of the components and how they work. The most important of these compo-
nents is the V8 engine.

1.6 The Core: V8 Engine

For you, as a developer, to assess whether a technology can be used in a project, you
should be sufficiently familiar with the characteristics of that technology. The sections
that follow now dive deep into the internal details of Node.js to show you the compo-
nents that make up the platform and how you can use them to the advantage of an
application.

4




1 Basic Principles

The central and thus most important component of the Node.js platform is the V8
JavaScript engine developed by Google (for more information, visit the V8 Project page
at https://code.google.com/p/v8/). The JavaScript engine is responsible for interpreting
and executing the JavaScript source code. There isn’t just one engine for JavaScript;
instead, the different browser manufacturers use their own implementations. One of
the problems with JavaScript is that each engine behaves slightly differently. Standard-
ization to ECMAScript attempts to find a reliable common denominator so that you, as
aJavaScript application developer, have less uncertainty to worry about. The competi-
tion among JavaScript engines resulted in a number of optimized engines, all with the
goal of interpreting JavaScript code as quickly as possible. Over time, several engines
have established themselves on the market: Mozilla's JaegerMonkey, Apple’s Nitro, and
Google’s V8 engine, among others. Microsoft meanwhile uses the same technical basis
as Chrome for its Edge browser, so it also uses the V8 engine.

Node.js uses Google’s V8 engine. This engine has been developed by Google since 2006,
mainly in Denmark, in collaboration with Aarhus University. The engine’s primary
area of use is Google’s Chrome browser, where it’s responsible for interpreting and exe-
cuting JavaScript code. The goal of developing a new JavaScript engine was to signifi-
cantly improve the performance of interpreting JavaScript. The engine now fully
implements the ECMAScript standard ECMA-262 in the fifth version and large parts of
the sixth version. The V8 engine itself is written in C++, runs on various platforms, and
is available under the Berkeley Source Distribution (BSD) license as open-source soft-
ware for any developer to use and improve. For example, you can integrate the engine
into any C++ application.

As usual in JavaScript, the source code isn’'t compiled before execution; instead, the
files containing the source code are read directly when the application is launched.
Launching the application starts a new Node.js process. This is where the first optimiza-
tion by the V8 engine takes place. The source code isn’t directly interpreted, but is first
translated into machine code, which is then executed. This technology is referred to as
just-in-time (JIT) compilation and is used to increase the execution speed of the JavaS-
cript application. The actual application is then executed on the basis of the compiled
machine code. The V8 engine makes further optimizations in addition to JIT compila-
tion. Among other things, these include improved garbage collection and an improve-
ment in the context of accessing object properties. For all the optimizations that the
JavaScript engine makes, you should keep in mind that the source code is read at pro-
cess startup, so the changes to the files have no effect on the running application. For
your changes to take effect, you must exit and restart your application so that the cus-
tomized source code files are read again.

1.6.1 Memory Model

The goal of developing the V8 engine was to achieve the highest possible speed in the
execution of JavaScript source code. For this reason, the memory model has also been
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optimized. Tagged pointers, which are references in memory that are marked as such
in a special way, are used in the V8 engine. All objects are 4-byte-aligned, which means
that 2 bits are available to identify pointers. A pointer always ends on 01 in the memory
model of the V8 engine, whereas a normal integer value ends on O. This measure allows
integer values to be distinguished very quickly from memory references, which pro-
vides an extremely significant performance advantage. The object representations of
the V8 engine in memory each consist of three data words. The first data word consists
of a reference to the hidden class of the object, which you’ll learn more about in later
sections. The second data word is a pointer to the attributes, that is, the properties of
the object. Finally, the third data word refers to the elements of the object. These are the
properties with a numeric key. This structure supports the JavaScript engine in its work
and is optimized in such a way that elements in the memory can be accessed very fast
so that little wait time arises from searching objects.

1.6.2 Accessing Properties

As you probably know, JavaScript doesn’t know classes; the object model of JavaScript
is based on prototypes. In class-based languages such as Java or PHP, classes represent
the blueprint of objects. These classes can’t be changed at runtime. Prototypes in JavaS-
cript, on the other hand, are dynamic, which means that properties and methods can
be added and removed at runtime. As with all other languages that implement the
object-oriented programming paradigm, objects are represented by their properties
and methods, where properties represent the state of an object, and methods are used
to interact with the object. In an application, you usually access the properties of the
various objects very frequently. In addition, methods in JavaScript are also properties
of objects that are stored with a function. In JavaScript, you work almost exclusively
with properties and methods, so access to them must be very fast.

Prototypes in JavaScript

JavaScript differs from languages such as C, Java, or PHP in that it doesn’t take a class-
based approach but instead is based on prototypes, such as the Self language. In Javas-
cript, every object normally has a prototype property and thus a prototype. In Javas-
cript, as in other languages, you can create objects. For this purpose, however, you
don’t use classes in conjunction with the new operator. Instead, you can create new
objects in several different ways. Among other things, you can use constructor func-
tions or the Object.create method. These methods have in common that you create
an object and assign the prototype. The prototype is an object from which another
object inherits its properties. Another feature of prototypes is that they can be modi-
fied at application runtime, allowing you to add new properties and methods. By using
prototypes, you can build an inheritance hierarchy in JavaScript.
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Normally, accessing properties in a JavaScript engine is done through a directory in the
memory. So, if you access a property, this directory is searched for the memory section
of the respective property, and then the value can be accessed. Now imagine a large
application that maps its business logic in JavaScript on the client side, and in which a
large number of objects are held in parallel in the memory, constantly communicating
with each other. This method of accessing properties would quickly turn into a prob-
lem. The developers of the V8 engine have recognized this vulnerability and developed
a solution for it—the hidden classes. The real problem with JavaScript is that the struc-
ture of objects is only known at runtime and not already during the compilation pro-
cess because such a process doesn’t exist with JavaScript. This is further complicated by
the fact that there isn’t just one prototype in the structure of objects, but they can
rather exist in a chain. In classical languages, the object structure doesn’t change at
application runtime; the properties of objects are always located in the same place,
which significantly speeds up accessing them.

Ahidden class is nothing more than a description in which the individual properties of
an object can be found in the memory. For this purpose, a hidden class is assigned to
each object. This contains the offset to the memory section within the object where the
respective property is stored. As soon as you access a property of an object, a hidden
class is created for that property and reused for each subsequent access. So for an
object, there is potentially a separate hidden class for each property.

In Listing 1.1, you can see an example that illustrates how hidden classes work.

class Person {
constructor(firstname, lastname) {
this.firstname = firstname;
this.lastname = lastname;

}
¥

const johnDoe = new Person("John", "Doe");

Listing 1.1 Accessing Properties in a Class

In the example, you create a new constructor function for the group of person objects.
This constructor has two parameters—the first name and the last name of the person.
These two values are to be stored in the firstname and lastname properties of the object,
respectively. When a new object is created with this constructor using the new operator,
an initial hidden class, class O, is created first. This doesn’t yet contain any pointers to
properties. If the first assignment is made, that is, the first name is set, a new hidden
class, class 1, is created based on class O. This now contains a reference to the memory
section of the firstname property, relative to the beginning of the object’s namespace.
In addition, a class transition is added to class O, which states that class 1 should be used
instead of class O if the firstname property is added. The same process takes place when
the second assignment is performed for the last name. Another hidden class, class 2, is
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created based on class 1, which then contains the offset for both the firstname and last-
name properties and inserts a transition indicating that class 2 should be used when the
lastname property is used. If properties are added away from the constructor, and this
is done in a different order, new hidden classes are created in each case. Figure 1.3 clari-
fies this process.

When the properties of an object are accessed for the first time, the use of hidden
classes doesn’t yet result in a speed advantage. However, all subsequent accesses to the
property of the object then happen many times faster, because the engine can directly
use the hidden class of the object and this contains the reference to the memory sec-
tion of the property.

Hidden class C2
A point object

For x see
Class pointer > offset 0
Offset 0: x Fory see
Offset1:y offset 1
Hidden class C1
For x see
offset 0
Initial hidden
class CO If you add
propertyy,
If you add transition to
property X, class C2
transition to
class C1

Figure 1.3 Hidden Classes in the V8 Engine (https://github.com/v8/v8/wiki/Design%20
Elements#fast-property-access)

1.6.3 Machine Code Generation

Asyou already know, the V8 engine doesn’t directly interpret the JavaScript application
source code, but performs a JIT compilation into native machine code to increase exe-
cution speed. No optimizations are made to the source code during this compilation.
The source code written by the developer is thus converted one to one. In addition to
this JIT compiler, the V8 engine has another compiler that is capable of optimizing the
machine code. To decide which code fragments to optimize, the engine maintains
internal statistics about the number of function calls and how long each function is
executed. Based on this data, the decision is made regarding whether the machine code
of a function requires optimizing.

Now you're probably wondering why the entire source code of the application isn’t
compiled with the second, much better compiler. There is a very simple reason for this:
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a compiler that doesn’t perform optimizations is much faster. Because the source code
is compiled JIT, this process is very time critical because any wait times caused by a
compilation process that takes too long can have a direct impact on the user. Therefore,
only code sections that justify this additional effort are optimized. This machine code
optimization has a particularly positive effect on larger and longer-running applica-
tions and on those in which functions are called more often than just once.

Another optimization the V8 engine performs is related to the hidden classes and
internal caching already described earlier. After the application is launched and the
machine code is generated, the V8 engine searches for the associated hidden class each
time a property is accessed. As a further optimization, the engine assumes that the
objects used at this point will have the same hidden class in the future, so it modifies
the machine code accordingly. The next time the code section is traversed, the prop-
erty can be accessed directly with no need to search for the associated hidden class first.
If the object used doesn’t have the same hidden class, the engine detects this, removes
the previously generated machine code, and replaces it with the corrected version.
There is a critical problem with this approach: Imagine you have a code section where
two different objects with different hidden classes are always used in alternation. Then
the optimization with the prediction of the hidden class would never take effect at the
next execution. In this case, various code fragments are used, which can’t be used to
find the memory section of a property as quickly as with just one hidden class, but the
code in this case is many times faster than without the optimization because it’s usu-
ally possible to select from a very small set of hidden classes. The generation of
machine code and the hidden classes in combination with the caching mechanisms
creates possibilities that are familiar from class-based languages.

1.6.4 Garbage Collection

The optimizations described so far mainly affect the speed of an application. Another
very important feature is the garbage collector of the V8 engine. Garbage collection
refers to the process of clearing up the application’s memory area in the main memory.
Elements that are no longer used are removed from memory so that the space freed up
becomes available to the application again.

If you're wondering why you need a garbage collector in JavaScript, the answer is quite
simple: Originally, JavaScript was intended for small tasks on web pages. These web
pages, and thus the JavaScript on this page, had a fairly short lifetime until the page was
reloaded, completely emptying the memory containing the JavaScript objects. The
more JavaScript is executed on a page and the more complex the tasks to be performed
become, the greater the risk that memory will be filled with objects that are no longer
needed. If you now assume you have an application in Node.js that has to run for sev-
eral days, weeks, or even months without restarting the process, the problem becomes
clear. The V8 engine’s garbage collector comprises a number of features that allow it to
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perform its tasks very quickly and efficiently. Basically, when the garbage collector is
running, the engine stops the execution of the application completely and resumes it
as soon as the run is finished. These application pauses are in the single-digit millisec-
ond range so that the user normally doesn'’t feel any negative effects due to the garbage
collector. To keep the interruption by the garbage collector as short as possible, the
complete memory isn't cleaned up, but only parts of it. In addition, the V8 engine
knows at all times where in the memory which objects and pointers are located.

The V8 engine divides the available memory into two areas—one area for storing
objects and another area to keep the information about the hidden classes and the exe-
cutable machine code. The process of garbage collection is relatively simple. When an
application is executed, objects and pointers are created in the short-lived area of the
V8 engine’s memory. If this memory area is full, it’s cleaned up. Objects that are no lon-
ger used are deleted, and objects that are still needed are moved to the long-lived area.
During this shift, the object itself is shifted, and the pointers to the object’'s memory
location are corrected. The partitioning of memory areas makes different types of gar-
bage collection necessary.

The fastest variant is represented by the scavenge collector, which is very fast and effi-
cient and deals only with the short-lived area. Two different garbage collection algo-
rithms exist for the long-lived memory section, both based on mark-and-sweep. The
entire memory is searched, and elements that are no longer needed are marked and
later deleted. The real problem with this algorithm is that it creates gaps in the mem-
ory, which causes problems over a longer runtime of an application. For this reason, a
second algorithm exists that also searches the elements of the memory for those that
are no longer needed, marks them, and deletes them.

The most important difference between the two is that the second algorithm defrag-
ments the memory; that is, it rearranges the remaining objects in the memory so that
afterwards, the memory has as few gaps as possible. This defragmentation can only
happen because V8 knows all objects and pointers. For all its benefits, the garbage col-
lection process also has a drawback: it takes time. The fastest the scavenge collection
can run is about 2 ms. This is followed by the mark-and-sweep process without optimi-
zations at 50 ms and finally the mark-and-sweep with defragmentation with an aver-
age of 100 ms.

In the following sections, you’ll learn more about the other elements used in the
Node.js platform besides the V8 engine.

1.7 Libraries around the Engine

The JavaScript engine alone doesn’t make a platform yet. For Node.js to handle all
requirements such as event handling, I/O, or support functions such as Domain Name
System (DNS) resolution or encryption, additional functionality is required. This is
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implemented with the help of additional libraries. For many tasks that a platform such
as Node.js has to deal with, ready-made and established solutions already exist. For this
reason, Dahl decided to build the Node.js platform on top of a set of external libraries
and fill in the gaps he felt weren’t adequately covered by any existing solution with his
own implementations. The advantage of this strategy is that you don’t have to reinvent
the solutions for standard problems; you can fall back on tried and tested libraries.

A prominent example that is also built on this strategy is the Unix operating system. In
this context, developers should stick to the following principle: focus only on the
actual problem, solve it as well as possible, and use existing libraries for everything
else. Most command-line programs in the Unix area implement this philosophy. Once
a solution has established itself, it can be used in other applications for similar prob-
lems. This in turn has the advantage that improvements in the algorithm only have to
be made at one central point. The same applies to bug fixes. If an error occurs in DNS
resolution, it’s fixed once, and the solution works in all places where the library is used.
But that also leads to the flip side of the coin: the libraries on which the platform is built
must exist. Node.js solves this problem in that it’s built on only a small set of libraries
that must be provided by the operating system. But these dependencies rather consist
of basic functions such as the GNU Compiler Collection (GCC) runtime library or the
standard C library. The remaining dependencies, such as z1ib or http parser, are
included in the source code.

1.7.1 Event Loop

Client-side JavaScript contains many elements of an event-driven architecture. Most
user interactions cause events that are responded to with appropriate function calls. By
using various features such as first-class functions and anonymous functions in Javas-
cript, you can implement entire applications based on an event-driven architecture.
The term event-driven means that objects don’t communicate directly with each other
via function calls; instead, events are used for this communication. Event-driven pro-
gramming is therefore primarily used to control the program flow. In contrast to the
classical approach, where the source code is run through linearly, here functions are
executed when certain events occur. A small example in Listing 1.2 illustrates this
approach.

myObj.on('myEvent', (data) => {
console.log(data);

1;
myObj.emit( 'myEvent', 'Hello World');

Listing 1.2 Event-Driven Development in Node.js

You can use the on method of an object that you derive from events.EventEmitter, a
component of the Node.js platform, to define which function you want to use to
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respond to each event. This pattern is referred to as a publish-subscribe pattern.
Objects can thus register with an event emitter and then be notified when the event
occurs. The first argument of the on method is the name of the event in the form of a
string to respond to. The second argument consists of a callback function that is imple-
mented as an arrow function in this case, which is executed once the event occurs.
Thus, the function call of the on method does nothing more than register the callback
function the first time it’s executed. Later in the script, the emit method is called on
myObj. This ensures that all callback functions registered by the on method are executed.

What works in this example with a custom object is used by Node.js to perform a vari-
ety of asynchronous tasks. However, the callback functions aren’t run in parallel, but
sequentially. The single-threaded approach of Node.js creates the problem that only
one operation can be executed at a time. Time-consuming read or write operations in
particular would block the entire execution of the application. For this reason, all read
and write operations are outsourced using the event loop. This allows the available
thread to be exploited by the application’s code. Once a request is made to an external
resource in the source code, it’s passed to the event loop. A callback is registered for the
request that forwards the request to the operating system; Node.js then regains control
and can continue executing the application. Once the external operation is complete,
the result is passed back to the event loop. An event occurs and the event loop ensures
that the associated callback functions are executed. Figure 1.4 shows how the event
loop works.

Event Queue Event Systems
async
Operation | File
- 5 _ 5 | Database
Network
Event Loop
Callback

Figure 1.4 Event Loop

The original event loop used in Node.js is based on libev, a library written in C that
stands for high performance and a wide range of features. libev is based on the
approaches of libevent but has a higher performance rate, as evidenced by various
benchmarks. Even an improved version of libevent—libevent2—doesn’t match the
performance of libev. However, for compatibility reasons, the event loop was
abstracted to achieve better portability to other platforms.
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1.7.2 Input and Output

The event loop alone in combination with the V8 engine allows the execution of JavaS-
cript, but there is still no possibility of interacting with the operating system directly in
the form of read or write operations on the file system. In the implementation of
server-side applications, accesses to the file system play an important role. For exam-
ple, the configuration of an application is often outsourced to a separate configuration
file. This configuration must be read by the application from the file system. However,
templates, which are dynamically filled with values and then sent to the client, are also
usually available as separate files. Both reading and writing information to files is often
a requirement for a server-side JavaScript application. Logging within an application is
another common area of usage of write accesses to the file system. Here, different types
of events within the application are logged to a log file. Depending on where the appli-
cation is executed, only fatal errors, warnings, or even runtime information is written.
Write accesses are also used for persisting information. During runtime of an applica-
tion, usually through the interaction of users and various computations, information
is generated that needs to be captured for later reuse.

Node.js uses the C library libeio for these tasks. It ensures that the write and read oper-
ations can take place asynchronously, and thus the library works very closely with the
event loop. However, the features of 1ibeio aren’t limited to write and read access to
the file system; rather, they offer considerably more possibilities to interact with the
file system. These options range from reading file information (e.g., size, creation date,
or access date) to managing directories (i.e., creating or removing them) to modifying
access rights. Similar to the event loop, during the course of its development, this
library was separated from the actual application by an abstraction layer.

To access the file system, Node.js provides its own module, the file system module. This
module enables you to address the interfaces of 1ibeio and thus represents a very light-
weight wrapper around libeio.

1.7.3 libuv

The two libraries you've encountered so far are related to Linux. However, Node.js was
supposed to become a platform independent of the operating system. For this reason,
the libuv library was introduced in version 0.6 of Node.js. This library is primarily used
to abstract differences between different operating systems. Consequently, using libuv
makes it possible for Node.js to run on Windows systems as well. The structure without
libuv, as it was used in Node.js up to version 0.6, looks like this: the core is the V8
engine; it’s supplemented by libev and libeio with the event loop and the asynchro-
nous file system access. With libuv, these two libraries are no longer directly integrated
into the platform, but are abstracted.

For Node.js to work on Windows, it’s necessary to provide the core components for Win-
dows platforms. The V8 engine isn’t a problem here; it has been working in the Chrome
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browser for many years on Windows without any problems. However, it gets more dif-
ficult with the event loop and asynchronous file system operations. Some components
of libev would need to be rewritten when running on Windows. In addition, libev is
based on native implementations of the operating system of the select function, but,
on Windows, a variant optimized for the operating system is available in the form of
I0CP. To avoid having to create different versions of Node.js for the different operating
systems, the developers decided to include an abstraction layer with 1ibuv that allows
libev to be used for Linux systems and IOCP for Windows. With libuv, some core con-
cepts of Node.js have been adapted. For example, we no longer speak of events, but of
operations. An operation is passed to the 1ibuv component; within 1ibuv, the operation
is passed to the underlying infrastructure, that is, 1ibev or I0CP, respectively. Thus, the
Node.js interface remains unchanged regardless of the operating system used.

libuv is responsible for managing all asynchronous I/O operations. This means that all
access to the file system, whether read or write access, is performed via 1ibuv’s inter-
faces. For this purpose, 1ibuv provides the uv_fs_functions, as well as timers, that is,
time-dependent calls, and asynchronous Transmission Control Protocol (TCP) and
User Datagram Protocol (UDP) connections run via 1ibuv. In addition to these basic
functionalities, 1ibuv manages complex features such as creating and spawning child
processes and thread pool scheduling, an abstraction that allows tasks to be completed
in separate threads and callbacks to be bound to them. Using an abstraction layer such
as libuvis an important building block for the wider adoption of Node.js and makes the
platform a little less dependent on the system.

1.7.4 Domain Name System

The roots of Node.js can be found on the internet. When you’re on the internet, you'll
quickly encounter the problem of name resolution. Actually, all servers on the internet
are addressed by their IP address. In Internet Protocol version 4 (IPv4), the address is a
32-bit number represented in four blocks of 8 bits each. In IPv6, the addresses have a
size of 128 bits and are divided into eight blocks of hexadecimal numbers. You rarely
want to work directly with these cryptic addresses, especially if a dynamic assignment
via Dynamic Host Configuration Protocol (DHCP) is added. The solution to this is the
Domain Name System (DNS). The DNS is a service for name resolution on the web that
ensures domain names are converted into IP addresses. There is also the possibility of
reverse resolution, where an IP address is translated into a domain name. If you want
to connect a web service or read a webpage in your Node.js application, DNS is used
here as well.

Internally, Node.js doesn’t handle the name resolution itself but passes the respective
requests to the C-Ares library. This applies to all methods of the dns module except for
dns.lookup, which uses the operating system’s own getaddrinfo function. This excep-
tion is caused by the fact that getaddrinfo is more constant in its responses than the C-
Ares library, which, by itself, is a lot more performant than getaddrinfo.

51




1 Basic Principles

1.7.5 Crypto

The crypto component of the Node.js platform provides you with several encryption
options for development purposes. This component is based on OpenSSL. This means
that this software must be installed on your system if you want to encrypt data. The
crypto module allows you to encrypt data with different algorithms as well as create
digital signatures within your application. The entire system is based on private and
public keys. The private key, as the name implies, is for you and your application only.
The public key is available to your communication partners. If content is to be
encrypted, this is done with the public key. The data can then only be decrypted with
your private key. The same applies to the digital signature of data. Here, your private
key is used to generate such a signature. The recipient of a message can then use the
signature and your public key to determine whether the message originated from you
and hasn’t been changed.

1.7.6 Zlib

When creating web applications, as a developer, you need to take into consideration
the resources of your users and your own server environment. For example, the avail-
able bandwidth or free memory for data can be a limitation. To address such cases, the
Node.js platform contains the z1ib component. With its help, you can compress data
and decompress it again when you want to process it. For data compression, you can
use two algorithms, Deflate and Gzip. Node.js treats the data that serves as input to the
algorithms as streams.

Node.js doesn’t implement the compression algorithms itself, but instead uses the
established z1ib and passes the requests on in each case. The z1ib module of Node.js
simply provides a lightweight wrapper for the underlying Gzip, Deflate/Inflate, and
Brotli algorithmns and ensures that I/O streams are handled correctly.

1.7.7 HTTP Parser

As a platform for web applications, Node.js must be able to handle not only streams,
compressed data, and encryption but also HTTP. Because parsing HTTP is a laborious
procedure, the HTTP parser handling this task has been outsourced to a separate proj-
ect and is now included by the Node.js platform. Like the other external libraries, the
HTTP parser is written in C and serves as a high-performance tool that reads both HTTP
requests and responses. As a developer, this means you can use the HTTP parser to
read, for example, the various information in the HTTP header or the text of the mes-
sage itself.

The primary goal of developing Node.js is to provide a performant platform for web
applications. To meet this requirement, Node.js is built on a modular structure. This
allows the inclusion of external libraries such as the previously described libuv or the
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HTTP parser. The modular approach continues through the internal modules of the
Node.js platform and extends to the extensions you create for your own application.

Throughout this book, you’ll learn about the different capabilities and technologies
that the Node.js platform provides for developing your own applications. We’ll start
with an introduction to the module system of Node.js.

1.8 Summary

For many years now, Node.js has been an integral part of web development. In this con-
text, Node.js isn’t just used to create server applications but also is the basis for a wide
range of tools—from the bundler webpack to tools such as Babel and the compiler for
CSS preprocessors. The success of the platform is based on several very simple con-
cepts. The platform is based on a collection of established libraries, which together cre-
ate a very flexible working environment. Over the years, the core of the platform has
always been kept compact, offering only a set of basic functionalities. For all other
requirements, you can use the npm to integrate a wide variety of packages into your
application.

Although Node.js has now been proven in practice for several years, you may still fre-
quently hear the following question: Can I safely use Node.js for my application? In the
versions prior to 0.6, this question could not be answered in the affirmative in good
conscience because the interfaces of the platform were subject to frequent changes.
Today, however, Node.js is much more mature. The interfaces are kept stable by the
developers. The LTS version was created for use in enterprises. This is a Node.js version
that is supported by updates for a total of 30 months. This increases the reliability of
the platform and takes the pressure off companies to always update to the latest ver-
sion.

A thoroughly exciting chapter in the development history was the separation of io.js
because the development of Node.js had lost its momentum, and no innovations
entered the platform for a long time. This event was a crucial turning point for the
development of Node.js. The Node.js Foundation was formed, and responsibility for
development was transferred from an individual to a group. As a result, release cycles
and versioning were standardized, signaling both reliability and continuous further
development to users of the platform.

By deciding to delve deeper into Node.js, you'll be in good company with numerous
enterprises large and small around the world that are now strategically using Node.js
for application development.
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Chapter 6
Express

The future was better in the past too!
—Karl Valentin

Express has been the most popular web application framework for Node.js for many
years. The open-source project was launched in June 2009 by T. J. Holowaychuk, and its
purpose is to help you develop web applications. The focus of Express is on speed, man-
ageable scope of the core framework, and an easily extensible interface. The well-
thought-out architecture makes it possible to maintain until today, and thus the
framework has become an almost indispensable companion when it comes to the
development of web server applications based on Node.js. Frameworks such as Express
exist because web development often involves solving standard tasks. For example, in
PHP, there is the Symfony framework; in Python, you can use Django; and Ruby on
Rails offers a solution for web applications under Ruby. You can implement your appli-
cation completely in the respective language (in this case, Node.js) without the help of
further libraries and frameworks, but you lose a lot of time with the implementation of
the basic infrastructure. Just remember the createServer callback function from the
previous chapter where you had to take care of parsing the URL and performing the
corresponding action yourself.

In addition to handling requests and resolving URLs, other standard tasks such as ses-
sion handling, authentication, or file uploads need to be taken care of. There are already
established solutions for all these tasks, which have been combined into a framework
under the leadership of Express. Because of its stability over the years and its extensi-
ble architecture, Express serves as the foundation for a variety of other libraries and
frameworks, such as Nest, which we’ll look at in more detail in Chapter 14.

6.1 Structure

Express is a compact framework with a manageable range of functions. However, it can
be easily extended with middleware components. The structure of Express, much like
Nodejs itself, is layered, as you can see in Figure 6.1.
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Figure 6.1 Express Structure

The http module of Node.js serves as the foundation for Express. The http module cre-
ates the server process on which Express is based. In addition, the request and response
objects are available to access the request information and create the response to the
client, respectively. Internally, for example, Express makes use of the URL the user has
entered in the browser to implement the routing process within the application.

The second layer of the Express architecture is the middleware layer. In the context of
Express, a middleware is a function located between the incoming request and the
server’s response to the client. Multiple middleware functions can be chained together
to perform specific actions based on the client’s request. Prior to the third version of
Express, Connect formed this middleware layer. In version 4, the developers aban-
doned this additional dependency and developed a standalone layer, which remains
mostly compatible. The third layer of the Express architecture is the router. This com-
ponent of Express controls which function should be executed depending on the called
URL to generate a response to the client. When routing, both the HTTP method and the
URL path are considered.

In this chapter, you'll create a web application that allows you to manage a movie data-
base. Before you start working on the application, you must first initialize it and install
Express.

6.2 Installation

Express follows the Node Package Manager (npm) package standard: It’s freely avail-
able as an open-source project, subject to the MIT License and developed on GitHub.
The Express package is available through a package manager of your choice, for exam-
ple, npm. Before installing Express in your application, you must use npm init -y on the
command line to generate the package.json file for your application and add the type
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field with the module value to use the ECMAScript module system. Then you must
install Express via the npm install express command. After that, you can test the func-
tionality of the framework with a simple application. Listing 6.1 shows the source code
of this first step. You save the source code in a file named index.js.

import express from 'express';

const app = express();

app.get('/", (reg, res) => {
res.send('My first express application');

1

app.listen(8080, () => {
console.log('Movie database accessible at http://localhost:8080");
1)

Listing 6.1 First Express Application (index.js)

In the first step, you include the express package. The default export of the package is a
function that you use to create the base for your application via the app object. The get
method of the app object creates a route, in this case, for the path /. In the last step, you
bind your application to Transmission Control Protocol (TCP) port 8080. Internally, a
server is created at this point using the http module of Node.js and bound to the speci-
fied port. Once you've started the application via the node index.js command, you can
access and test it in the browser using the URL http://localhost:8080. The results are
displayed in Figure 6.2.

® O ® /[y Iocalhost:8080 x Sebastian

&« C @ localhost:8080 @ % H O F & ¢« H

My first express application

Figure 6.2 Output of the Express Application in the Browser

Based on this working foundation, you can now proceed to extend this example step
by step to a fully functional application.

6.3 Basic Principles

The process by which an Express application works always has the same pattern. The
Express server receives a request from a client. Based on the chosen http method and
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URL path, a suitable route is chosen, and one or more callback functions are executed.
Within this callback function, you can access the request and response objects, as is the
case with the http module. These two objects, along with the router and middleware
components, are the heart of an application.

6.3.1 Request

The request object is the first argument of the Express routing callback functions and
represents the user’s request. You can extend this object by using middleware compo-
nents such as the body parser and the cookie parser, for example, so that you can man-
age cookies or other aspects of the communication with the client more conveniently.
But even in standard mode, it contains a lot of helpful information. Table 6.1 introduces
you to some of the most important properties of the request object.

method Contains the HTTP method used to send the request to the server.

originalUrl  Contains the original request URL. This allows the url property, which con-
tains the same information, to be modified for in-application purposes.

params Contains the value that consists of the variable parts of the URL. You'll learn
how to define and use them in Express later in this chapter.

path Enables you to access the URL path.
protocol Contains the protocol of the request, such as HTTP or HTTPS.
query Accesses the query string is a part of the URL.

Table 6.1 Key Properties of the “request” Object

In addition to the properties, you also have access to some methods that allow you to
read more information about the incoming request. The get method enables you to
read header fields from the request. For example, if you're interested in the Content-
Type field, the call is req.get (' Content-Type'). It doesn’t matter whether you use upper-
case or lowercase letters with this method.

6.3.2 Response

The response object, which you can access via the second argument of the routing func-
tion, represents the response to the client. Because you mainly write to this object, it
also provides significantly more methods than properties. The most important prop-
erty of the object is headersSent. This Boolean value tells you whether the HTTP headers
of the response have already been sent. If this is the case, you can no longer modify it.
Table 6.2 provides an overview of the most important methods of the response object.
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get(field) Reads the specified header field of the response.
set(field[, value]) Sets the value of the specified header field.

cookie(name, value[, options])  Sets a cookie value.

redirect([status, ]path) Forwards the request.

status(code) Sets the status code of the response.
send([body]) Sends the HTTP response.

Json([body]) Sends the HTTP response. The passed object is con-

verted to a JavaScript Object Notation (JSON) object,
and the correct response headers are set.

end([data][, encoding]) Sends the HTTP response. You should use this method
primarily if you don’t send user data such as HTML
structures. Otherwise, you should use the send
method.

Table 6.2 Key Methods of the “response” Object

After this brief introduction to the request and response handling elements, the follow-
ing sections deal with the setup and architecture of an Express application.

6.4 Setup

As a general best practice in dealing with Express, it has emerged that an application
should be divided into separate components as far as possible, each of which is stored in
separate files. Although you create a lot of files with this strategy, depending on the size
of your application, you'll still be able to locate the files quickly due to a well-structured
directory hierarchy. A file contains only one component and thus a self-contained unit.
For structuring an Express application, a classic model-view-controller (MVC) approach
is the best choice.

MVC: The Model-View-Controller Pattern

The MVC pattern is used to structure applications, especially in web development,
where it has become an important standard. This pattern describes where certain parts
of an application should be stored and how these parts interact. The name MVC
already contains the three components of the pattern:

= Model
The models of an MVC application are used for data management. Models encap-
sulate all operations related to the data of your application. This concerns both the
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creation and the modification or deletion of information. Typically, a model encap-
sulates database accesses. In addition to the pure data and the associated logic for
handling it, models also encapsulate the business logic of your application.

m View
The task of views consists of displaying information. The views of an Express appli-
cation are mostly HTML templates populated with the dynamic data of your appli-
cation before delivery to the client. In modern applications that are application
programming interface (API) heavy, this aspect of the MVC architecture is increas-
ingly taking a back seat, as templates are rarely rendered, and, instead, JSON
objects are often sent from the server to the client.

m Controller
A controller contains the control logic of your application. The controller brings
models and views together. You should make sure that your controllers don’t
become too large. If the controller contains too much logic, you should outsource it
to support functions or models.

When building your application, it’s critical that you follow a consistent convention
when structuring the file and directory hierarchy to maintain maintainability and
extensibility over the lifecycle of the application.

6.4.1 Structure of an Application

The choice of directory structure depends very much on the scope of your application.
Avoid making the structure unnecessarily complex at the very start because when you
start working on an application, you usually don’t know exactly what it will look like in
the end. The more complex the structure becomes, the more time-consuming its
adjustments become. Start with as flat a hierarchy as possible, and restructure the
directories and files as needed. The module system of Node.js and modern develop-
ment environments support you in this continuous refactoring process by easily mov-
ing files and directories and automatically adjusting import statements. An application
usually consists of the following components: models, views, controllers, routers, and
helpers.

Structure for Small Applications

For very small applications, you should create one file per component and place itin a
directory. An example of such a structure is given in Figure 6.3.

This structuring approach only works for very manageable applications or small proto-
types. As soon as your project has more than three or four separate endpoints, you
should switch to the next larger variant or start with it directly, as migrating the struc-
ture in this case will only become unnecessarily time-consuming.
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detail.html
list.html
controllers.js
helpers.js
models.js
router.js

o/e @ e aald
°

» node_modules
@ index.js
k&l package.json

Figure 6.3 Directory Structure for Small Applications

Structure for Medium-Sized Applications

Web applications that have 10 to 15 independent endpoints, that is, separate routes, fit
into the category of medium-sized applications. This structuring variant is a good start-
ing point for normal web applications. In this structure, the different components—
models, views, and controllers—are stored in separate directories. All structures are
located in their own files and are named accordingly. To make it easier to locate the
structures in the development environment, it has become best practice to include the
type of structure in the file name. For example, a controller that is responsible for the
login process of your application is then located in a file named login.controller.js in the
controllers directory. The structure of such an application could look like the one
shown in Figure 6.4.

v controllers
@ login.controller.js
@ user.controller.js

v helpers
e format.helper.js

@ index.js

v models

@ account.model.js
@ user.model.js
> node_modules
ksl package.json

router.js

v views

€| login.html

€ userList.html

Figure 6.4 Structure for Medium-Size Applications
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The advantage of this structuring variant is that all structures are stored separately
from each other and also within the respective component; for example, in the case of
models, a thematic separation takes place at the file level. This decouples the different
areas of the application and keeps the number of files per directory low. For small- and
medium-sized applications this is a very good approach.

Structure for Large Applications

As far as the scope of your application is concerned, you're hardly limited when using
Express. However, when developing the file and directory structure of large-scale appli-
cations, you should take an approach that allows you to thematically separate the mod-
ules of your application. Such a strategy allows you to develop your application in
parallel with several teams and manage the individual modules independently. This
also greatly simplifies the localization of code locations. Figure 6.5 shows an example of
such a structure.

v account
@ account.router.js
v controllers
@ login.controller.js
@ settings.controller.js
v models
@ account.model.js
@ login.model.js
v views
€ login.html
€ settings.html

v helpers
o format.helper.js
@ index.js
> node_modules

L4 package.json
@ router.js
v user

v controllers
@ group.controller.js
@ user.controller.js

v models
@ group.model.js
@ user.model.js

@ user.router.js

v views
€ groupList.html
€ userDetail.html
€ userList.html

Figure 6.5 Structure for Extensive Applications
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As you can see in Figure 6.5, there are separate directories for each subject area of the
application. The selection and delineation of these areas depend entirely on you and
the requirements of your application. Typically, modules are chosen to cover a topic in
its entirety. This approach enables clean interfaces to the other parts of the application.
The available options here range from logical units within an endpoint to groups of
multiple thematically related endpoints. Each module in turn contains subdirectories,
each of which contains the module’s models, views, and controllers. In addition, each
module defines its own router. Now that you have an overview of the structuring
options for your application, you can move on to extending your first sample applica-
tion in the next step.

6.5 Movie Database

A movie database will serve as a sample application for Express. This covers all essential
aspects of a typical application. You can add movies to the database, view the existing
records, update them if necessary, and also delete them. In addition, further function-
alities such as ratings can be implemented. This application also serves as a basis for the
following chapters when it comes to integrating template engines, connecting differ-
ent databases, or authenticating users.

For the sample application, we chose the structure of a large application, although it
will initially consist of only one module. The reason is that this structure offers the
highest degree of flexibility, allowing you to get to know more features of Express.

The first step in the implementation of the application consists of the initialization. For
this purpose, you should create a directory named movie-db and go to this directory via
the command line. After that, you must run the npm init -y command to create a pack-
age.json file. Once you've created the file, you must add the type field with the module
value to be able to use the ECMAScript module system. You're relatively free to choose
aname, but you should select a unique name in case you want to publish your applica-
tion. Note that the name must be written in lowercase letters and consist of only one
word. However, it may contain hyphens and underscores. Then you must install
Express using the npm install express command. Listing 6.2 shows the package.json file
of the application.

{

"name": "node-book",
"version": "1.0.0",
"description": "",
"main": "index.js",
"type": "module",
"scripts": {

"start": "node index.js"

b
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"keywords": [],
"author": ""
"license": "ISC",
"dependencies”: {
"express": ""4.17.1"

}
¥

Listing 6.2 Initial Configuration of the Application (package.json)

The two changes you need to make manually to the file are the type field and a startup
script that allows you to conveniently start your application using the npm start com-
mand.

In the final step of initialization, you must create an index.js file in the root directory of
your application as the entry point to your application. During development, you
should make sure that this file is only responsible for initializing the application and
doesn’t perform any other tasks. The preliminary source code of this file is shown in
Listing 6.3.

import express from 'express';
const app = express();

app.listen(8080, () => {
console.log('Server is listening to http://localhost:8080"');
1

Listing 6.3 Getting Started with the Application (index.js)

6.5.1 Routing

In the first step, you want your application to output a simple list of movie titles. For
this purpose, you must first define a module, that is, a unit in your application that cov-
ers all aspects related to movies in the application. Based on the default guidelines for
the structure, you first need a directory with the name of the module, in this case,
movie. In this directory, you create a file named index.js. The file is the entry point to
the module. If you integrate it into your application at a later point in time, this file
ensures that all other relevant parts of the module are loaded so that the integration
causes as little effort as possible.

The index file of your module exports the router object you later include in the index
file of your application. In addition to creating the router object, this file currently takes
care of managing the data and the response to the request in the callback function of
the route. Listing 6.4 contains the source code of the file.
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import { Router } from 'express';
const router = Router();

const data = [

{ id: 1, title: 'Iron Man', year: '2008" },

{ id: 2, title: 'Thor', year: '2011' },

{ id: 3, title: 'Captain America', year: '2011" },
I

router.get('/', (request, response) => {
response.send(data);

})J

export { router };

Listing 6.4 Router File of the Movie Module (movie/index.js)

Before you can display the data in the browser, you must integrate the router into your
application. This is done in the index.js file in the root directory of your application, as
shown in Listing 6.5.

import express from 'express';
import { router as movieRouter } from './movie/index.js';

const app = express();
app.use('/movie', movieRouter);
app.get('/', (request, response) => response.redirect('/movie'));

app.listen(8080, () => {
console.log('Server is listening to http://localhost:8080"');
b;

Listing 6.5 Integrating the Router (index.js)

When loading the router, you must specify the name of the file in the ECMAScript mod-
ule system, that is, index.js, as Node.js doesn’t use this automatically when specifying a
directory. This is different from the Common]JS module system. To make the code a bit
more meaningful, you should rename the router to movieRouter on import. The use
method specifies that the movieRouter is responsible for the /movie path. Currently,
users of your application need to know that the movie list can be found at http://local-
host:8080/movie. By using the get route for the / path and then redirecting to /movie,
you enable users to also access the list via http://localhost:8080. This way, you've
defined the entry point for your application. If you start your application via the npm
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start or node index.js commands, you can open it in your browser and get a display
similar to the one shown in Figure 6.6.

@ localhost:8080/movie [+ (@

@ localhost:8080/movie . v g % Incognito

[{"id":1,"title":"Iron Man", "year":"2008"},
"id":2,"title":"Thor","year":"2011"},
{"id":3,"title":"Captain America","year":"2011"}]

Figure 6.6 Movie List in the Browser

Patterns in Routes

Static routes, as you've come to know them so far, cover most use cases in a web appli-
cation. However, there are use cases where you reach the limits due to little flexibility.
For this reason, it’s possible to formulate dynamic routes in Express.

/ab?c /abc or /ac Sign may occur, but doesn’t have to.
+ /ab+c /abc or /abbc Character occurs once or multiple times.
* /a*c Jac or /aABCc Any character string.

Table 6.3 Patterns in Routes

In addition to the patterns listed in Table 6.3, you can create groups of characters by
means of parentheses and apply the multipliers to these groups. Thus, a route from
/a(bc)?d applies to both /ad and /abcd. If these options are still not sufficient to cover
your use case, you can also specify routes as regular expressions. Listing 6.6 shows an
example of such a route, which is responsible for all paths that contain the string /movie
somewhere in the path.

Route Dependency

Note that a route in Express can cause other routes to stop running, depending on
where you place it in your application. Express always uses the first suitable route it
can find. If it sends its response to the client, the middleware chain is broken, and
Express doesn’t perform any further functions for this request.

app.get(/.*\/movie.*$/, function (request, response) {
response.send('Movie Route');

IOF

Listing 6.6 Regular Expressions as Routes
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If you formulate your routes with regular expressions, you have maximum flexibility.
However, this often makes the routes less legible, which makes troubleshooting more
difficult. For this reason, you should use regular expressions sparingly in this case and
rather as an exception when the normal route definitions are no longer sufficient.

6.5.2 Controller

At this point, your router still implements the complete MVC pattern on its own. This
isn’t desirable because readability suffers with increasing functionality, so in the next
step, you must outsource everything except the actual route definition to a controller.
The controller has the task of merging the view and the model. In addition, at this
point, the information is usually extracted from the request, and the response to the
client is formulated. As to the naming of routing callback functions, it has become stan-
dard in many web frameworks to refer to these functions as actions. A controller can
contain several of these action functions. Listing 6.7 shows the implementation of the
controller for the list view.

const data = [

{ id: 1, title: 'Iron Man', year: '2008" },

{ id: 2, title: 'Thor', year: '2011' },

{ id: 3, title: 'Captain America', year: '2011" },
1

export function listAction(request, response) {
response.send(data);

}

Listing 6.7 Controller (movie/controller.js)

Export and implementation are linked in this case. However, at this point, you may as
well collect all exports at the end of the file. There is no right or wrong here; the only
important thing is to stay consistent and always use the same type of export. Typically,
you use the combination of export and definition in files that contain only a few
exports. In general, you should make sure that a file doesn’t export too many struc-
tures, as this can quickly become confusing and indicate that the file hosts too many
structures.

The controller is included in the router, where a reference to the listAction method of
the controller is entered instead of the routing callback function. The source code of the
customized router is shown in Listing 6.8.

import { Router } from 'express';
import { listAction } from './controller.js';

const router = Router();
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router.get('/', listAction);

export { router };

Listing 6.8 Including the Controller Action in the Router (movie/index.js)

When extending the router, you must import listAction and use it in the get method
of the router. With this modification, you've separated the routing of your module and
the handling of request and response. However, model, view, and controller are still
quite tightly connected. The next step is to resolve this.

6.5.3 Model

The movie database data has the form of a simple array of objects. The model encapsu-
lates this array and provides a function to read the data and later further methods to
modify this data structure. You're not yet working with a database or other external
system for data storage in your application. But to make the source code of the applica-
tion a bit more realistic, you should implement the interfaces of the model with prom-
ises and, thus, asynchronously.

Promises

A promise is an object that represents the fulfillment of an asynchronous operation in
JavaScript. Unlike callback functions, you can work much better with promises and also
bind multiple operations to the fulfillment of such a promise object.

Promises are a language feature of JavaScript and part of the standard, so they are sup-
ported on both the client side and server side. You can create a promise object either
with the promise constructor or with Promise.resolve or Promise.reject. Listing 6.9
shows a simple example of a function that works with promises.

function asyncFunction() {
return new Promise((resolve, reject) => {
setTimeout(() => {
resolve('Hello world!");
}, 1000);
b;
}

const promise = asyncFunction();
promise.then((value) => {
console.log(value);

15
Listing 6.9 Using Promises
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You pass a callback function to the promise constructor in the asyncFunction function.
This function has access to the resolve and reject arguments. You can use these func-
tions to indicate a success or failure of an asynchronous operation by calling the
respective function. Here, you can pass any value that represents something like the
return value of the asynchronous operation.

The promise object that the asyncFunction returns has the then, catch, and finally
methods. Each of these methods accepts a callback function that will be executed in
case of success, error, or both, respectively, and will be passed the value you passed
when calling resolve or reject. The then method is a special case because here you
can specify a second callback function for the case of an error.

The data of the model is in the scope of the file and can’t be modified directly from out-
side. The getAll method returns a promise object that you can create using the Prom-
ise.resolve method (see Listing 6.10). This promise object is resolved with a reference
to the data. This is a problem at first because the information could be changed via this
reference. At a later date, this data structure will be exchanged for a fully-fledged data-
base, so there’s currently no need to worry about this problem. After you've created the
basis for the model, you still need to integrate it into your application. The controller is
the place to go for this. Listing 6.11 shows the adjustments you need to make to your
code.

const data = [

{ id: 1, title: 'Iron Man', year: '2008"' },

{ id: 2, title: 'Thor', year: '2011' },

{ id: 3, title: 'Captain America', year: '2011" },
15

export function getAll() {
return Promise.resolve(data);

¥
Listing 6.10 Implementing the Model (movie/model.js)

import { getAll } from './model.js';

export async function listAction(request, response) {
const data = await getAll();
response.send(data);

}

Listing 6.11 Adapting the Controller to Integrate the Model (movie/controller.js)
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If you implement the 1istAction function as an async function as in our example, you
can use the await keyword within this function to wait for the promise to resolve. This
whole task is done asynchronously, that is, nonblocking, making the source code much
more readable than if you were using callback functions. Express supports this type of
asynchronicity directly and without additional configuration.

6.5.4 View

The final component of your MVC application with Express is the view. This part is
responsible for the display. The output of a JavaScript object isn’t a particularly appeal-
ing form of presentation. Therefore, it’s better to use HTML as the output format at this
point. You have several options for the display. For example, you can save the HTML
code in a separate HTML file, read it with JavaScript, and replace the appropriate sec-
tions. You can either do this replacement directly using the replace method of the
HTML string, or you can use an HTML parser such as Cheerio. A simpler variant is to use
JavaScript template strings, as you'll see later in this section. Another option is touse a
template engine. The next chapter describes this topic in greater detail. Listing 6.12 con-
tains the movie list view.

export function render(movies) {
return °
<IDOCTYPE html>
<html lang="en">
<head>
<meta charset="UTF-8">
<title>Movie list</title>
</head>
<body>
<table>
<thead><tr><th>Id</th><th>Title</th></tr></thead>
<tbody>
${movies
.map(movie => ‘<tr><td>${movie.id}</td><td>${movie.title}</td></tr>")
oin("")}
</tbody>
</table>
</body>
</html>

¥
Listing 6.12 Displaying the Movie List View (movie/view.js)
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The view in this case consists of a render function that receives the data to be displayed
as an argument. Within the HTML structure, each entry is transformed into a table row
using the map method. You connect this structure with the join method into a character
string, which is then output at the correct position within the template string. The task
of the controller is to bring the model and view together. Listing 6.13 contains the cus-
tomized code of the controller.

import { getAll } from './model.js’;
import { render } from './view.js';

export async function listAction(request, response) {
const data = await getAll();
const body = render(data);
response.send(body);

}

Listing 6.13 View Integration in the Controller (movie/controller.js)

The listAction function loads the list of movies in the first step. This is passed to the
view in the second step. In the last step, you send the HTML structure to the client.
When you restart your application via the command line using the npm start command
now, you'll get an output like the one shown in Figure 6.7.

DO O @ Movie list & ) @

C @ localhost:8080/movie Q W @ Incognito

Id Title

1 Iron Man

2 Thor

3 Captain America

Figure 6.7 Display of the Movie List after the View Conversion

When implementing your application, make sure that you move as little logic as possi-
ble into the view. Iteration, as you've implemented here, or simple conditions to hide
or show parts are recommended options. You should definitely outsource more exten-
sive logic to your models.

6.6 Middleware

Akey design feature of Express is the middleware concept, which makes the framework
a very flexible tool. Simply put, middleware here refers to a function that stands
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between the incoming request and the outgoing response. You can put as many of
these functions in succession as you like. There are already numerous predefined mid-
dleware functions that you can include in your application and that perform specific
tasks for you. If all this doesn’t provide any solution to your problem, you can even
write such a function yourself.

6.6.1 Custom Middleware

You can use a middleware function to extract information from the incoming request
and store it, such as with a logger. However, you can also enrich the response based on
information from the request. A middleware function must have a specific signature so
that it doesn’t break the chain of middleware functions. Suppose you wanted to define
a logger for your application that writes each request to the console. To do this, you
must adjust the contents of your application’s initial file according to Listing 6.14.

import express from 'express';
import { router as movieRouter } from './movie/index.js';

const app = express();

function log(request, response, next) {
console.log(request.url);
next();

}

app.use(log);

app.use('/movie', movieRouter);
app.get('/', (request, response) => response.redirect('/movie’));

app.listen(8080, () => {
console.log('Server is listening to http://localhost:8080"');
1

Listing 6.14 A Simple Logger (index.js)

As you can see in Listing 6.14, the signature of a middleware function is similar to that
of an ordinary routing function. A middleware function always has the three parame-
ters: request, response, and a callback function. The request and response parameters
provide access to the request and response, just like in the controller actions. The
request object is used in the example to output the requested URL to the console. The
passed callback function, which by convention is named next, ensures that the next
middleware function in the chain is called when the function is called. If you don’t per-
form this callback function, usually no response is sent to the client, and the client
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receives a time-out error. You can register your middleware using the use method of
your application. As the first argument, this method optionally accepts a URL path to
which the middleware should be applied. If you only pass a callback function, the mid-
dleware will be executed on every request. The order in which you register your func-
tions is important. If you first register a regular routing method that doesn’t call the
next callback function, your middleware component, which is registered afterwards,
won't be executed. If your middleware is to perform calculations or modifications you
need later in the call chain of the functions, you can cache this information in the
request object or, better yet, in the response object within a property. These objects are
available to all functions as a reference and can therefore also be used to transport
information.

Especially for standard tasks, such as the creation of an access log, there are prefabri-
cated components that you only have to install and integrate. For a list of middleware
components, see http://expressjs.com/en/resources/middleware.html.

6.6.2 Morgan: Logging Middleware for Express

Logging incoming requests is a standard problem for which there are established solu-
tions. Morgan is one of the most popular middleware components available that does
this work for you. Use the npm install morgan command to install the package in your
application. At its core, Morgan consists of a function that accepts a format for the log
entries and additional options. This means you can replace your current logger imple-
mentation with Morgan in the next step, as shown in Listing 6.15.

import express from 'express';

import morgan from 'morgan’;

import { router as movieRouter } from './movie/index.js"';

const app = express();

app.use(morgan('common', { immediate: true }));

app.use('/movie", movieRouter);

app.get('/', (request, response) => response.redirect('/movie’));
app.listen(8080, () => {

console.log('Server is listening to http://localhost:8080");
1

Listing 6.15 Morgan Middleware

Concerning the format, you can choose from a number of predefined formats such as
combined, short, or dev. The common format used in the example is similar to the format
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used by the Apache web server in the access log. As an alternative to the predefined for-
mats, you can also define a format yourself. For example, if you want to record only the
date, HTTP method, URL, and status code, the corresponding format looks like this:
':date :method :url :status'. The third variant for defining a format consists of using a
function instead of a character string. Irrespective of the variant you decide on, you
must pass it to the morgan function as the first argument. The option object, which you
pass as the second argument to Morgan, allows you to manipulate the behavior of the
logger. With the immediate key used in the example, you specify whether the log entry
should be written immediately or only when the response is sent to the client. The
stream property allows you to specify a writable stream to which the log entries are
written. This allows you to write the log entries to not only the console but also a file.

In Listing 6.16, you can see how to use the createlWriteStream function from the fs mod-
ule to open a data stream that writes to the access.log file and pass it to Morgan using
the stream property of the configuration object. This results in a new entry being writ-
ten to the file each time it’s accessed. The configuration object of the createlWriteStream
function with the flags property and the a value ensures that new entries are appended
and the existing content isn’t overwritten. Furthermore, the file gets created, if it
doesn’t already exist.

The skip property allows you to specify a function that can access the request and

response and whose return value determines whether an entry is written to the log or
not. If the skip function returns the false value, the entry won’t be written.

import express from 'express';

import morgan from 'morgan';

import { createWriteStream } from 'fs';

import { router as movieRouter } from './movie/index.js’';

const app = express();

const accessLogStream = createlWriteStream('access.log', { flags: 'a' });
app.use(morgan('common', {

immediate: true,

stream: accessLogStream

N);
app.use('/movie', movieRouter);
app.get('/', (request, response) => response.redirect('/movie'));

app.listen(8080, () => {
console.log('Server is listening to http://localhost:8080");
1);

Listing 6.16 Writing Log Entries to a File (index.js)
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6.6.3 Delivering Static Content

Web applications that you implement with Express usually not only consist of dynamic
content but also require static files. For this reason, HTML, JavaScript, CSS, and image
files must be loaded. Although you can use the fs module to read the contents of these
files and send them to the client as a response, this task becomes much easier if you use
the static middleware. Unlike Morgan, that is a component of Express, so you don’t
need to install any additional packages. If you take a look at the movie list in your
browser, you won't be presented with a particularly attractive sight. However, this can
be changed with a little bit of CSS. The CSS code shown in Listing 6.17 makes the table
look slightly more appealing.

table {
border-spacing: 0

h

th {
background-color: black;
font-weight: bold;
color: lightgrey;
text-align: left;
padding: 5px;

¥

td {
border-top: 1px solid darkgrey;
padding: 5px;

¥

tbody tr:hover {
background-color: lightgrey;

h

Listing 6.17 Styling the List (public/style.css)

To apply the styling to the movie list, you must adjust your application in two places.
First, you need to make sure that the server delivers the CSS file and that the browser
actually loads it. The delivery is carried out via the already mentioned static middle-
ware. As was the case with the logger or the router, you include the static middleware
via the use method of the app object. Listing 6.18 shows the customized initial file of
your application.

import express from 'express';

import morgan from 'morgan';

import { dirname } from 'path’;

import { fileURLToPath } from 'url';

import { router as movieRouter } from './movie/index.js';
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const app = express();
app.use(express.static(${dirname(fileURLToPath(import.meta.url))}/public’));
app.use(morgan('common', { immediate: true }));

app.use('/movie', movieRouter);

app.get('/', (request, response) => response.redirect('/movie'));

app.listen(8080, () => {
console.log('Server is listening to http://localhost:8080");
1

Listing 6.18 Integrating the “static” Middleware (index.js)

When you call the static middleware, you pass the name of the directory where the
static content resides. For the movie list, this is the public directory in the root of your
application. In the next step, you can now reference the CSS file via a link tag in the
HTML code of the list, as shown in Listing 6.19.

export function render(movies) {
return °

<IDOCTYPE html>

<html lang="en">

<head>
<meta charset="UTF-8">
<title>Movie list</title>
<link rel="stylesheet" href="style.css" />

</head>

<body>
<table>...</table>

</body>

</html>

¥
Listing 6.19 Embedding the CSS File into the HTML Code (movie/view.js)

If you modify the list view source code according to Listing 6.19 and restart your appli-
cation, you'll get a view similar to the one shown in Figure 6.8.
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D00 | 3 Movielist < | @B

C @ localhost:8080/movie @ % @ Incognito

Id Title

1 TIron Man
2 Thor

3 Captain America

Figure 6.8 List View with CSS

6.7 Extended Routing: Deleting Data Records

Until now, the functionality of your application is limited to the display of data. In the
next step, you provide your users with the option to delete data, as shown in Listing
6.20. To do this, you must first insert one link per record in the frontend. This link leads
to aroute on the server that takes care of deleting the record. After the deletion is done,
you must redirect the user to the list so that the view gets updated.

<table>
<thead><tr><th>Id</th><th>Title</th><th></th></tr></thead>
<tbody>
${movies
.map(
movie => °
<tr>
<td>${movie.id}</td>
<td>${movie.title}</td>
<td><a href="/movie/delete/${movie.id}">delete</a></td>
<S>t
)
.join(" ")}
</tbody>
</table>

Listing 6.20 Extending the Template with a Delete Link (movie/view.js)

The routing functions in Express support all available HTTP methods, including, for
example, the DELETE method. This should normally be the preferred way of deleting
data, as each HTTP method has a specific meaning. In classic web applications, how-
ever, the only method you can invoke through a link is GET. For this reason, you must
add an appropriate get route to your router for deleting data records. In Chapter 10,
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when you implement a representational state transfer (REST) server, the situation is
different. When you take alook at the delivered source code, you'll notice that each link
in the table looks different because you specify the ID of the record you want to delete.
This leads to a peculiarity in specifying the path in the router link. In this case, the link
contains a variable portion representing the ID you can access through the request
object. You must mark such a variable in the specification of the path of the routing
function by a colon followed by the name of the variable. Listing 6.21 shows the modi-
fication at the router.

import { Router } from 'express';
import { listAction, removeAction } from './controller.js';

const router = Router();

router.get('/', listAction);
router.get('/delete/:id", removeAction);

export { router };

Listing 6.21 Extending the Router with a Delete Route (movie/index.js)

In the removeAction of the controller, you can access the variables of the route via the
params object of the request. In this case, you can reach the ID passed by the user via
request.params.id. Here you should note that Express interprets the transmitted val-
ues as strings. To be able to continue using the ID later, you should convert it to a num-
ber via the parseInt function. Listing 6.22 contains the source code of the controller.

import { getAll, remove } from './model.js';s
import { render } from './view.js';

export async function listAction(request, response) {...}

export async function removeAction(request, response) {
const id = parselnt(request.params.id, 10);
await remove(id);
response.redirect(request.baselrl);

}

Listing 6.22 “removeAction” of the Controller (movie/controller.js)

Once you've converted the ID, you can call the remove method of the model, which will
make sure that the corresponding record in the data source gets deleted. This operation
is also asynchronous and works with promises, so put async/await here. After the oper-
ation is complete, you must redirect the user to the list using the response.redirect
method. Here you can see another feature of the modular structure of an application:
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instead of redirecting directly to "/movie/" in the redirect method, the baseUrl prop-
erty of the request object is used in this case. The reason for this is that the movie mod-
ule itself doesn’t know the base URL for which it’s responsible. To avoid a tight coupling
between the embedding location and the module here, you must use the baseUr1 prop-
erty that contains the information. This allows you to change the baseUr] in the index.js
file at a later stage without having to modify the module.

Finally, the remove method of the model filters out the data record to be deleted from
the data source and overwrites the data source with the updated information. Listing
6.23 shows the corresponding implementation.

let data = [...];

export function getAll() {
return Promise.resolve(data);

}

export function remove(id) {
data = data.filter(movie => movie.id !== id);
return Promise.resolve();

}

Listing 6.23 Customization on the Model (movie/model.js)

Note that in the model implementation, to clear the data, you must change the data
array from a constant to a variable via let.

6.8 Creating and Editing Data Records: Body Parser

You can only transmit a few data records via variables in the URL, and especially for
forms this isn’t a practicable solution. As a rule, data is also sent using HTTP POST. You
can benefit from this fact when extending your application. In the next step, you'll
implement a way to create new records and edit existing ones. You start this customi-
zation again in the frontend of your application by adding a link to the list display,
which allows your users to create new records. Furthermore, you should add a link in
the table for each entry to edit the records. Listing 6.24 contains the source code of the
view.

export function render(movies) {
return °

<IDOCTYPE html>

<html lang="en">

<head>
<meta charset="UTF-8">

201




6 Express

<title>Movie list</title>
<link rel="stylesheet" href="style.css" />

</head>
<body>
<table>
<thead><tr><th>Id</th><th>Title</th><th></th><th></th></tr></thead>
<tbody>
${movies
.map(
(movie) => °
<tr>
<td>${movie.id}</td>
<td>${movie.title}</td>
<td><a href="/movie/delete/${movie.id}">delete</a></td>
<td><a href="/movie/form/${movie.id}">edit</a></td>
<Jtr>T,
)
.join(' ")}
</tbody>
</table>
<a href="/movie/form">new</a>
</body>
</html>
}

Listing 6.24 Customizing the View (movie/view.js)

Both links of the view point to the same route, once to /movie/formand once to /movie/
form/:id. In Express, you can define optional parameters. If you attach a question mark
to the parameter, it will be marked as optional, and you won't have to define two sepa-
rate routes. You can see the updated router configuration in Listing 6.25.

import { Router } from 'express';
import { listAction, removeAction, formAction } from './controller.js';

const router = Router();
router.get('/"', listAction);
router.get('/delete/:id"', removeAction);

router.get('/form/:id?', formAction);

export { router };

Listing 6.25 Customizing the Router Configuration (movie/index.js)
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The controller is responsible for reading information from the model based on the
information from the request, if necessary, and for rendering the view. The crucial
point here is to distinguish whether the user passed an ID to edit a data record or to cre-
ate a new one. As you can see in Listing 6.26, a data record is passed to the view in each
case.

import { getAll, remove, get } from './model.js’;

import { render } from './view.js';

import { render as form } from './form.js';

export async function listAction(request, response) {...}

export async function removeAction(request, response) {...}

export async function formAction(request, response) {
let movie = { id: '', title: "', year: '' };

if (request.params.id) {
movie = await get(parseInt(request.params.id, 10));

}
const body = form(movie);
response.send(body);

}

Listing 6.26 “formAction” in the Controller (movie/controller.js)

The implementation of this view is based on the implementation of the list. Listing 6.27
contains the source code.

export function render(movie) {
return °
<IDOCTYPE html>
<html lang="en">
<head>
<meta charset="UTF-8">
<title>Movie list</title>
<link rel="stylesheet" href=" /style.css" />
</head>
<body>
<form action="/movie/save" method="post">
<input type="hidden" id="id" name="id" value="${movie.id}" />
<div>
<label for="title">Titel:</label>
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<input type="text" id="title" name="title" value="${movie.title}" />
</div>
<div>
<label for="id">Year:</label>
<input type="text" id="year" name="year" value="${movie.year}" />
</div>
<div>
<button type="submit">save</button>
</div>
</form>
</body>
</html>

};

Listing 6.27 Form View (movie/form.js)

The form uses the action="/movie/save" and method="post" attributes to ensure that
the HTTP POST method data entered by the user is sent to the server. Based on the pres-
ence of an ID value, the server can distinguish whether the request is a creating or mod-
ifying operation. The values that are passed during editing are inserted into the
individual form fields as value attributes via template substitutions. To be able to edit
a record, you still need to implement the get method in the model, which you use to
load the data record from the data source. In this application, it's sufficient to call the
find method of the data array to load the data record based on its ID. Listing 6.28 shows
the corresponding source code.

let data = [...];
export function getAll() {...}

export function get(id) {
return Promise.resolve(data.find((movie) => movie.id === id));

}

export function remove(id) {...}

Listing 6.28 Extending the Model with the “get” Method (movie/model.js)

When reloading your application, you can reach the form either via the New or the Edit
links in the list. The results are shown in Figure 6.9.
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Movie list

localhost [ +¢ @ Incognito

Figure 6.9 Form for Creating Data Records

6.8.1 Handling Form Input: Body Parser

To save your users’ input, you must be able to access the form data. The most conve-
nient way to do so is to use the body parser middleware. The body parser package has
had a troubled past. Originally, middleware was an integral part of Express, similar to
static middleware. However, with version 4, it was moved out into a package of its
own, and with version 4.16, it was incorporated back into the core of Express. So, if
you're using a recent version of Express, you don’t need to install any additional pack-
ages to request body processing.

The body parser provides you with the two functions, json and urlencoded for JSON-
and URL-encoded requests, respectively, which you can access directly via the express
object. You can see the middleware integration in the index.js file of your application in
Listing 6.29.

import express from 'express';

import morgan from 'morgan';

import { dirname } from 'path’;

import { fileURLToPath } from ‘'url';

import { router as movieRouter } from './movie/index.js';

const app = express();
app.use(express.static("${dirname(fileURLToPath(import.meta.url))}/public’));
app.use(morgan('common', { immediate: true }));

app.use(express.urlencoded({ extended: false }));

app.use('/movie", movieRouter);

app.get('/', (request, response) => response.redirect('/movie'));
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app.listen(8080, () => {
console.log('Server is listening to http://localhost:8080");
1

Listing 6.29 Integrating the Body Parser Middleware (index.js)

As already mentioned, the body parser middleware supports various parsers. If you're
processing an ordinary HTML form, as in the example, you should use the urlencoded
parser. If your frontend sends the information in JSON format instead, the JSON parser
comes into play. Other parsers include the raw parser, which parses the body as a buf-
fer, and the text parser, which interprets the body of the request as text. However,
these two are only available as of Express version 4.17. You can also use the different
parsers in parallel, for example, both the urlencoded and the JSON parser at the same
time. After the inclusion, you must extend the router of your movie module to sup-
port the /movie/save URL path.

As you can see in Listing 6.30, the extension follows the scheme we’ve been using until
now. The saveAction of the controller passes the information to the model. For better
control, the controller extracts the required properties from the request.body property
provided by the body parser. This property contains all the data of the form as object
properties.

import { Router } from 'express';
import

listAction,

removeAction,

formAction,

saveAction,
} from './controller.js’;

const router = Router();

router.get('/"', listAction);
router.get('/delete/:id"', removeAction);
router.get('/form/:id?", formAction);
router.post('/save', saveAction);

export { router };
Listing 6.30 Extending the Router with the Save Route (movie/index.js)
A separate view isn’t needed in the controller because saveAction redirects to the list.

Again, as with deleting data records, the baseUrl property of the request object comes
into play. Listing 6.31 shows the customized controller.

206

6.8 Creating and Editing Data Records: Body Parser

import { getAll, remove, get, save } from './model.js"';
import { render } from './view.js';
import { render as form } from './form.js';

export async function listAction(request, response) {...}
export async function removeAction(request, response) {...}
export async function formAction(request, response) {...}

export async function saveAction(request, response) {
const movie = {
id: request.body.id,
title: request.body.title,
year: request.body.year,
};
await save(movie);
response.redirect(request.baselrl);

¥

Listing 6.31 “saveAction” of the Controller (movie/controller.js)

The controller doesn’t know whether the current operation is a new creation or an
update of a data record. This decision is left to the model. For this reason, the model
code is also a bit more extensive at this point, as you can see in Listing 6.32.

let data = [...];

function getNextId() {
return Math.max(...data.map((movie) => movie.id)) + 1;

}

function insert(movie) {
movie.id = getNextId();
data.push(movie);

}

function update(movie) {
movie.id = parseInt(movie.id, 10);
const index = data.findIndex((item) => item.id === movie.id);
data[index] = movie;

}

export function getAll() {...}

export function get(id) {...}
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export function remove(id) {...}

export function save(movie) {

if (movie.id === "'") {
insert(movie);

} else {
update(movie);

}

return Promise.resolve();

}

Listing 6.32 Implementing the “save” Method in the Model (movie/model.js)

In the save function of the model, the id property of the transferred data is used to
decide whether it’s a new or an existing data record. For new records, the hidden input
field of the form isn’t filled or has an empty character string as its value. To keep the
method clear and manageable, the insert and update functionality are swapped out
into separate helper functions. The insert function uses the getNextId function, which
searches for the next free ID in the data source. Normally, this task is assumed by the
database; in our case, the highest ID of the data in the array is searched and incre-
mented by one. Then the new ID is assigned to the record, and the information is
pushed into the data array. When updating the data, you must first convert the ID of
the record to a number because all information arrives from the client as character
strings, and the ID is stored as a number for the calculation of the next higher ID in the
data source. This change allows you to find the index of the affected record in the data
source and adjust the array by overwriting the old record with the new information.

After restarting the process, you can now view, delete, edit, and create new movies in
your database.

6.9 Express5

The development of Express has lost some momentum. A clear sign of this is that there
hasn’t been a major release in quite some time. In the summer of 2021, version 5 of the
framework was still in alpha stage. Version 4 of Express was released in April 2014. Since
then, the framework has received numerous minor updates. For web developers, how-
ever, this has a decisive advantage as well: Express is a very stable and thousand-times
field-tested basis for your application, where you don’t have to fear that the API will
change seriously.

For Express 5, the developers have announced that there will be no serious changes.
Some methods that have proven to be impractical or misleading over time are
removed. A classic example is the send method with which you could send a string or
a number. If a number is passed, it’s sent to the user as a status. For example, an
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Unauthorized message can be sent in a quick way. However, this has the disadvantage
that you have no way to send a regular number to the client. With Express 5, you
accomplish this with the sendStatus method.

Express 5, as long as it hasn’t yet been released, can be installed using the command npm
install express@5.0.0-alpha.8.

6.10 HTTPS and HTTP/2

Because Express is based on the HTTP module of Node.js, the framework is quite flexi-
ble when it comes to exchanging the communication protocol.

6.10.1 HTTPS

Instead of HTTP, you can also use the secure HTTPS variant recommended for produc-
tive applications. For this, you don’t need to do anything more than pass the app object
you created by calling the express function to the createServer method of the https
module.

Listing 6.33 contains the necessary customizations to deliver your movie database with
HTTPS. The example assumes that you've issued yourself a self-signed certificate and
saved the files in the cert directory as in Chapter 5, Section 5.3. When you restart the
server after these adjustments, you can reach your application at https://local-
host:8080.

import { createServer } from 'https';

import { readFileSync } from 'fs';

import express from 'express';

import morgan from 'morgan';

import { dirname } from 'path’;

import { fileURLToPath } from ‘'url';

import { router as movieRouter } from './movie/index.js';
const app = express();
app.use(express.static("${dirname(fileURLToPath(import.meta.url))}/public’));
app.use(morgan('common', { immediate: true }));
app.use(express.urlencoded({ extended: false }));

app.use('/movie', movieRouter);

app.get('/', (request, response) => response.redirect('/movie’));
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const options = {
key: readFileSync('./cert/localhost.key'),
cert: readFileSync('./cert/localhost.cert'),

};

createServer(options, app).listen(8080, () => {
console.log('Server is listening to https://localhost:8080');

D;
Listing 6.33 Express with HTTPS

6.10.2 HTTP/2

The integration of HTTP/2 works similar to HTTPS. However, the problem here is that
Express version 4 isn’t compatible with the HTTP/2 module of Node.js. Therefore, you
have to switch to the spdy module at this point. Native support is planned for version 5.

You can install the spdy module using the npm install spdy command. The name of this
module is somewhat misleading, as it not only supports SPDY but also HTTP/2. SPDY is
a protocol developed by Google to replace HTTP in version 1. The HTTP/2 protocol picks
up some concepts from the SPDY protocol.

The spdy module is API compatible with the http and https modules of Node.js, so it
combines well with Express. With regard to the integration, you can proceed in a simi-
lar way as you did before with the HTTPS integration. As you can see in Listing 6.34,
instead of importing the https module, you must import the spdy package and call the
spdy.createServer function instead of the createServer function of the https module.

import spdy from 'spdy’;

import { readFileSync } from 'fs';

import express from 'express';

import morgan from 'morgan';

import { dirname } from 'path’;

import { fileURLToPath } from ‘'url';

import { router as movieRouter } from './movie/index.js’';

const app = express();
app.use(express.static("${dirname(fileURLToPath(import.meta.url))}/public’));
app.use(morgan('common', { immediate: true }));

app.use(express.urlencoded({ extended: false }));

app.use('/movie', movieRouter);
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app.get('/', (request, response) => response.redirect('/movie'));

const options = {
key: readFileSync('./cert/localhost.key'),
cert: readFileSync("'./cert/localhost.cert'),

};

spdy.createServer(options, app).listen(8080, () => {
console.log('Server is listening to https://localhost:8080");

b;
Listing 6.34 HTTP/2 in Express

You can verify that the switch to the HTTP/2 protocol worked by opening your
browser’s developer tools and making sure that, as in Figure 6.10, the h2 protocol is

used for loading each resource.

Movie list b3 +
re | https://localhost
Id Title
1 Iron Man delete edit
2 Thor delete edit

3 Captain America delete edit

new

Elements Console S Network Performance
[ ] Y Disable cache No thro
Filter Invert Hide data URLs
All Fetch/XHR JS CSS Img Media Font Doc WS Wasm Manifest Other

Has blocked cookies Blocked Requests 3rd-party requests

50 ms 100 ms 150 ms 200 ms 250 ms 300 ms 350 ms

Name Status | Prot... | Type Initiator Size Time  Waterfall

localhost 302 doc... Other 71B 149... ¢

movie 200 doc... 955 B 4 ms

style.css 200 style... movie 364B 20ms
Other

4 requ 1.6 kB tra d 3k es | Finish: 185 ms

Figure 6.10 Delivery of Resources via the h2 Protocol
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6.11 Summary

In this chapter, you learned about Express, the most widely used web application
framework for Node.js. Unlike the http module of Node.js, it's much more convenient
by either completely relieving you of numerous tasks or at least making them much
easier. Express is a lightweight framework that is well suited for use in both small- and
large-scale applications.

The Express framework provides a router that can be used to define combinations of
http methods and URL paths and then bind callback functions to them. Routes in
Express can have static and dynamic parts.

The middleware components provide you with a flexible plug-in system. A middleware
refers to a function that is located between the incoming request and the outgoing
response. You can use these functions to implement additional features, such as log-
ging or request body processing, and use them to process, enrich, or log the request.

To extend your application, you can either use existing middleware components, such
as Morgan or the body parser, or write your own components.

Due to its modular design, Express can be operated not only with HTTP but also with
HTTPS and HTTP/2.
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Chapter 15
Node on the Command Line

You cannot teach a man anything; you can only help him find it within
himself.
—Galileo Galilei

In addition to typical web applications, Node.js can also be used to implement powerful
command-line tools. This is possible because, with Node.js, you have an interface to
your operating system that allows you to access not only the file system but also
almost all aspects of your system. Another advantage of Node.js on the command line
is that you can’t tell whether an application implemented in Node.js is based on Javas-
cript. As you run your tool directly on the command line, there is no direct indication
that Node.js is involved. The distribution of such tools is also quite simple thanks to
Node Package Manager (npm). For open-source projects, you can use the infrastructure
of the npm registry directly. You can distribute internal projects as files via npm or cre-
ate a local repository. Chapter 25 describes how this works in detail.

The areas of use for command-line tools in Node.js are also very diverse. Starting from
small utilities that support you in your daily development work up to large-scale appli-
cations, everything is possible. Most of the time, however, the commands are used in
web development because JavaScript is one of the most commonly used languages in
that area, and the relevant interfaces are already available. Thus, applications for han-
dling CSS, HTML, and JavaScript are provided. Testing and analysis tools are also often
written in Node.js. Another big area where Node.js is used is in the build process of web
applications, where the goal is to prepare the source code so that it can be distributed
to a server system and deployed.

15.1 Basic Principles

Before you start writing a command-line tool with Node.js, you need to know some
basic principles about commands and how to use them. All commonly used operating
systems have a command line where you can execute commands. This is true for
macOS and Linux as well as for Windows. In Listing 15.1, you can see the execution of a
typical shell command in a Unix environment.
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$ 1s -1 /usr/local/lib/node_modules/

total 0

drwxrwxr-x 23 root wheel 782 Dec 16 19:42 npm
drwxr-xr-x 8 nobody 41305271 272 Dec 23 02:01 nvm

Listing 15.1 Command-Line Command on a Unix Shell

Atypical feature of a command-line tool is that it’s called directly with no interpreter or
server process required. Normally, you can also omit the file extension of the com-
mand. In addition, most commands are located in the system’s search path, so they can
be executed without an explicit path name. Only in the rarest cases is a command used
on its own because you usually specify additional options and arguments to affect the
execution. In the example in Listing 15.1, the 1s command is used to create a listing of
files in a directory. The -1 option provides a more verbose output, and the /usr/local/
1ib/node modules argument determines which directory you're interested in. This
structure isn’t arbitrary, but follows a convention that you should follow when creating
a command-line tool with Node.js.

15.1.1 Structure

Node.js gives you a lot of leeway when building a command-line application. Although
this is a great advantage for you because you're hardly restricted, it quickly turns into a
disadvantage for the users of your application if every command on the command line
has to be used differently. For this reason, you should make sure your commands
always have the following structure: <command> <options> <arguments>. The individual
components of a command line are as follows:

= Command
The command designates the executable file of the tool. Normally, you can omit file
name extensions such as.exe or .bat. If you haven'’t placed the file within the search
path of your system, you must prefix the command with the absolute or relative
path to the file. So, for frequently used commands, it’s recommended to expand the
system search path and copy the tool executable to a location that is included in the
search path, or at least create a shortcut to it.

m Options
The options of a command affect its behavior. This means you can use options to
control what exactly your application should do. You've already seen a correspond-
ing example in Listing 15.1 where the -1 option made sure that more details were dis-
played. With regard to options, there is a convention that most applications follow.
If you prefix an option only with -, the option should consist of only one letter. If the
option requires a value, it’s separated from the option by a space. Several options in
the short notation can be combined. Thus, an 1s -1 -a becomes an 1s -1a. In the more
verbose notation for options, you must use two - as prefix. The name of the option
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in this case consists of a word, and the value is separated from the option by =. In this
context, it isn’t possible to group several options together as in the shorthand nota-
tion. An example of this notation is grep --recursive --max-count=3 "node.js" *.

= Arguments
Arguments enable you to pass information to the command. For the directory list-
ing in Listing 15.1, the argument consists of the name of the directory to be displayed.
For example, the grep command accepts two arguments. If you run grep --recursive
"node.js" *, the first argument is the character string node. js to search for, while * is
a wildcard for all files and directories in the current directory.

As is so often the case in Node.js, you should be careful with the flexibility the platform
gives you. For example, you can read the entire command line and determine the for-
mat of options and arguments yourself. This allows you to use a % rather than a - to
indicate options. However, you'd better stick to the convention described earlier and
thus allow the users of your application to use it as they are used to. By default, almost
all commands support options such as -h or --help for a short help, so you can get a
quick start with the features of the application.

15.1.2 Executability

To run a command on your system, you must meet some requirements. During the
course of this chapter, you'll learn how to design your application. There are addition-
ally some conditions that have to be fulfilled on the operating system side.

As mentioned earlier, the executable file of your application must be findable. If you
install the application globally via the npm, you must make sure that the file is located
in a directory that is in the search path of your system. If you want to install your appli-
cation without the npm, you have to adjust your search path manually. On a Windows
system, you can do this by extending the PATH variable in the system settings. You pro-
ceed in a similar way on a Unix-based system. Again, the environment variable is called
PATH and contains a list of directories separated by colons.

Especially on Unix systems, you must set special permissions for an application to run
on the command line. The Unix permission system provides for three types of permis-
sions: read, write, and execute. You can set them for the owner of the file, the assigned
group, and all other users of the system. For you to run the application, the executing
user must have at least read and execute permissions on the file. If that isn’t the case,
you'll receive an error message informing you of the missing authorization. You can set
the permission on the command line using the chmod +rx index.js command. This
assumes that the starting point of your application is in the file named index.js. The chmod
command in this case ensures that any user on the system can both read and execute the
file. With this prior knowledge, you can now move on to creating your command-line
application.
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15.2 Structure of a Command-Line Application

As an example of a command-line application, we want to create an application that
provides calculation tasks for the four basic arithmetic operations and checks the
results you enter. In the following sections, you'll implement such an application step
by step and see what options are available to you on the command line.

15.2.1 File and Directory Structure

Normally, a command-line application has at least two subdirectories:

= lib
The lib directory contains the actual application. Depending on the size of the tool,
you can distribute the source code across several files and subdirectories. As an
alternative to the name Ilib, you can also name this directory src. Both variants are
quite commonly used.

® bin
The executable files are located in the bin directory of the application. If you follow
this convention, it’s easy for outsiders to get started with the application.

In addition to the directories and files of the application, there is also the package con-
figuration in the form of the package.json file. According to the convention, you should
store the index.js file, which is the entry point to your application, in the [ib directory.

One of the features of a command-line application is that you can call the tool directly
and don't need to use the node command first. For this purpose, you can make use of
the shebang (#!) on Unix systems. This is a standardized character string that tells the
system how to execute the script. To make sure the Math Trainer application runs on
your system, you must create a file named mathTrainer.js in the bin directory. The con-
tents of this file are shown in Listing 15.2.

#!/usr/bin/env node

import '../lib/index.js';

Listing 15.2 Math Trainer Executable File (bin/mathTrainer.js)

After you've made sure the execution permission is also set correctly on a Unix system,
you can execute your application via the bin/mathTrainer. js command line in the root
directory of your application.

15.2.2 Package Definition

One of the most important aspects is the package.json file of a project. It helps you to
obtain an initial overview of a project. The file lists the name, description, and version
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number as well as the dependencies to be installed. Furthermore, it references the
entry point into the application. For the Math Trainer, you use the npm init command
to create the package.json file.

The interactive wizard will ask you some questions, after which, you'll have an initial
package configuration. This configuration file is primarily intended for normal Node.js
applications and not for command-line tools. For this reason, you still need to make
some adjustments. As a general best practice, you should set the private key to the
value true so that you don’t accidentally publish your application. As we're use the
ECMAScript module system, you must define the value module as type. The bin object
also represents a mapping from the command to the executable. If you've already cre-
ated a file in the bin directory, as in the example, npm init will automatically create the
mapping for you. You can delete the entries main for the entry point and scripts for var-
ious helper scripts for the time being. Listing 15.3 shows the package.json file for the
Math Trainer application.

{
"name": "math-trainer",
"version": "1.0.0",
"description": "A simple tool to train your math skills",
"bin": {
"math-trainer": "bin/mathTrainer.js"

b

"license": "ISC",
"private": true,
"type": "module"

}

Listing 15.3 “package.json” File for the Math Trainer Application

15.2.3 Math Trainer Application

Now that you've made the preparations for your application, it’s time to implement
the actual application logic. The user should be shown a certain number of tasks per
basic calculating operation on the command line. They can choose between three lev-
els of difficulty. At the first level, both operands are to be single-digit. At the second
level, one of the two operands should be one-digit, the second two-digit, and, finally, at
the third level, both should be two-digit. A special rule applies to division: only integer
divisions should be possible, and to increase the difficulty a bit, you generate the two
operands according to the rules mentioned before, multiply the first with the second
operand, and use the result as the first operand.

First, you implement a helper function that generates a random integer operand for
you. You store this function in the lib/operands.js file. Listing 15.4 shows the corre-
sponding source code.
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export default (digits) => Math.floor(Math.random() * 10 ** digits);

Listing 15.4 Helper Function to Create Random Operands (lib/operands.js)

The function exported as default expects a number that specifies how many digits the
operand should have. With this number, you generate and return a corresponding inte-
ger via a combination of Math.random, Math. floor, and the exponentiation operator.

In the next step, you create a file named task.js, which you also save in the [ib directory.
This file contains the logic for generating the individual tasks. A task is represented by
an object that has the properties task, result, and input. In task, you store the task as a
character string. result contains the precalculated result of the task as a number, and
input should finally contain the solution entered by the user and is first initialized with
an empty string.

The task.js file contains two functions, as shown in Listing 15.5. The createTask method
creates a new task object, and the getOperands method generates the two operators
using the helper function from operands.js. Because you only need the createTask func-
tion outside the file, it also represents the default export of the file.

import createOperand from './operands.js';

export default function createTask(operation, level) {
const [operandl, operand2] = getOperands(operation, level);
const task = “${operandl} ${operation} ${operand2}";
const result = eval(task);

return {
task,
result,
input: "',
b
}

function getOperands(operation, level) {
let operands;
switch (level) {

case 1:
operands = [createOperand(1), createOperand(1)];
break;

case 2:
operands = [createOperand(1), createOperand(2)];
if (createOperand(1) % 2 === 0) {

operands.reverse();

¥
break;

458

15.2  Structure of a Command-Line Application

case 3:
operands = [createOperand(2), createOperand(2)];
break;
}
if (operation === "/') {
operands[0] = operands[0] * operands[1];
}
return operands;
}

Listing 15.5 Creating New Tasks (lib/task.js)

The createTask function creates two operands via the getOperands function and assigns
them to the two variables operandl and operand2 by means of a destructuring opera-
tion. With these two variables and the type of operation passed as the operator, the
string representation of the operation is formed with a template string. You pass this
string to the eval function to have the result calculated. The eval function executes a
string as JavaScript source code. You should use this function only in exceptional cases,
and then only if you have complete control over the character string being executed.
This information forms the task object returned by the function.

The getOperands function receives as input the type of task and the difficulty level and then
uses this information to generate the operands from the previously defined rules. At the sec-
ond level of difficulty, the operands are randomly swapped using the Array . prototype.reverse
method. For this purpose, you create an additional random number via the createOperand
function. Ifit's an even number, it’s swapped so that the two-digit operand can appear both in
first and second place. At the end of the method, you must check if the operation is a division
and adjust the first operand according to the task.

You can now test the functionality by creating an index.js file in the lib directory and
integrating the application logic. Listing 15.6 shows the source code.

import createTask from './task.js';

const amount = 4;
const level = 2;
const operations = ['+', '-', "*', '/'];

operations.forkach((operation) => {
for (let i = 0; i < amount; i++) {
console.log(createTask(operation, level));
¥
b;

Listing 15.6 Creating Tasks
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The source code of the index.js file makes sure that four tasks per basic arithmetic oper-
ation are displayed to you when you run the application.

By implementing this file, you've created the final component for your command-line
application, which means your application is theoretically functional. To test this, you
can either install your application directly using the npminstall -g . command, or you
can use the npm link command. In this context, you enter the npm 1ink command in the
root directory of your application. npm takes care of everything else by ensuring that
the application is installed globally. For this purpose, a symbolic link to the executable
file is created in the global directory. In addition, the application directory is linked into
the global node_modules directory. The advantage of npm 1ink over an installation with
npm install is that the link makes all changes to the application effective immediately,
and you don’t have to reinstall the application. The command, npm uninstall -g math-
trainer allows you to remove the link again when you've finished your development
work.

Whether you choose to install or link, after running the command, you'll be able to use
Math Trainer system-wide. To do this, you enter the math-trainer command in the
command line in any directory on your system. The result is shown in Listing 15.7.

$ math-trainer

{ task: '33 + 3', result: 36, input: "' }

{ task: '99 + 4', result: 103, input: '' }
{ task: '68 + 5', result: 73, input: "' }

{ task: '80 + 0', result: 80, input: "' }

{ task: '9 - 48", result: -39, input: '' }
{ task: '47 - 3', result: 44, input: "' }

{ task: '9 - 5", result: 4, input: '" }

{ task: '56 - 1', result: 55, input: "' }

{ task: '2 * 6", result: 12, input: "' }

{ task: '34 * 8', result: 272, input: '' }
{ task: '26 * 3', result: 78, input: "' }

{ task: '76 * 7', result: 532, input: '' }
{ task: '0 / 32", result: O, input: "' }

{ task: '252 / 3', result: 84, input: '' }
{ task: '60 / 6', result: 10, input: "' }

{ task: '264 / 88', result: 3, input: '' }

Listing 15.7 Running Math Trainer

In the following sections, you'll extend Math Trainer into a full-fledged application that
a user can interact with.
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15.3 Accessing Input and Output

Inaweb application, communication takes place over the network using a browser. The
communication protocol is usually HTTP. For a command-line application, however,
different rules apply when it comes to communication. There’s only one endpoint and
not any number of them. Moreover, the user doesn’t connect to the application via the
network, but works directly with the application through the command prompt. So,
you have to keep some things in mind when it comes to input and output, especially if
you aren’t just generating output but interacting with the user during the runtime of
the command-line application, as in the Math Trainer example.

15.3.1 Output

The general rule for Unix applications is that if there’s nothing to report, the applica-
tion won'’t generate any output. If the processing was successful, it isn’t necessary to
spend anything. Nevertheless, it's good style to give the user direct feedback. This is
either done automatically by the application or can be controlled by the user.

The simplest way to output information on the command line is the console.log
method. Everything you pass to it is written directly to standard output. However, a
Node.js process has two output channels: standard output and standard error output.
You can address both output channels via the global process module. Listing 15.8 shows
how you can access the output channels in write mode. The standard output channel is
represented by the process.stdout object, while the standard error output channel is
represented by the process.stderr object. Both objects are of the writable stream type
and therefore implement the write method. Unlike console.log, which automatically
inserts a line break, you have to take care of this yourself via the write method using
the \n control character; otherwise, this method simply continues the current output
line forever.

process.stdout.write('This is stdout\n'); // Output: This is stdout
process.stderr.write('This is stderr\n'); // Output: This is stderr

Listing 15.8 Accessing the Standard Output and Standard Error Output Channels
If you save the source code in a file named output.js, you can access the respective chan-
nel using the commands from Listing 15.9.

$ node output.js

This is stdout

This is stderr

$ node output.js 1> app.log
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This is stderr
$ node output.js 2> err.log
This is stdout

Listing 15.9 Output in the Standard Output and Standard Error Output Channels

You won'’t notice any difference between the two output channels until you separate
the two. You can use the node output.js 2> err.log command to redirect the standard
error output to the err.log file so that only the values of the standard output are dis-
played. With node output.js 1> app.log, you write the standard output messages to the
app.log file, and the error output appears on the console. In an application, this separa-
tion can be helpful to keep the output clear and still record all errors to handle them at
a later time.

Similar to console.log, which writes to standard output, Node.js also provides con-
sole.error, which allows you to write directly to standard error output without having
to go through the process module. In addition to these two admittedly most important
features, the console object provides numerous other methods, such as console. count,
which provides you with a counter, or console.table, which you can use to generate
tabular output.

153.2 Input

An application not only consists of outputs but also responds to inputs to adjust the
program flow accordingly. There are several possibilities for such an interaction with a
command-line application. The easiest way is to use the standard input of the process.
Like the output, the input is a data stream—in this case, a readable stream. With the
process.stdin object, you have a reference to the standard input.

Listing 15.10 contains source code that you can use to accept data via standard input. If
you save this source code in a file named input.js, you can start the example using the
node input.js command. If you enter a character string via the keyboard and confirm
the entry with the key, the data is passed to the application and written to the
standard output.

process.stdin.on('data', data => {
console.log(data.toString());

1
Listing 15.10 Accessing the Standard Input

Not only can the standard input be operated using the keyboard, you can also redirect
the output of other programs to your Node.js application. This output-input redirec-
tion, called piping, is achieved by connecting two commands with the pipe symbol (|).
On a Unix system, for example, this works with the command chain echo 'Helloworld'
| node input.js. The Hello World string is written to standard output by the echo
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command. This is forwarded by the pipe symbol to the standard input of the subse-
quent command. In this context, the string is parsed by the Node.js application, and
appropriate output is generated.

Using the standard input to interact with the user turns out to be quite uncomfortable,
especially with guided dialogs as you know them from npm init, for example. For this
reason, Node.js has a second means of user interaction: the readline module.

15.3.3 User Interaction with the readline Module

Before you add the readline module to your application, you'll first learn how to use
the module on the basis of a simple example. Listing 15.11 contains a code block that
ensures the user is asked for their name and then greets them personally.

import { createlnterface } from 'readline’;

const rl = createlnterface({
input: process.stdin,
output: process.stdout,

1;

rl.question("What's your name? ", (name) => {
console.log("Hello ${name}!");
rl.close();

1;

Listing 15.11 Personal Greeting to User

If you want to use the readline module, you have to include it first. In this case, you
import directly the createInterface function from the readline module. To handle the
input correctly, you use the createInterface function to generate an interface that you
associate with the standard input and output of the current process. The interface of
the r1 object just created implements the question method, among other things. This
method displays the specified string on the console and waits for input. When the
input process is completed by pressing the key, the callback function you
passed as the second argument to the question method is called with the user’s input.
Once you've completed all interaction with the user, you must call the rl.close
method to close the interface. If you don’t do that, the application can’t be closed prop-
erly because of resources that are still open.

The readline module is a good example of an asynchronous operation. To sequence
multiple questions to the user, you either make another question call in the callback
function of the first method call or use the asynchronous programming capabilities of
Node.js. You'll learn more about this topic in the next chapter. At this point, only so
much can be said: You can use a promise object to encapsulate the user’s response.
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Listing 15.12 contains an extension of Listing 15.11. In this case, the user is also asked for
their place of residence.

import { createlnterface } from 'readline’;

const rl = createInterface({
input: process.stdin,
output: process.stdout,

1

function promisedQuestion(question) {
return new Promise((resolve) => {
rl.question(question, (answer) => resolve(answer));

D;

}

const user = {
name: '',
city: '',

};

user.name = await promisedQuestion('What's your name? ');
user.city = await promisedQuestion('Where do you live? ');

console.log( Hello ${user.name} from ${user.city}");

rl.close();

Listing 15.12 Asynchronous Combination of User Interactions

This special form of sequencing the question calls becomes necessary because the user
is asked for the answers in an asynchronous way. This means that any second question
call that immediately follows the first one is ignored by the process.

The core of the implementation in Listing 15.12 is the promisedQuestion function. It
encapsulates the question method in a promise object and resolves it once the user has
given their input. Using the top-level await feature of Node.js, you can then concate-
nate the two questions and output the result after answering the second question. At
the end of the chain, you also execute the rl1.close method to close the readline inter-
face and thus terminate the application. If you run the sample code, you get an output
like the one shown in Listing 15.13.

$ node readline.js
What's your name? Basti
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Where do you live? Munich
Hello Basti from Munich

Listing 15.13 Output of the “readline” Example

With this information, you can now extend your Math Trainer implementation to ask
the user for the results of the tasks. First, you need to slightly modify the promisedQues-
tionfunction, as you can see in Listing 15.14, so that you can use it here as well. Save this
implementation in the lib directory under the name promisedQuestion.js.

export default function promisedQuestion(question, rl) {
return new Promise((resolve) => {
rl.question(question, (answer) => resolve(answer));
Ps
}

Listing 15.14 Version of the “promisedQuestion” Function Adapted for Math Trainer (lib/
promisedQuestion.js)

The adjustments to the promisedQuestion function are limited to passing a reference to
the readline interface as the second parameter and exporting the function.

The further adjustments take place in the index.s file in the lib directory of the Math
Trainer application. The updated version of the file is shown in Listing 15.15.

import { createInterface } from 'readline’;
import createTask from './task.js';
import promisedQuestion from './promisedQuestion.js';

const amount = 4;
const level = 2;
const operations = ['+', '-', "*', '/'];
const tasks = [];

operations.forEach((operation) => {
for (let i = 0; i < amount; i++) {
tasks.push(createTask(operation, level));
}
}s

const rl = createlInterface({
input: process.stdin,
output: process.stdout,

1

async function question(index) {
const result = await promisedQuestion(’${tasks[index].task} = *, rl);
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tasks[index].input = parselnt(result);

if (tasks[index].input === tasks[index].result) {
console.log('Correct!");

} else {
console.log('Wrong');

}
if (++index < tasks.length) {

question(index);
} else {
rl.close();

}
}

question(0);

Listing 15.15 Integration of the “readline” Module

In the first step, you add the created task objects to the tasks array, which you're going
to use in the following steps. Then you generate the readline interface that you can
pass to the promisedQuestion function. The question function represents the core of the
application. It receives the index of the current task and calls itself until all tasks have
been displayed to the user.

Once the user has entered the solution to a task via the command line, the promise of
this question is resolved. Within the callback function, you save the input in the respec-
tive task object and then check whether the input was correct. If the task was solved
successfully, the user will see the string Correct!. In the event of an error, the output
should read Wrong. If there are more tasks to solve, you must call the question function
again, or you can terminate the process using the r1.close method. If you've linked the
application with npm 1ink, you can test the implementation via the math-trainer com-
mand and get an output like the one shown in Listing 15.16.

$ math-trainer

4+ 68 =72
Correct!

11 + 4 = 16
Wrong

2+ 24 =

Listing 15.16 Running Math Trainer

In some situations, you may need to limit the interaction with an application to pass
options and arguments to enable the automation of an execution. In the following sec-
tion, you'll learn how to extend Math Trainer so that you can pass the difficulty level
and the number of tasks via options.
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15.3.4 Options and Arguments

At the start of this chapter, you saw how a command is structured, that options influ-
ence the behavior of a command, and that arguments provide additional information.
The argv property of the process module allows you to access the command line of the
application. It contains an array that stores the individual components of the com-
mand-line command used to invoke the current process. The first element of the argv
array is the Node.js executable with the full path. The second element is the absolute
path of the executed script, and all other elements map the options and arguments.

With this information at hand, you should now make sure that it’s possible to pass the
--level=<difficulty level> and --amount=<number of tasks> options to the math-trainer
command, which will affect the behavior of the application accordingly. For example, if
you call Math Trainer via the math-trainer --level=1 --amount=2 command, the struc-
ture of the process.argyv array looks like the one shown in Listing 15.17.

[ ' /usr/local/bin/node ',
'/src/node/bin/math-trainer’,
'--level=1",

"--amount=2" ]

Listing 15.17 Structure of the “process.argv” Array When Calling Math Trainer

To solve the task, you write a helper function called getOptions, which you swap out to
a separate getOptions.js file in the lib directory. The source code of this file is shown in
Listing 15.18.

export default function getOptions(levelDefault = 2, amountDefault = 4) {
const level = getOptionValue(getOption('level'), levelDefault);
const amount = getOptionValue(getOption('amount'), amountDefault);
return {
level,
amount,

};

function getOption(optionName) {
return process.argv.find((element) => element.includes(optionName));

}

function getOptionValue(option, defaultvalue) {
if (option) {
const [, value] = option.split('=");
return parseInt(value, 10);

}
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return defaultValue;

¥
Listing 15.18 Helper Function “getOptions” (lib/getOptions.js)

The helper function itself consists of the getOptions function, which is made available
to the entire application as a default export. Within it, you extract both the difficulty
level and the number of options from the command line. For both pieces of informa-
tion, you define default values in the parameter list of the function in case no value is
passed during the call. Because the operations for both pieces of information are the
same, you can again swap them out to helper functions. The getOption function reads
the passed option from the command-line array, while the getOptionValue function
receives this information. Using a combination of the split method, which converts
the option into an array, and the destructuring option, which assigns the value after
the equal sign to the value variable, you extract the option value. Note that, at this
point, the command line is interpreted as a character string, but your application works
with integers. For this reason, you must convert the value to a number using the par-
seInt function. It’s also important to note that the functions are called first and only
defined afterwards in this example. This works because JavaScript does something
called hoisting. In this context, named functions such as getOption and getOptionValue
are available in the entire scope, which, in this case, is within the file, no matter where
you declare them. The situation is different for function expressions. Here you define a
variable and assign a function object to it. Because this isn’t an atomic operation, the
variable declaration is echoed, but the assignment isn'’t, so you can’t use the function
until after the assignment operation.

If the user hasn’t specified the option on the command line, the default value is used
instead. In the index.js file, you now include the call of the helper function and can then
use your application’s command-line options. The necessary adjustments are shown in
Listing 15.19.

import { createlnterface } from 'readline’;

import createTask from './task.js';

import promisedQuestion from './promisedQuestion.js’;
import getOptions from './getOptions.js';

const { amount, level } = getOptions();

const operations = ['+', '-', '"*', '/'];
const tasks = [];

operations.forEach((operation) => {
for (let i = 0; i < amount; i++) {
tasks.push(createTask(operation, level));

}
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IOF

const rl = createInterface({
input: process.stdin,
output: process.stdout,

IOF

async function question(index) {
const result = await promisedQuestion(”${tasks[index].task} = °, rl);
tasks[index].input = parseInt(result);
if (tasks[index].input === tasks[index].result) {
console.log('Correct!"');
} else {
console.log('Wrong');

}
if (++index < tasks.length) {
question(index);
} else {
rl.close();
}
}

question(0);

Listing 15.19 Integrating the Helper Function “getOptions” (lib/index.js)

Instead of assigning the two values in separate statements as before, you can use a
destructuring statement at this point to assign the object returned by the getOptions
function directly to the two constants. If you now start your application via the math-
trainer --level=1 --amount=1 command, you'll see a total of four simple tasks.

15.4 Tools

Node.js has also established itself as a valuable tool on the command line. For this rea-
son, you'll find ready-made solutions for numerous problems in the area of command-
line applications, which you can install as packages in your application. In the following
sections, you’ll be introduced to three of these tools—Commander, chalk, and node-
emoji—and integrate them into your Math Trainer.

15.4.1 Commander

Asyou've seen in the previous section, searching the command line for specific options
involves a certain amount of work. The situation gets even more inconvenient at this
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point if you also want to provide the shorthand notation of options instead of what
we’ve done so far in the example. In this case, you normally don’t use equal signs as
separators between the option and the value, so you also have to adjust the routine
here. For parsing the command line, you can include Commander in your application.
You can install the package via the npm install commander command. Because you've
already swapped out the parsing of the command line to a separate file in the previous
step, the adjustments for integrating Commander are limited to the lib/getOptions.js
file. The updated version of this file is shown in Listing 15.20.

import program from 'commander';

export default (levelDefault = 2, amountDefault = 4) => {
program

.version('1.0.0")

.option(
'-1, --level <n>',
'‘Difficulty level of tasks (1-3)",
parselnt,
levelDefault,

)

.option('-a, --amount <n>', 'Number of tasks', parselnt, :)
amountDefault)
.parse(process.argv);

const options = program.opts();

return {
level: options.level,
amount: options.amount,
1
¥

Listing 15.20 Integrating Commander (lib/getOptions.js)

Due to the customization in Listing 15.20, the source code of your application has
become simpler, and you also gained additional features. Thus, by default, Commander
supports the -V and --version options to display the version of the application. In addi-
tion, when the application is invoked with the -h or --help option, a help block describ-
ing how to use the command is displayed.

After these changes, you no longer support only the long version of the options, but
also a shortened version. If you call your application with the -h option, you'll see an
output like the one shown in Listing 15.21.
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$ math-trainer -h
Usage: math-trainer [options]
Options:

-V, --version output the version number

-1, --level <n> difficulty level of tasks (1-3) (default: 2)
-a, --amount <n> number of tasks (default: 4)

-h, --help output usage information

Listing 15.21 Display of the Math Trainer Help

Using the option method of the Commander package, you can define the individual
options of your application. As the first argument, the method expects the name of the
option. Here you can specify both the short and the long variant. If a value is to be
passed to the application via the option, you can specify it afterwards. You have two dif-
ferent options for specifying the value: If you put the value in angle brackets, as in this
example, it's a mandatory value. If you want to define an optional option, you can use
square brackets here. The second parameter of the options method represents the
description of the option. This is displayed in the help menu. As a third argument, you
can pass a function to manipulate the value. For the Math Trainer application, use the
parseInt function to convert the passed value into a number. The last parameter allows
you to pass a default value for the option. Commander then automatically inserts the
string default: <value> into the option description.

For Commander to work, you must use the parse method to specify which data struc-
ture to evaluate. In most cases, this will be the process.argv array, but here you have
the option to specify any array that follows the rules of process.argv.

All methods of the Commander object return the object itself, so that a fluent interface
notation becomes possible, and you can directly concatenate the method calls.

You can obtain the values that were passed when the application was called by using
the opts method. This method returns an object containing the individual options and
their associated values as key-value pairs.

The Commander project site can be found at https://github.com/tj/commander.js. A
lightweight alternative to Commander.js is available in the form of minimist. This mod-
ule deals only with the correct parsing of command-line options. This project can be
found at https://github.com/substack/minimist.

15.4.2 Chalk

A feature that is often underestimated is the formatting of the command line. It allows
you to highlight important terms and thus guide the user on the command line. You
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can apply colors and other formatting using control characters directly in console.log,
for example. Listing 15.22 shows how this works.

console.log('\u001b[33m yellow");
console.log('\u001b[31m red');
console.log('\u001b[34m blue');
console.log('\uoolb[om");

Listing 15.22 Coloring the Console

The output of this example consists of the character strings yellow, red, and blue, each
colored correspondingly. The last line resets the color of the console back to its original
state. The string \u001b[4m allows you to underline the subsequent characters. Other
features include italic, strikethrough, and bold font. You can also change the back-
ground color of the console. Admittedly, dealing with ANSI control characters in devel-
opment isn’t always convenient. Applying styles on the console is such a common
problem that a module called chalk comprehensively solves this problem for you. It
can be installed with the npm using the npm install chalk command. The code you
implemented in Listing 15.22 via control characters can be implemented more ele-
gantly with chalk using meaningful function names. The result shown in Listing 15.23 is
the same as the one from the previous example.

import chalk from 'chalk';
console.log(chalk.yellow('yellow"));

console.log(chalk.red('red"));
console.log(chalk.blue('blue'));

Listing 15.23 Using Chalk
In your Math Trainer application, chalk enables you to format the output of the result

in bold and green for success, and bold and red for failure. For this purpose, you must
modify the lib/index.js file after installing the package, as shown in Listing 15.24.

import { createlnterface } from 'readline’;

import chalk from 'chalk’;

import createTask from './task.js';

import promisedQuestion from './promisedQuestion.js’;
import getOptions from './getOptions.js’;

const { amount, level } = getOptions();

const operations = ['+', '-', '"*', '/'];
const tasks = [];

operations.forEach((operation) => {
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for (let i = 0; i < amount; i++) {
tasks.push(createTask(operation, level));
¥
b

const rl = createlnterface({
input: process.stdin,
output: process.stdout,

1;

async function question(index) {
const result = await promisedQuestion(’${tasks[index].task} =, rl);
tasks[index].input = parseInt(result);
if (tasks[index].input === tasks[index].result) {
console.log(chalk.bold.green('Correct!"));
} else {
console.log(chalk.bold.red('Wrong'));

}
if (++index < tasks.length) {

question(index);
} else {
rl.close();
}
}

question(0);

Listing 15.24 Using Chalk in Math Trainer (lib/index.js)

As you can see in Listing 15.24, it’s possible to apply several styles at the same time by
concatenating the statements. Another convenient feature of chalk is that it also takes
care of resetting the formatting to the console default style for you after the passed
character string has been formatted.

The chalk project can be found on GitHub at https://github.com/chalk/chalk.

15.4.3 node-emoji

One of the most popular tools that uses emojis for console output is the package man-
ager Yarn. Like chalk, emojis can be used to direct the user’s attention to a particular
output on the console, to make the console clearer because certain states can be
expressed more quickly via an emoji than via text, and, finally, to liven up your appli-
cation a bit by using the right emojis in the appropriate places. Because JavaScript sup-
ports the Unicode character set, it's possible to use Unicode emojis directly. An
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alternative to this is to use the node-emoji package, which allows you to use the text rep-
resentation of various emojis, making your code more readable.

Your implementation of the Math Trainer application is currently missing a summary
ofthe results. To implement these in the lib/summary.js file, you can use the node-emoji
package. In the first step, you install this package via the npm install node-emoji com-
mand. The source code in the lib/summary.js file is shown in Listing 15.25.

import emoji from 'node-emoji';

export default (tasks) => {
const correctCount = tasks.reduce((correctCount, task) => {
if (task.input === task.result) {
correctCount++;
¥
return correctCount;
b, 0);
const percent = (correctCount * 100) / tasks.length;
if (percent === 100) {
return emoji.emojify(
*:trophy: Congratulations, you have solved all ${tasks.length} tasks :D
correctly.’,
);
} else if (percent >= 50) {
return emoji.emojify(
*:sunglasses: Very good, you have correctly solved ${correctCount} out of
D)

)s
} else if (percent >= 1) {
return emoji.emojify(
“:cry: You have correctly solved ${correctCount} out of ${tasks.length} ta

sks, O

you can do better.”,

${tasks.length} tasks.",

)5
} else {
return emoji.emojify(
*:skull_and_crossbones: )
Your answers to all ${tasks.length} tasks are wrong.",
)5
}
b

Listing 15.25 Preparation of the Results Summary (lib/summary.js)
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To display the result, you divide it into four categories: The user solved all tasks cor-
rectly, the user solved more than 50% correctly, the user solved less than 50% correctly,
and the user didn’t solve any task correctly. You can use the emoji.emojify method to
generate a character string that contains an emoji. This method should be marked with
colons. The emoji.emojify("':trophy:"') call creates a character string containing the
trophy emoji. In the last step you need to display the generated character string. You
can do this by calling the helper function for summaries before you exit the process.
Listing 15.26 contains the customized source code of the lib/index.js file.

import { createlnterface } from 'readline’;

import chalk from 'chalk’;

import createTask from './task.js';

import promisedQuestion from './promisedQuestion.js’;
import getOptions from './getOptions.js';

import summary from './summary.js';

const { amount, level } = getOptions();

const operations = ['+', '-', "*', '/'];
const tasks = [];

operations.forkach((operation) => {
for (let i = 0; i < amount; i++) {
tasks.push(createTask(operation, level));
}
b;

const rl = createInterface({
input: process.stdin,
output: process.stdout,

1;

async function question(index) {
const result = await promisedQuestion(’${tasks[index].task} = °, rl);
tasks[index].input = parseInt(result);
if (tasks[index].input === tasks[index].result) {
console.log(chalk.bold.green('Correct!"));
} else {
console.log(chalk.bold.red("'Wrong"));
}
if (++index < tasks.length) {
question(index);
} else {
console.log(summary(tasks));
rl.close();
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question(0);

Listing 15.26 Summary Display (lib/index.js)

In addition to formatting strings, the node-emoji package is also capable of resolving
emojis in character strings or assigning them a random emoji. You can find the project
site at https://github.com/omnidan/node-emoji.

15.5 Signals

On a Unix system, a signal is a message to a process. Such signals are often used to ter-
minate a process. However, you can also just send some information to the process, for
example, that the window size has changed. Most signals you send to a Node.js process
cause an event to which you can bind a callback function to respond to the signal. For
example, if a user presses the shortcut [Ctr1]+[c], the SIGINT signal gets triggered. You
can intercept this via process.on('SIGINT', () => {}) and act accordingly. When integrat-
ing it into your Math Trainer application, you have to keep in mind that the readline
interface intercepts the signals, so you can’t respond to them directly. The solution to
this problem is to register the event handler for the program termination not on the
process object but on the rl object. Upon termination, the user should be shown a mes-
sage that tells him how many tasks he has already solved until termination. For this pur-
pose, you define another helper function and save it in the lib/handleCancel s file. The
source code of this file is shown in Listing 15.27.

export default (rl, tasks) => {
rl.on('SIGINT", () => {
const solvedCount = tasks.reduce((solvedCount, task) => {
if (task.input !== "") {
solvedCount++;
}
return solvedCount;
} 0);
console.log(
“\nToo bad you want to leave, you only solved ${solvedCount} :)
of ${tasks.length} tasks.",
)5
rl.close();
bs
15

Listing 15.27 Integrating a Signal Handler (lib/handleCancel.js)
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You pass a reference to the readline interface and the task array to the helper function.
First, you register a handler function for the SIGINT signal. In the callback function, use
the array-reduce function to calculate how many tasks have been solved. Then you
issue a message and end the process. This step is needed because a custom signal han-
dler overrides the default, so it’s no longer possible to exit the program via the

+(c] shortcut.

You still need to include the handleCancel function in the lib/index.js file now, so that
you can intercept the signal correctly. Listing 15.28 shows the point at which you should
integrate the function call.

import { createlnterface } from 'readline’;

import chalk from 'chalk';

import createTask from './task.js';

import promisedQuestion from './promisedQuestion.js’;
import getOptions from './getOptions.js’;

import summary from './summary.js’;

import handleCancel from './handleCancel.js';

const { amount, level } = getOptions();

const operations = ['+', '-', '"*¥') '/'];
const tasks = [];

operations.forEach((operation) => {
for (let i = 0; i < amount; i++) {
tasks.push(createTask(operation, level));
}
Ps

const rl = createInterface({
input: process.stdin,
output: process.stdout,

1;

handleCancel(rl, tasks);

async function question(index) {

const result = await promisedQuestion(${tasks[index].task} =, rl);

tasks[index].input = parseInt(result);

if (tasks[index].input === tasks[index].result) {
console.log(chalk.bold.green('Correct!'));

} else {
console.log(chalk.bold.red("'Wrong"));

}

41




15 Node on the Command Line

if (++index < tasks.length) {
question(index);

} else {
console.log(summary(tasks));
rl.close();

}

}

question(0);

Listing 15.28 Integrating the Signal Handler (lib/index.js)

If you restart your application after making these adjustments, you can terminate the
application at any time by pressing (Ctr1]+(c] and obtain a summary like the one
shown in Figure 15.1.

00 M sebastian.springer — -zsh — 63x18

basti@MacBook ~ % math-trainer
71 &+ 2 = 73

Correct!

59 + 1 = 60

Correct!

1 + 71 = 73

(7 + 87 =

Too bad you want to leave, you only solved 3 of 16 tasks.
basti@MacBook ~ %l

Figure 15.1 Terminating the Application

15.6 Exit Codes

Signals are means by which you can communicate with an application. Exit codes, on
the other hand, work in exactly the opposite direction. In a way, an exit code is the
return value of an application. On a Unix system, the echo $? command enables you to
read the exit code of the last command on the command line. Usually, a Node.js appli-
cation exits with exit code 0. This means that the application was terminated without
any problem. An exit code with a value greater than O indicates an error.

Code Name Description

1 Uncaught Fatal Exception An exception occurred that wasn’t caught and
caused the application to terminate.

Table 15.1 Exit Codes in Node.js
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Code Name Description

3 Internal JavaScript Parse The source code of Node.js itself caused a parse error.
Error

4 Internal JavaScript Evalua- An error occurred while running Node.js.
tion Failure

5 Fatal Error A fatal error has occurred in the V8 engine.

6 Nonfunctional Internal An exception occurred and wasn’t caught. The inter-
Exception Handler nal exception handler has been disabled.

7 Internal Exception Handler An exception occurred, wasn’t caught, and the inter-
Runtime Failure nal exception handler threw an exception itself.

9 Invalid Argument An invalid option was passed during the call.

10 Internal JavaScript Runtime An exception occurred while bootstrapping Node.js.
Failure

12 Invalid Debug Argument An invalid port was specified for the debugger.

>128  Signal Exit If Node.js is terminated by a signal, the exit code 128

plus the value of the signal is set.

Table 15.1 Exit Codes in Node.js (Cont.)

Node.js automatically sets the correct exit code in most cases. However, you can also
specify an exit code yourself. The exit method of the process module enables you to
terminate the current process. This method accepts an integer as argument, which is
used as an exit code.

15.7 Summary

Whenever you're faced with a problem you need to solve with a shell script, you can use
Node.js. Especially when it comes to implementing solutions for automating tasks in
the web environment, Node.js comes in handy. Many existing tools such as various CSS
preprocessors, JavaScript optimizers, and HTML parsers show how processing web
standards on the command line can work with Node.js.

You don’t even have to look at such a Node.js command-line tool to know that it’s a
JavaScript application. Thus, such tools behave like the native commands. You can pass
arguments and options to your Node.js application. For parsing the command line, you
should use one of the available libraries such as Commander. As everywhere, the prin-
ciple applies that you should first check the npm repository to see if there is already a
solution to your problem before you start implementing it.
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What a command-line application with Node.js is capable of is shown by a multitude of
implementations that are used every day in web development, such as the build tool
webpack.
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