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Chapter 2
Core Data Services: Data Modeling

Core data services (CDS) play a central role in SAP S/4HANA. With their
technical capabilities for data modeling, they form the basis of any appli-
cation. As it is one of the key technologies in the ABAP RESTful application
programming model, we now want to take a detailed look at CDS and thus
lay the foundation for the following chapters.

ABAP core data services (ABAP CDS) have been available since ABAP 7.40
SPO5. They provide you with numerous options when you create applica-
tions. To be able to use them, it’s necessary to work with ABAP develop-
ment tools (ADT) in Eclipse. Editing CDS views using the classic ABAP
Workbench is not supported.

Installing and Configuring ABAP Development Tools
For information on how to install Eclipse and ADT, and how to connect

them to your ABAP backend system, go to https://tools.hana.ondemand.
com/.

In Section 2.1, you'll become familiar with the basic concepts of CDS and
why CDS plays a significant role in development for SAP S/4HANA. Based
on the information in Section 2.2, you'll create your first CDS data model
and gain initial experience with ADT. Section 2.3 will explain how to map
relationships between CDS entities. In Section 2.4, we’ll describe annota-
tions, which are meta-information you can use to enrich your data model.

You can use access controls to restrict access to your CDS data model; this
is described in Section 2.5. In Section 2.6, you'll learn how to enrich CDS
views with additional information without any modification.

You won't always be able to map all requirements standard CDS functional-
ities. Section 2.7 describes how you can still achieve your goals in such a sce-
nario. In Section 2.8, you'll learn about SAP's virtual data model (VDM),
which provides you with another way to access the persisted data of an SAP
S/AHANA system. Finally, in Section 2.9, we’ll introduce some language ele-
ments that you can use when modeling business objects.
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2.1 What are Core Data Services?

SAP defines CDS in SAP Help as an “infrastructure that developers can use
to create semantically rich and persistent data models.” The resulting data
models are built on top of existing database tables and are intended to be
easier to understand and utilize. This is achieved by changing the perspec-
tive away from a purely technical view of the database tables to a view of
data oriented toward the business object.

CDS views are used for flexible data retrieval and are the central tool for
data modeling in the ABAP RESTful application programming model. There
are two CDS implementations: ABAP and SAP HANA CDS. While SAP HANA
CDS views are created at the database level, ABAP CDS views are maintained
on the SAP application server or ABAP platform. One of the major advan-
tages of developing ABAP CDS views over native SAP HANA CDS views cre-
ated on the SAP HANA database is the connection to the SAP change and
transport system (CTS). Working on the application server also allows you
to continue working in your familiar ABAP environment while taking
advantage of the capabilities of the SAP HANA database. In the following
sections, we'll only take a look at the concept of ABAP CDS views.

The syntax of CDS is aligned with the SQL standard. CDS is therefore often
referred to as an extension of SQL. In detail, CDS includes the following
domain-specific languages:

® Data definition language (DDL) for data modeling

® Query language (QL) for querying data

m Data control language (DCL) for defining access restrictions

You'll learn how to use these languages in the following sections.

Since CDS plays a central role in SAP S/4HANA, it’s logical that it’s of great
importance for the daily work of SAP S/4AHANA development teams. CDS
plays a crucial role in the implementation of the following basic concepts of
the SAP S/4HANA architecture:

® Code-to-data paradigm
m Virtual data model (VDM)
® Programming models for SAP S/4HANA

The basic idea of the code-to-data paradigm is to move application logic
from the application server to the database (code pushdown, see Figure 2.1).
Calculations should be performed by the database system as much as pos-
sible. The results of these calculations are then delivered to the application
server. This approach reduces the amount of data that must be transferred
from the database to the application server. In addition to the extended
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possibilities of ABAP SQL (formerly Open SQL), which have been available
since ABAP 7.40 SPO5, and the ABAP-managed database procedures
(AMDP), CDS views are excellently suited for implementing the code-to-
data paradigm, for example, by defining calculations or access controls
directly in the data model and thus shifting them to the database level. This
enables you to harness the power of the SAP HANA database and let the
database do the work for you.

Calculations L
Application Layer

Data to Code Code to Data

Database Layer )
Calculations

Figure 2.1 Code-to-Data Paradigm

CDS serve as a tool for data modeling. With the virtual data model (VDM),
SAP provides a data model based on CDS in the standard SAP S/4HANA sys-
tem. VDM was developed by SAP according to extensive, detailed guidelines
and standards regarding hierarchical structure and naming conventions. It
maps the application data of SAP S/4HANA and is used by transactional and
analytical applications and by the APIs provided for SAP S/4HANA. Figure
2.2 shows the hierarchical structure of the VDM using the example of the
SalesOrder business object in ADT’s Dependency Analyzer. This tool is good
for getting an initial overview of a view hierarchy.

{¥(8® A_SalesOrder

¥ | @2 LsalesOrder

~ [§8 SalesDocument ~ @9 E_SalesDocumentBasic

~ [§9 LsalesDocumentBasic ~ (@8 E_SalesDocumentBasic

Figure 2.2 Excerpt from Virtual Data Model: API View of A_SalesOrder in the
Dependency Analyzer of ABAP Development Tools
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The strict adherence to guidelines and standards results in a high degree
of consistency and comprehensibility. Many of the CDS views in SAP
S/AHANA are explicitly enabled for use. For SAP S/4HANA developers, VDM
is another way to obtain data. It can be regarded as an additional data access
layer. In Section 2.8, we’ll go into more detail about the VDM.

The programming models provided by SAP support development teams in
implementing your requirements and making the development process
efficient. Looking at the evolution of ABAP-based programming models
(see Section 1.1.5), the importance of data modeling using CDS becomes
apparent. Classic ABAP development was still based on a data model con-
sisting of ABAP dictionary elements, such as tables, data elements, and
domains. The relationships between the tables were represented by the
definition of foreign keys. Since the introduction of ABAP CDS, on the other
hand, it has been possible to rely on data models based on CDS views, which
define the relationships between the individual CDS views via associations.
These data models are semantically enriched by annotations, which
describe, for example, how a consumer (e.g., a user interface based on SAP
Fiori elements) should interpret the data.

However, classic ABAP applications developed on the basis of such data
models are subject to certain limitations. You can only access the CDS view
in read-only mode, and no transactional processing is possible. For this rea-
son, and also because of the increasing importance of SAP Fiori as an SAP
interface technology, SAP initially developed the ABAP programming
model for SAP Fiori. Here, the transactional behavior is implemented by
annotations that are used to automatically generate a Business Object Pro-
cessing Framework (BOPF) model. The behavior implementation of the
BOPF actions, derivations, and validations are carried out in ABAP.

However, this approach introduces complexity and requires the parallel
use of two modeling frameworks (CDS and BOPF). While type checking is
already performed at design time in the typed CDS framework, errors often
only occur at runtime in the very generic BOPF, which makes troubleshoot-
ing more difficult due to the complexity. The desire to reduce the complex-
ity of the programming model eventually led to the introduction of the
ABAP RESTful application programming model. The ABAP RESTful applica-
tion programming model is also based on a semantic CDS data model. The
transactional logic is expressed by the behavior definition and its imple-
mentation. The entities to be used by the consumer (e.g., an SAP Fiori app)
are defined and published by a business service (see Figure 2.3).
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‘ Service Consumption ‘ Web API

User Interface

SAP Fiori

Business Services

‘ Service Provision ‘ Definition and Binding

(. )
\
A\ /

SAP HANA Database

Figure 2.3 Layers of the ABAP RESTful Application Programming Model

2.2 Structure and Syntax of Core Data Services

In this section, we'll show you how to create your first simple CDS views.
You'll learn how to proceed when developing CDS views, especially how to
use the Eclipse development tool and ADT. You'll also get to know the basic
syntax elements of CDS and some ways to obtain data. Here, we don’t yet
make a concrete reference to the ABAP REST{ul application programming
model. Rather, we intend to lay the foundation to understand the following
chapters. If you already have experience with CDS views, you can skip Chap-
ter 2. In Part II, we show you how you can apply essential CDS concepts in
various scenarios.

The example in this section is based on the ABAP flight reference scenario
provided by SAP. You'll create CDS views that read data from the tables in
this reference scenario, and add simple logic to the CDS views you create.
This way you'll develop an initial, simple CDS data model. In the process,
you’ll also learn about some functions you can use to analyze the created
CDS views.

ABAP Flight Reference Scenario

The ABAP flight reference scenario provides sufficient sample data and
logic to familiarize yourself with the ABAP RESTful application program-
ming model. All information about this reference scenario, especially
about the installation, can be found in a Git repository at http://s-prs.de/
v868501.
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Basic interface view

Creating a CDS view

The goal of this section is to merge and enrich information from the data-
base table persistence model. Table 2.11ists the database tables of the refer-
ence scenario we use.

/DMO/FLIGHT Flights
/DMO/CARRIER Airlines
/DMO/CONNECTION Flight connections

Table 2.1 Tables Used from the Reference Scenario

As a complementary logic, for example, a simple statement and a currency
conversion are to be performed.

2.2.1 Creating a Basic Interface View

The main task of a basic interface view is to read data from database tables
and to convert the technical names of the database fields into more mean-
ingful names (for this and other CDS view types, Section 2.8).

You can create a basic interface view as the first CDS view by following these

steps:

1. Start Eclipse and open the ABAP perspective via the menu path Window -
Perspective - Open Perspective - Other...

2. Inthe popup window, select the ABAP perspective (see Figure 2.4).

‘S Open Perspective O x

VL npap

e ABAP Connectivity & Integration
P ABAP Profiling

45 Debug

o Git

&JJava {default)
E;JJava Browsing
TgJJa\.-'a Type Hierarchy
L("_-IResource

E0Team Synchranizing
2 ML

coce

Figure 2.4 Selecting the ABAP Perspective

3. Select File - New « Other in the main menu.

66

2.2 Structure and Syntax of Core Data Services

4. In the next popup window, select the entry ABAP - Core Data Services -
Data Definition and confirm the selection by clicking the Next button
(see Figure 2.5).

= Select a wizard O *

Select a wizard [

Create a Data Definition

Wizards:
| type filter text |

= Business Services ~
[= Cloud Communication Managerment
= Cloud ldentity and Access Management
= Connectivity
w [ Core Data Services
Access Control
Annotation Definition
Data Definition
Metadata Extension

Variant
= Dictionary
[= Enterprise Services W
@ < Back Finish Cancel

Figure 2.5 Selecting the Type of Development Object to Create

5. This calls a dialog to create a CDS view (see Figure 2.6). Enter the ABAP
project in the Project field and your development package in the Package
field. You should enter the name of the CDS transport object (data defini-
tion language source [DDLS] type) in the Name field (e.g., “ZI_Flight”) and
a description in the Description field (e.g., “Flight”). Then, confirm your
input by clicking the Next button.

= Mew Data Definition O x
Data Definition

Create a data definition .
Project: | Browvse...
Package: * ZRAP_CDS Browsse..,

[J&dd to favorite packages

Marme: * |ZLFI\ghd |

Description: ™ | Flug |

Original Language: | DE |

Referenced Object: Browse...

@ < Back Finish Cancel

Figure 2.6 Properties of the CDS View
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6. In the next screen, select a transport request (if you aren’t working with
local objects) and confirm again by clicking the Next button.

7. In the following screen, you can then select a template for the creation of
your CDS view. The provided templates refer to commonly used CDS
modeling options and simplify the creation of corresponding CDS views.
If you want to work without a template, you must uncheck the Use the
selected template box. To create a simple CDS view, select the Define
View template and confirm your selection by clicking the Finish button
(see Figure 2.7).

= Mew Data Definition O *x

Templates
Select one of the available ternplates. '

Use the selected ternplate
Define Wiew Entity Defines a simple CDS DDIC-based view with one data
Define Root Wiew Entity EielliE=

Define Wiew Entity with To-Parent Association

5] Define Yiew

L Define Wiew with Join

Define “iew weith Association w

>

fikbaplatalog. sqlyicwName: "${sql_view_name}"

[@rbapCatalog. compiler. compareFilter: true

fitbaplatalog. preservekey: true

fikccessControl. authorizationCheck: #EHEEK|

@EndUserTesct. label: "${ddl_source_description}’

define view #{ddl_source name_editable} as select from ${data_source name} {
#{data_source elements}{cursor}

b

® < Back Mext = Cancel

Figure 2.7 Selecting a Template

You'll then be redirected to a source code-based editor where you can edit
the details of your CDS view. Due to the selection of the template, some
basic elements of the code will already be suggested (see Figure 2.8).

(B +[348] ZI_FLIGHT 2

1= fdabapCatalog. sqlviewName: *°
@AbapCatalog. compiler. compareFilter: true
@AbapCatalog. preservekey: true

AaccessControl. authorizationCheck : #CHECK

@EndUserText. label: ‘Flug’

define view ZI_Flight as select from data_source name {

b

[ REN. T, R ST

Figure 2.8 Coding Generated by the Template in the Source Code-Based Editor

To complete your first CDS view, perform these steps:

1. You must assign a name for the SQL view in the ABAP dictionary, which
is automatically generated when the CDS view gets activated.
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2. You must also define the data source of your CDS view.

3. Also, you must define the field list (also referred to as an element list or
select list).

Then, you assign the name of the ABAP dictionary representation of your
CDS view using the following annotation:

@ABAPCatalog.sqlViewName: 'ZI FLIGHTV'

Then, you must specify the data source after the language element as
select from:

as select from /DMO/FLICHT

The field list can be defined inside the curly brackets. The easiest way to do
this is to place the cursor in this area and press the keyboard shortcut

+ (Space]. Then, you can include individual elements in the field list,
or select Insert all elements (template), as shown in Figure 2.9.

Clg“’[SdA] ZI_FLIGHT &2

1= @ebapCatalog. sqlviewlame: ZI_FLIGHTY'
fitbapCatalog. compiler. compareFilter: true
{@ibapCataleg. preserveley: true
@AccessControl. suthorizationCheck: #CHECK
@EndUserTesxt. label: "Flug®
define view 7I_Flight as select from /OMO/FLIGHT {

BV U ISR

s 3

:;I Insert all elements (template) ~ Description
SOMOSFLIGHT (data source) Inserts all elements including the visible associations of the data
B canier_id - /DMO/FLIGHT (column) sources into the select list.
F connection_id - /OMOFLIGHT (colurmn)
B currency_code - SOMOFLIGHT (colurmng
B flight_date - /DMO/FLIGHT (calurnn)
F plane_type_id - /DMOSFLIGHT {colurmn)
B price - /DMOSFLIGHT (colurnn) w
<| >
Press "Shift+ Enter' to insert full signature

Figure 2.9 Defining the Field List

Now you must activate your CDS view using the keyboard shortcut
+ [F3]. You have now created your first CDS view, activated it, and made it
available for use. Listing 2.1 shows the complete coding.

@AbapCatalog.sqlViewName: 'ZI FLICHTV'
@AbapCatalog.compiler.compareFilter: true
@AbapCatalog.preservekey: true
@AccessControl.authorizationCheck: #CHECK
@EndUserText.label: 'Flight’
define view ZI Flight

as select from /dmo/flight
{

key carrier id as Carrierld,

key connection id as ConnectionId,
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key flight date as FlightDate, © When you activated the CDS view, you generated the SQL view ZI
price as Price, FLIGHTV in the ABAP dictionary. You can display this in the dictionary
currency code as CurrencyCode, maintenance Transaction SE11 (see Figure 2.12) and test it using Transac-
plane_type_id as PlaneTypeld, tion SE16. Note that this is a SQL view based on CDS. Changes via Trans-
seats_max as SeatsMax,

action SEIl1 are not possible for this reason. Also, not all CDS entity

seats_occupied as SeatsOccupied information can be represented in Transaction SE11. For example, the

) display and maintenance of meta information and the definition of cal-
Listing 2.1 CDS View ZI_Flight culations or type conversions are only possible in the Eclipse environ-
ment.
2.2.2 Analyzing the Data Model '3 sapd Dictionary: Display View
You should now take a closer look at your first CDS data model. When you v % B % s % 2 oz B & @ Mouev 2 T B
activated it, you created three objects (see Figure 2.10).
CDS Datahase View: ZI_FLIGHTYV Active
— Short Description: | FL
[ ProjectBx 52 8 CDSMavie, = O [8) [S48] ZI_FLIGHT 52 FIRIBEESED | T
5% Y § 1—@Abapcatalog.sql\fiewName:e Data Definition: 21_FLIGHT
~ [7% RAP_Buch [544, 900, RAFT, DE] g g:g:gg:z:izg' ;ngziigkzﬁp::ﬁel srErrue Attributes Tableloin Conditions View Fields Selection Conditions Maint.Status
A Local Objects (§TMP) (7) 4 fikccessControl. authorizationCheck: #CHECK
v # Favarite Packages (2) 5 @EndUserText dabelo ‘Elus" = salalal &
v 7 ZRAP_CDS(2) CDS Grundiagen & define vie ﬁ =3 M EIEIEIRRY
v [&] ABAP Dictionary (1) ; as select™From/omof t11ght View field Table Field Key Data elem. Mod DTyp
v [T Wiews (1) t P ; MANDT /DU /FL TGHT CLIENT CLNT
i 9 key carrier_id as CarrierId, ALLAELLGRL LLIERL 4
_ B ZLFLIGHTY Fiug 1@ key connection_id as ConnectionId, CARRIERID /DHO/FLIGHT CARRIER ID 7 /DMO/CARRIER ID CHAR
M ‘i‘_cw[: Datzs:_mfes (1) ! i; key flight date  as Elfght["’te’ CONNECTIONID /DMO/FLIGHT CONNECTION ID ' /DMO/CONNECTION ID NUNC
v [T atendefinitionen price as Frice;
DR o 5 currency_code as CurrencyCode, FLIGHTDATE /DUD/FLIGHT FLIGHT DATE | /DMO/FLIGHT DATE DATS
% Favorit O 14 plane type_id as PlaneTypeld, PRICE /DMO/FLIGHT PRICE /DMO/FLIGHT PRICE CURR
B, Systern Library (7) 15 seats max  as SeatsMax, CURRENCYCODE /DHO/FLIGHT CURRENCY CODE #DMD/CURRENCY CODE CUKY
h 1? } seats_occupied as SestsOccupied PLANETYPETD /DUD/FLIGHT PLAKE TYPE ID /DUO/PLANE TYPE 1D CHAR
18 SEATSMAK /DUD/FLIGHT SEATS MAL /DMD/PLANE SEATS MAX INT4
SEATSOCCUPTED /DUD/FLIGHT SEATS OCCUPTED /DUD/PLANE SEATS DCCUPTED INT4

Figure 210 Objects of the CDS Data Model Figure 2.12 Representation of the CDS View in the ABAP Dictionary

© The CDS entity ZI Flight represents the properties of your CDS view
(that is, the SQL characteristic and additional metadata). You can refer- Deleting CDS Views [«]
ence this entity as a data source in an ABAP SQL statement, for example.

Deleting only the SQL view isn’t possible. CDS entity and SQL view can’t be

© The DDLS source code object ZI_FLIGHT is the transportable develop- deleted independently. When the CDS entity gets deleted, the generated

ment object that you'll find in your transport request accordingly (see SQL view will also be deleted.
Figure 2.11).
= = For testing and analyzing the CDS view result set, the ADT data preview Data preview
Request/Task: | e Development/Correcti Lo . .
equesiTecc B = L Deveiopmentomection function is useful. This is similar to the classic Transaction SE16 because
Properties Objects Documentation

you don'’t need to execute an SQL statement to test the CDS view. Simply

right-click on the source code to open the context menu of the CDS editor
Q= ® v Qja||=|=] =%

Short Descrigtion Prog... Obje... Object Name

o5tz Detinition Language Source R3TR DDLS Z1.FLIGHT |
=

and select the Open With - Data Preview path (see Figure 2.13).

Figure 2.11 DDLS Transport Object
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15 @Abaplatalog. sqlviewlame: 2T _FLIGHTY'|

2 (@AbapCatalog.compiler.compareFilter: true

3 fiAbapCataleg. preserveley: true

4 flAccessControl. authorizationCheck : #CHECK

5 ({@EndUserText.label: 'Flug’

& define view ZI_Flight

; . as select from /dmo/flight Undo ez

=l key carrier_id as CarrierId, Rewert File

1@ key connection_id as ConnectionId, Save Ctrles

11 key flight_date as FlightDate,

1z price as Price Open ABAP Type Hierarchy F4

13 currency_code as CurrencyCode, .

14 plane type id as PlaneTypeld, Quick Type Hierarchy Ctrl+T

15 seats_max as Seatshax, Navigate To F3

16 seats_sccupied as SeatsOccupied

17 ¥ Mavigate To Target Alt+Shift+T

18 Show SOL CREATE Statement
Open in Project Ctrl+Alt+P >
Open With » % Data Preview I/\\,
Showe [n Alt+Shift+i > %5 Activation Graph
Quick Outline Ctrl+0 Dictionary Log

Figure 2.13 Data Preview in ABAP Development Tools

By default, the first 100 entries of the result set will be displayed (see Figure
2.14). When you click on the column headers, you can sort the result set. In
addition, the following useful functions are available in the toolbar:

® Add filter restricts the result set.

m Select Columns selects the field list.

® Number of Entries displays the number of hits according to the chosen
selection criteria.

» BZIFLIGHT »

7 Raw Data

(= | @ Showlog | Max Rows:[100 2] )

o

1 40 rows retrieved - 2 ms 50l Consale | 77 Mumber of Entries | [F] Select Columns “p Addfilter = 5] -

Carrierld Connectionld FlightDate Price CurrencyCode PlaneTypeld SeatshMax SeatsOccupied o
sQ 00d1 2021-10-27 10818.00  SGD FE7-200 260 223
sQ 00d1 2020-12-31 3930.00 sGD A£340-600 330 168
pe] 0002 2021-10-28 176500 3GD #A7-400 385 350
pe] 0002 2021-M-01 10953.00  3GD #A7-400 385 334
] oot 2021-10-28 2350.00 36D TEF-200 260 132
] oot 2041-01-01 4880.00 SGD A340-600 930 1o
] oot2 2021-10-30 4665.00  SGD TEF-200 260 236
] oot2 2021-01-03 257400 36D TF-400 983 25
L& 0058 2041-10-25 6629.00 USD T67-200 260 200
ua 0058 2040-12-28 49%6.00 UsD F47-400 383 px)l

Figure 2.14 Result Set of the Data Preview
SQLconsole  For a more detailed analysis of the data set, you can use the SQL Console

function. It opens another view that displays the SQL statement underlying
the selected records. This statement can also be edited. For example, you
can add a WHERE clause to further restrict the result set. Selecting Run will re-
run the query and display the updated result set (see Figure 2.15).
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@ Check ‘I Q Run :I‘ Maz. Rows: 100 =] || 77 RawData
1 SELECT ' Brows retrieved -2 ms
2 ZI_FLIGHT~CARRIERID,
3 Z1_FLIGHT~CONNECTICNID, CARRIERID CONMECTIONID: FLIGHTDATE PRICE CURRENCYCODE PLANETYPEID
a ZI_FLIGHT~FLIGHTDATE,
5 2T FLIGHT~PRICE, LH 0400 2021-10-30 5454.00 EUR £340-600
& ZI:FLIGHT-[LIRREN[VEDDE, LH 0400 2021-01-03 264000  EUR T87-200
7 ZI_FLIGHT~PLANETYPEID, LH o401 2021-10-20 3697.00  EUR 747-400
8 ZI_FLIGHT~SEATSHAX,
5| ZiFLioHT-sEATSOCCLPIED LH 0401 2021-01-02 4867.00  EUR £380-500
10 FROM LH 0402 2021-10-25 497100  EUR 767-200
11 ZT FLIGHT LH a0z 2020-12-29 3232.00 EUR 747-400
LH (0] 2021-10-25 2797.00  EUR £340-600
LH 0403 2020-12-29 2486.00 EUR T&7-200

71 Nurber of Entries  [5] v

SEATSMAN SEATSOCCURIED
330 306
260 130
385 265
A7 403
260 221
38 31
330 17
260 7

Figure 2.15 SQL Console Within the Data Preview

You can get information about the syntax and meaning of individual lan-
guage elements by placing the cursor on the corresponding language ele-
ment in the source code editor and pressing the F1 key. The context-
sensitive function then opens the ABAP CDS language reference in a sepa-
rate view (see Figure 2.16).

Language reference

tables, DDIC database views,

) [$48] ZUFLIGHT 52 = B @ ABAP Language Help 52 & r*| [ & A 4 [[2searchterm P =
15 @bapCatalog. sqlviewlame: 'ZT_FLIGHTY * Definitions > COS DOL - DEFINE VIEW > GDS DDL - DEFINE VIEW ddic besed >
2 ([@AbapCatalog.compiler. comparefilter: true .

3 (@rbapCatalog.preservekey: true
4 @hccessControl. authorizationCheck: #CHECK CDS DDL - SELECT
5 @EndUserText.label: ‘Flug"
& define view ZI_Flight Syntax
; as select from /dmo/flight SELECT [DISTINCT select list
FROM g
5 key carrier_id as CarrierId, associationl sssociation? ...]
1@ key connection_id as ConnectionId, [compositionl compositiond ...J
11 key flight_dste  as FlightDate, o parent assoc
12 i Price { FROM data sour
price as 3 association diation2 ...J
13 currency_code as (urrencyCode, ‘compositionl compositiond ... )
14 plane_type_id as PlaneTypeld, to parent assoc)
15 seats_max as SeatsMax, f{selece lise)
15 seats_occupied as SeatsOccupied feleuses
17}
18 Effect
19 |
The szrEcT statement defines a query performed on the data sources specified in daca_source for a COS view,
as part of the statement pEFINE vIEW Possible data sources are DDIC
or ather non-abstract CDS entities

Figure 2.16 ABAP CDS Language Reference

On the other hand, if you need information about the elements used in the
source editor, such as tables, views, or table fields, you can press the
key. This opens a popup window with the corresponding information (see
Figure 2.17).

% 71 Flight [view) a
Flug
Client Handling
« Client dependent
Client session variable used
Column Data Element Data Type Unit/Currency Reference Description
&= Carrierld fdmo/carrier_id char(3)
= Connectionld  /dma/connection_id nume(d)
= FlightDate /dmo/flight_date dats(8)
“ Price fdmo/flight_price curr(16,2)  currencycode
“ CurrencyCode  /dmo/currency_code cuky(5) Flight Reference Scenario: Currency Code
° PlaneTypeld fdmo/plane_type_id char(10)
 SeatsMax fdmo/plane_seats_max int4(10)
° SeatsOccupied /dmo/plane_seats_occupied  int4(10) W
@ e £

Figure 2.17 Information About the Selected Code Element
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Callin ABAP

Callin CDS

2.2.3 Using CDS Views

You can use the CDS view within an ABAP program essentially in the same
way as you are used to using database tables. For example, you can select
data from the CDS view in a SELECT statement, as shown in Listing 2.2, or
refer to the CDS view in the typing of variables. The use of uppercase and
lowercase letters doesn’t matter when using the CDS view, but it’s recom-
mended to use camel case notation for better readability. This notation will
be retained when the development object is created, even if the technical
name is converted to uppercase in the repository and is displayed that way
in the project explorer in Eclipse. When generating OData services based on
CDS views, this notation is preserved.

DATA flights TYPE STANDARD TABLE OF zi flight.

SELECT carrierid, connectionid, flightdate, Price,
CurrencyCode, PlaneTypeld, SeatsMax, SeatsOccupied
FROM ZI Flight
INTO TABLE @flights
WHERE carrierid = 'LH'.

Listing 2.2 Using a CDS View in ABAP

A CDS view can also be called from another CDS view (see Listing 2.3). This
enables a hierarchical structure of CDS-based data models, which is called a
view stack.

@EndUserText.label: 'Flight detail’
define view ZI FlightDetail
as select from ZI Flight

{

key Carrierld,

Listing 2.3 Using a CDS View Within Another CDS View

2.2.4 Extending the Data Model

The created CDS view ZI_Flight accesses the database table /DMO/FLIGHT and
makes its fields available for use. The technical field names of the database
table have been replaced in the CDS view with meaningful labels in camel-
case notation. This kind of naming is the first step from the more technical
view of the database table to a more business-oriented view of the data and,
therefore, one of the most important tasks of basic interface views.
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We now want to extend the data model with additional information by
providing data from additional data sources. We’ll also add descriptive
information (metadata). In addition, we’ll use simple statements and calcu-
lations to move logic to the database level, which is in keeping with the
code-to-data paradigm.

To do this, you must first create another CDS view ZI_FlightDetail, whichis
based on the CDS view ZI Flight, by selecting data from ZI Flight. This
results in a hierarchical structure that’s typical of CDS data models, which
you can see in Listing 2.4.

01 @AbapCatalog.sqlViewName: 'ZI FLIGHTDETAILV'

02 @AbapCatalog.compiler.comparefFilter: true

03 @AbapCatalog.preserveKey: true

04 @AccessControl.authorizationCheck: #NOT_REQUIRED

05 @EndUserText.label: 'Flight detail’

06 define view ZI FlightDetail

07 with parameters

08 P TargetCurrency :abap.cuky( 5 )

09 as select from ZI Flight

10 association [1] to /DMO/I_Carrier as _Carrier

11 on $projection.Carrierld = Carrier.AirlineID

12 association [1] to /DMO/I Connection as Connection
13 on $projection.ConnectionId = Connection.ConnectionID
14 and $projection.Carrierld = Connection.AirlineID
15 {

16 key CarrierId,

17 key ConnectionId,

18 key FlightDate,

19

20 @Semantics.amount.currencyCode: 'CurrencyCode’
21 Price,

22 @Semantics.currencyCode: true

23 CurrencyCode,

24

25 PlaneTypeld,

26 SeatsMax,

27 SeatsOccupied,

28

29 SeatsMax - SeatsOccupied as SeatsFree,
30

31 case SeatsOccupied

32 when SeatsMax
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33 then 'X'

34 else '’

35 end as FlightOccupied,

36

37 @Semantics.amount.currencyCode: 'TargetCurrency'
38 currency_conversion(

39 amount => Price,

40 source_currency => CurrencyCode,

41 round => 'X',

42 target currency => :P TargetCurrency,
43 exchange rate date => FlightDate
44 ) as PricelInTargetCurrency,

45

46 @Semantics.currencyCode: true

47 cast(:P_TargetCurrency

48 as vdm_v_target_currency

49 preserving type) as TargetCurrency,
50

51 _Carrier,

52 _Connection

53 }

54 where

55 FlightDate >= $session.system date

Listing 2.4 CDS View ZI_FlightDetail

Descriptive properties are added in CDS by using annotations. For example,
the annotation @Semantics.currencyCode:true in line 46 identifies the
CurrencyCode field as a currency key. The annotation @Semantics.amount.
currencyCode: 'TargetCurrency' in line 37 identifies the field as an amount
field for which the associated currency key is contained in the referenced
field.

While these two annotations refer to the respective elements of the CDS
view, the scope of the annotation @AccessControl.authorizationCheck:#NOT
REQUIRED in line 4 comprises the view level. This annotation is used if no
access control is currently provided for the CDS view, but appropriate roles
can be defined at a later time.

With SeatsMax - SeatsOccupied as SeatsFree a simple calculation of the num-
ber of unoccupied seats of a flight is done in line 29. Arithmetic expressions
(e.g., addition, subtraction, multiplication, division) can be used in CDS, as
can aggregate functions (e.g., MAX, MIN, AVG, SUM, COUNT).
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Built-in functions provide support for some common requirements. Built-
in functions from a wide range of areas are available for this purpose: string
functions, numeric functions, date and time conversion functions, and
conversion functions. For example, the currency conversion function in
lines 38 to 44 performs a currency conversion for the value passed to the
formal parameter amount.

The target currency is passed as a typed parameter in the example when the
CDS view is called in lines 7 and 8: with parameters P_TargetCurrency :abap.
cuky( 5 ). With cast(:P TargetCurrency as vdm v_target currency preserv-
ing type) a type conversion to the semantic attributes of the data element
vdm v _target currency is performed in line 47 to 49.

An example of a case distinction used in the Select statement can be found
in the statement block case SeatsOccupied when ...

The access to the data of the CDS view /DMO/I _Carrier and /DMO/I_Connec-
tion happens via associations. Associations are used to map relationships
between CDS entities. By expressing association [1] to /DMO/I_Carrier and
explicitly releasing the associated data with Carrier inline 10, a consumer
of the CDS view gains access to these fields.

Last but not least, the Where clause in lines 54 and 55 constrains the rows in
the result set when accessing the CDS view. In the clause where FlightDate >=
$session.system date a session variable is used. Session variables contain
global information about the current context, the contents of which corre-
spond to the value of certain ABAP system fields when accessed. Direct
access to the SY-DATUM system variable is not possible.

When you call the data preview now, a popup window for parameter input
will display (see Figure 2.18). This behavior is determined by specifying the
target currency as a typed parameter.

= Opernwith Data Preview [m} X

Enter Parameter Values
(@) Typecuky(5)

P_TARGETCURRENCY:* | EUF|

®

Figure 2.18 Popup Window for Parameter Input

The result set contains the calculated fields and has been filtered by flight
date (see Figure 2.19).
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» [ 2| FLIGHTDETAIL(.) »

T Raw Data kl5 b ‘ @ Show Log
i 20 rows retrieved - 24 ms b Parameter F S0L Console # MNumber of Entries @ Select Colurmns
Cu Co FlahtDate SeatsMax SeatsOccupied SeatsFree Flight@ccupied Frice Cun PricelnTargetCurrency TargetCurrency
LA, 0058 2021-10-25 260 200 60 6620.00 USD 535486 EUR
LH 402 2021-10-25 280 P 39 401100 EUR 4011.00  EUR
LH 0403 2021-10-25 330 17 159 2797.00  EUR 2797.00  EUR
LA, 0059 2021-10-26 330 181 163 413100 USD 3337.00 EUR
sQ o1 2021-10-27 260 223 7 10818.00 56D 665469 EUR
An omz 2021-10-27 150 129 1 46200 UsD 37320 EUR
50 ooz 2021-10-28 385 350 35 11765.00  SGD 723724 EUR
5Q oo 2021-10-28 260 132 128 2359.00  5GD 145114 EUR
An oms 2021-10-28 475 M 29 3781.00  USD 305427 EUR
ua, 1537 2021-10-29 150 ae 62 o200 UsD 72136 EUR
Al s 2021-10-29 280 137 123 1911.00  UsD 1343.68  EUR
LH 401 2021-10-29 3ms 265 120 3697.00 EUR 3687.00 EUR
I 07 2021-10-29 385 254 131 5346.00 1PV 397413 EUR
AL 0720 2021-10-29 475 441 34 233000 EUR 2520.00 EUR
50 omz 2021-10-30 280 236 24 466500 SGD 2060.67  EUR
Ab 2678 2021-10-30 150 14 9 47300 USD 382.02  EUR
LH 400 2021-10-30 330 330 Q0 x 548400 EUR 5484.00 EUR
oL 0408 2021-10-20 475 432 42 2150.00  IpY 606527 EUR
o7e8 2021-10-20 280 P 39 732000 EUR 7580.00  EUR
Ad 032z 2021-10-11 130 93 7 102,00 USD 891.00 EUR

Tracing associations

Figure 2.19 Data Preview of the Result Set of the ZI_FlightDetail View

If you select the Follow Association entry in the context menu of the result
set, as shown in Figure 2.20, you can display the result set of the selected
navigation target.

» [ ZLFLIGHTDETAILL.) »
7 Raw Data
1* 20 rows retrieved - 24 ms
. Co FI@htDate Seatshax SeatsOccupied SeatsFree Flig

L&, 0058 260 200 60
LH 0402 eI} el 39
LH 0403 2021-10-25 Quick filter on [2021-10-25] 153
A, 0059 2021-10-26 IE Distinctwalues for [FlightDate] I 16Q
S0 000 2021-10-27  *%  Follow Association % |
£a, oa1F 2021-10-27 2 Copy row 11
5 oooz plalgliecg = Copy all rows as ABAP value statement | 3
50 ogm W021-10-28 = — — 128
AR, oma 2021-10-28 475 A6 29

Figure 2.20 Tracing Associations

In the next popup window, you can select one of the displayed associations
(see Figure 2.21).

List of Associations -

3 _Carrier — fDMOS|_Carrier [ 0., 1]
3 _Connection — /DMO/|_Connection [0..1] I}

To follow the association, choose an association from the lish

Figure 2.21 Selecting an Association
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Figure 2.22 shows the output of the result set of the associated entity.

3 I—E'%ZI,FLIGHTDETAIL » “% Connection — /DMO/]_Connection »

] Raw Data

Y 1rowsretrieved - 0 ms ¥ S0L Consale 71 Mumber of Entries
AjtlinelD ConnectionlD Departuredirport Destinationdirport DepartureTime AprivalTime Distance 0
LH 0402 FRA, EWvR, 07:30:00 P 03:35:00 PM 6217 KM

Figure 2.22 Result Set for the _Connection Association

By creating this simple CDS data model, you have already become familiar
with some of the language elements of the CDS data definition language
(DDL). Due to the large number of available statements and functions, we
can provide only a first overview here. Details on the syntax, which is based
on SQL, can be found, for example, in the ABAP keyword documentation at
http://s-prs.de/v868502.

Due to the use of associations and annotations, you have also already
become familiar with two central concepts of CDS data modeling. Because
of their importance, we’ll discuss these concepts in greater detail in the fol-
lowing sections. We'll also dedicate a separate section to the implementa-
tion of access controls in CDS in Section 2.5.

2.3 Associations

Relationships are often represented as foreign key links at the database
level. You can map relationships between CDS views using associations.
Associations in CDS are thus an important tool for data modeling in the
ABAP RESTful application programming model and a precursor for model-
ing business objects in the behavior definition.

An association links a CDS view (as the source data) to the target data source
specified in the association definition by means of an On condition. Besides
CDS views, database tables or SQL views can also be used as a target data
source.

Warning: Other Target Data Sources

Using target data sources other than CDS views may result in limited func-
tionality when using the CDS view in applications. For this reason, it’s rec-
ommended to use only CDS views as the target data source.
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Join on demand

Defining an
association

From a technical point of view, associations are similar to a JOIN operation.
However, they don’t merely link multiple data sources; they are used to
clarify the relationships between entities, and they contain additional
semantic properties, such as cardinality information. Basically, an associa-
tion is a description of a possible connection between entities. It’s the con-
ceptual view of the data that is the focus here.

A relationship represented by an association is therefore also referred to as
a functional relationship. The association is necessary only if data from
other entities is needed for a certain functionality. In this context, the term
join on demand is often used.

For clarity, we’ll now extend the CDS view ZI Flight in Listing 2.5 with an
association to the standard CDS view I_Currency.

@AbapCatalog.sqlViewName: 'ZI FLICHTV'
@AbapCatalog.compiler.compareFilter: true
@AbapCatalog.preserveKey: true
@AccessControl.authorizationCheck: #CHECK
@EndUserText.label: 'Flight'
define view ZI Flight
as select from /dmo/flight
association [0..1] to I Currency as _Currency on
$projection.CurrencyCode = _Currency.Currency
{
key carrier id as Carrierld,
key connection id as Connectionld,
key flight date as FlightDate,
price as Price,
currency code as CurrencyCode,
plane type id as PlaneTypeld,
seats_max as SeatsMax,
seats occupied as SeatsOccupied,
_Currency

}

Listing 2.5 Association

By defining the association with association [0..1] to I Currency and
exposing it with Currency as another element in the projection list, all
components from the associated CDS view I_Currency are available for call-
ers. The easiest way to test this again is to select the Follow Association con-
text menu function in the data preview. Figure 2.23 shows the result.
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L3 lI“I:'-I'ZI_FLIGHT » D%_CL,ImancyaI_lCL,lrrency' 3

7 Raw Data

¥ 1 rows retrieved - 36 ms

Curtency Decirnals Currencyl30Code AlternativeCurrencykley
EUR. 2 EUR 978

Figure 2.23 Association in the Data Preview

At the database level, this exposure of the association alone doesn’t define
a join. You can check this by displaying the SQL statement CREATE via the
context menu of the CDS editor. Select the Show SQL CREATE Statement
entry here. The results are displayed in Figure 2.24. Alternatively, you can
view the corresponding SQL view ZI_FLICHTV in Transaction SE1l. The actual
join occurs only when the consumer accesses fields in the data source.
Thus, no preselection of supposedly relevant fields of the data source is
made during data modeling. This task is left to the user of the data model.

CREATE OR REPLACE VIEW "ZI_FLIGHIV" AS SELECT
"/DMO/FLIGHT"."CLIENT" AS "MRNDT",
"/DMO/FLIGHI"."CAERIER_ID" AS "CARRIERID",
"/DMO/FLIGHT". "CONNECTION ID" AS "CONNECTIONID",
"/DMO/FLIGHT"."FLIGHT DATE"™ AS "FLIGHTDATE",
"/DMO/FLIGHI™."PRICE™ A5 "PRICE",
~/DMO/FLIGHT". "CURRENCY CODE™ AS "CURRENCYCODE",
"/DMO/FLIGHT"."PLANE TYPE ID" AS "PLANETYPEID",
"/DMO/FLIGHT". "SEATS MAX" AS "SERTSMAX",
"/DMO/FLIGHT". "SEATS OCCUPIED" AS "SEATSOCCUPIED"

FROM "/DMO/FLIGHT" "/DMO/FLIGHT™

Figure 2.24 Display of the SQL Statement CREATE in
the Popup Window with the Element Information

Access to associations of a CDS view via a higher-level CDS view built on top
of it occurs in exactly the same way as access to the other components of
that view. You can see an example in Listing 2.6. You can access individual
components of the association or, if desired, re-expose the association
under a different name, by assigning an appropriate alias.

define view ZI FlightCurr as select from ZI Flight
{

key Carrierld,

key ConnectionId,

key FlightDate,

CurrencyCode,

_Currency.CurrencyISOCode,

_Currency as _FlightCurrency

¥
Listing 2.6 Using an Exposed Association in CDS
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Accessing
individual fields

Access from ABAP

Filter conditions

Cardinality

Direct access to individual fields of an association (as is done in Listing 2.6,
to the CurrencyISOCode field) is often referred to as an ad-hoc association. In
this case, the activation of the CDS view creates a corresponding join at the
database level, thus overriding the join on-demand principle.

It’s also possible to access fields of exposed associations from ABAP SQL.
This also applies, for example, to the use in a WHERE condition.

SELECT Price, \_Currency-CurrencyISOCode
FROM zi flight

WHERE \_Currency-Decimals = O

INTO TABLE @DATA(currencies).

Listing 2.7 Using an Exposed Association in ABAP SQL

As an additional option, you can work with filter conditions when using
associations in CDS-based data modeling, as in the following example:

Currency[Currency = $parameters.P TargetCurrency] as TargetCurrency

This way you can further restrict the associated target records according to
your requirements. When the path expression is converted to a join in the
database, the filter becomes part of the On condition. Using filters in associ-
ations often improves readability and facilitates the interpretation of the
data model. An additional Where clause would be less readable.

When defining associations, you can include the cardinality in square
brackets. It’s the cardinality of the target data source (that is, the possible
number of related target records). This specification is optional. If you don’t
specify the cardinality, the default value [0..1] will be used. However, it’s
recommended to specify the cardinality as precisely as possible. It is pri-
marily used to document the semantics of the data model and thus signifi-
cantly improves the readability of your data model.

Even if the cardinality isn’t validated at runtime, it can lead to warnings and
errors during syntax checking, as shown in the example in Figure 2.25.
Incorrect cardinality specifications can also lead to incorrect data selec-
tions, such as duplicates or missing records in the result set.

@EndUserText.label: 'Fluggesellschaft'

define view ZI_Carrier as select from /DMO/I_Carrier
association [@..*] to /DMO/I_Connection as _Connection
on $projection.AirlineID = _Connection.AirlineID

10 key AirlineID,
@_ _Connection.DeparturedAirport

[The association _Connection can modify the cardinality of the results set]

Figure 2.25 Syntax Warning About Cardinality
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Just like specifying the cardinality, specifying a name for the association
isn’t mandatory. If a name isn’t specified, the name of the target data
source will be used implicitly. In any case, to ensure that the data model is
readable, you should use the name assignment by means of the alias func-
tion. As a naming convention, SAP recommends an underscore (_) as the
first character; this also helps distinguish associations from the other fields
in the element list.

Tip: Using Associations Instead of Joins

When defining a CDS data model, you should use associations rather than
joins. If possible, you should also avoid the formation of implicit joins (ad-
hoc associations). Instead, try to represent the relationships of the data
using associations. In this way, you can provide the consumer with a fully
comprehensive data image without having to generate an extensive join
for it (and, thus, incurring performance losses).

2.4 Annotations

In the CDS views we've created over the course of this chapter, we've
already used some CDS annotations. For example, in Listing 2.1, we speci-
fied the name of the SQL view created during activation by an annotation:

@AbapCatalog.sqlViewName: 'ZI FLICHTV'

Annotations enable you to add additional information (metadata) to your
CDS data model. Annotations are therefore an essential part of data model-
ing. The information can be evaluated by the users of the data model. It can
be used purely for documentation purposes, but also to activate certain
functions.

According to their usage, the CDS annotations provided by SAP (SAP anno-
tations) can be divided into

ABAP annotations
Framework-specific annotations

ABAP annotations are evaluated when the object defined in the CDS source
code is activated or used. Framework-specific annotations are evaluated by
the framework of another software component; for example, by the OData
or analytics software components.
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Annotation
definition

Warning: Use Only SAP Annotations

Currently, only annotations predefined by SAP are to be used in the CDS
source codes. SAP partners and customers aren’t yet allowed to define
their own annotations.

From a technical point of view, CDS annotations (analogous to the CDS
views that use them) are themselves CDS objects (object type DDLA) that
are created and provided by an annotation definition.

The definition of a CDS annotation is done using the following statement:

define annotation

The annotation definition specifies the unique name of the annotation and
describes its technical properties:

Scope
Type
Allowed values (optional)
Default value (optional)

The structure of an annotation definition is illustrated in Listing 2.8. It con-
tains an excerpt from the definition of the SAP annotation Semantics. The
use of uppercase and lowercase letters is relevant here.

@Scope: [H#ELEMENT, #PARAMETER]
define annotation Semantics

{

eMail
{
type : array of String(10) enum
{
HOME ;
WORK;
PREF;
OTHER;

systemDateTime

{

createdAt : Boolean default true;
lastChangedAt : Boolean default true;
localInstancelastChangedAt : Boolean default true;
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b
@Scope: [#ELEMENT]

currencyCode : Boolean default true;

1
Listing 2.8 Sample Annotation Definition (Excerpt)

Semantics is the main annotation (domain) of this annotation definition.
It’s further structured by subannotations, such as eMail or systemDateTime.
This results in a hierarchical structure. The domains are used to group the-
matically related subannotations. In Table 2.2, some domains and their
field of application are listed (not complete).

Analytics Generation of evaluations using analytic manager, a system
component that evaluates analytical annotations

OData Generation of an OData service from the data obtained from
a CDS entity.

EndUserText Definition of translatable texts

ul Display of data in user interfaces

VDM Classification of CDS views for the purposes of structuring

and interpretation

Semantics Provision of information on the meaning and use of individ-
ual elements of a CDS View

Search Marking CDS entities as searchable and defining search prop-
erties

ABAPCatalog Determination of technical settings of the CDS entity

AccessControl Access control management

ObjectModel Definitions of structural and transactional aspects of the
data model

Table 2.2 Important Domains for Annotations

Tip: Overview of All Annotations

ABAP _DOCU CDS_ANNOS OVERVIEW program lists all SAP annotations and
their properties.
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Scope of an
annotation
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Structure of
annotations

The specification @Scope: [#ELEMENT, #PARAMETER] enables you to define the
scope of an annotation. It determines at which positions of a CDS source
code the annotation may be specified. The specification of a scope is man-
datory. Basically, a distinction is made between annotations with scope at
the level of the entire CDS view and annotations that apply only to individ-
ual elements of a view.

Ifa scope can’t be determined for an annotation or subannotation, a syntax
error will occur. If a scope isn’t specified in subannotations, those subanno-
tations will adopt the scope of the parent annotation. So, in Listing 2.8, for
the currencyCode subannotation, @Scope: [#ELEMENT] specifies a scope that
differs from the Semantics annotation: currencyCode isn’t permitted for use
with parameters. Basically, the top level (CDS view, CDS view extension,
CDS table function, CDS role, or CDS annotation definition) or its sublevels
(elements, parameters, or associations) can be specified as the scope of
annotations.

Example: Scope of the Scope Annotation

The Scope annotation is an annotation definition annotation (scope #ANNO-
TATION) that contains information about the annotation itself. More sim-
ply, it can also be called meta-annotation.

Annotations are typed either as single values, structures, or lists. For exam-
ple, Listing 2.8 shows that you can specify the type of an email address as a
list while the annotation currencyCode can be used to mark an element with
a Boolean scalar value as a currency field.

Allowed values (corresponding to the typing) can be specified in the anno-
tation definition. It’s also possible to set a default value. This value is used
when an annotation is specified without explicitly assigning a value to it as
well. It doesn’t mean that the default value applies if the annotation isn’t
used in the CDS data model.

The way to specify a CDS annotation in a CDS source code in detail is
described by the CDS annotation syntax. That syntax is fixed and is supple-
mented by the CDS annotation definition with rules for using an annotation.

The specification of a CDS annotation for an element within the CDS source
code always starts with an introductory @. This is followed by the specifica-
tion of the domain (main annotation) and, separated by a dot in each case,
the specification of the subannotations. The value of the annotation is then
specified after a colon:

@Semantics.currencyCode: true
currency code as CurrencyCode,

86

2.4 Annotations

Semantics is the domain here, currencyCode is the subannotation, and true
is the value.

Annotation After an Element to be Marked

Specifying annotations after the element to which the annotations are to
be applied in the CDS source code is also possible, but it then starts with
the characters @<:

currency code as CurrencyCode
@<Semantics.currencyCode: true,

For readability, it's best to use the prefixed notation throughout.

Tip: Help Function in ABAP Development Tools

When specifying annotations, ADT supports you with source code coloring
and code completion. To call the help for an ABAP annotation, you should
position the cursor in the DDL source editor on the corresponding annota-

tion and press the key.

When an object that is defined in CDS source code is activated, the annota-
tions specified there with the CDS annotation syntax are stored in database
tables of the ABAP dictionary, which can then be accessed for evaluation.
The DDHEADANNO table contains the annotations that apply at the upper level
(e.g., at the CDS view level). The tables DDFIELDANNO and DDPARAMETERANNO con-
tain the annotations of the individual elements and parameters of a CDS
view, respectively.

The class CL DD DDL ANNOTATION SERVICE is available for the evaluation of
these database tables. When evaluating, it’s essential to note that the actual
value of an annotation isn’t necessarily identical to the value specified in
the CDS source code for the annotation. Possible sources of annotation val-
ues are:

® Direct annotations
Annotations specified directly in the DDL source code of the CDS entity.

® Annotations from metadata extensions
Metadata extensions add further annotations to a CDS entity or override
existing annotations.

® Indirect, inherited annotations
When accessing other CDS entities, their direct and indirect annotations
and the annotations from metadata extensions are inherited. This
applies exclusively to annotations at the element level.
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Passing on
annotations

®m Indirect, derived annotations
Annotations of the EndUserText domain are derived from the field iden-
tifiers of associated data elements.

The hierarchical structure of CDS data models is reflected in the determina-
tion of annotation values: Higher-level CDS views adopt annotations of
lower-level CDS views. Annotations defined locally in a CDS view override
these inherited annotations. These can be overwritten by annotations from
metadata extensions. The result thus obtained is referred to as the active
annotations of a CDS view.

Tip: Preventing the Annotations from Being Passed On

You can prevent annotations that are propagated in this way from being
considered for a CDS view by specifying the annotation @Metadata.
ignorePropagatedAnnotations: true with the scope ENTITY.

If you right-click on the source code in ADT and select Open With - Active
Annotations in the context menu, the active annotations of the selected
CDS entity will be displayed (see Figure 2.26).

Active Annotations for Entity ZI_Flight

type filter text

Annotated Elements Annotation Yalue  Translated Text Origin Data Source Origin Data Element
~ @9 7 Flight
~ (2 Entity annotations
v @AhapCatalog
sqlivienwMarme ‘ZI_FLIGHTY"
w compiler
compareFilter true
preservekey true
v @A ccessControl
authorizationCheck  #CHECK
v @EndU serText
label ‘Flug"
w0 Carrierld
v @EndUserText

quickinfa SOMOJFLIGHT (Database Table)  /DMO/CARRIER_ID
label SDMO/FLIGHT (Database Table)  /DMO/CARRIER_ID
heading SOMOSFLIGHT (Database Table)  /DMO/CARRIER_ID

7 Connectionld
 FlightDate
I Price

~ 8 CurrencyCode

- D Sernantics
currencyCode true Z_Flight {(CDS View)

- Endl serText
quickinfa Flight Reference 5. /OMOSFLIGHT (Database Table)  /DMOSCURRENCY_CODE
label Currency Code SDMOSFLIGHT iDatabase Table)  /DMOSCURREMCY_CODE
heading Currency Cade SDMOJFLIGHT {Database Table;  /DMO/CURRENCY_CODE

~ 7 PlaneTypeld

- i

hidden true ZI_Flight {CD3S View)

Figure 2.26 Display of Active Annotations

We’ll describe how to proceed when creating a metadata extension in Sec-
tion 2.6.
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Access controls ensure that only authorized persons are granted access to
protected data.

Corresponding access restrictions can take place at different levels:

® Application level
A user doesn’t have the authorization to perform a specific function (e.g.,
a transaction).

® Record level
Despite the authorization for a function, access to a subset of the data
records is restricted.

® Field level
A user is only granted access to individual elements of the authorized
data records.

Protection against unauthorized data access is implemented in ABAP CDS
by an authorization concept, which is based on a data control language
(DCL). The define role statement allows you to define CDS roles for CDS
entities. These roles contain access conditions that allow you to restrict the
result of the data selections. These access conditions are implicitly evalu-
ated each time the CDS entity for which the CDS role was defined is directly
accessed (using ABAP SQL, service adaptation description language [SADL]
query, or entity manipulation language [EML]). However, if this CDS entity
only forms the data source for CDS views of a higher hierarchy level, the
access control of the CDS entity remains without effect. Therefore, when
modeling, you must be careful to create a separate CDS role for each CDS
entity for which protection is required.

Warning: No Access Control for SQL Views
When you access the generated SQL view, the CDS access conditions won't

be evaluated. For this reason, you should always use the CDS view in the
ABAP SQL statements instead of the generated SQL view.

To create access control for a CDS view, you must select a package in the
ADT project explorer and choose the path New - Other ABAP Repository
Object - Core Data Services - Access Control from the context menu. Con-
cerning the name of the CDS role, it’s best to choose the same name as for
the CDS view to which the access control is to apply. As usual, you'll be sup-
ported by templates (see Figure 2.27).
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Characteristics of
the CDS role

User-dependent
and user-indepen-
dent check

= Mew Access Control O *

Templates N
Select one of the available ternplates, -

Use the selected termplate

@DEfiHE Role with Simple Conditions # | |Defines a role that grants instance-specific access to a
K& Define Role with PFCG Aspect CcDg enti.ty based on authorizations derived from PFCG
t-E?Define Role with Inherited Conditions rales assigned to the cutrent user.

t‘-__:‘h%Define Role with Generic Aspect

[ Define Generic Aspect

EZ Define Role with Unrestricted Access w

@EndUserText.label: "#{dcl_source descriptionl}’
[HappingRole: true
define role ${dcl_source name} {

grant
select
on
${cds_entity}
where
(${entity element_ 1}, $#{entity element _2}) = aspect pfcg_auth(${
#{cursor}
¥
< >
'/?j' Mext = Finish Cancel

Figure 2.27 Templates Available When Creating a CDS Role

Once you've created the role using the wizard, you must define the charac-
teristic of the CDS role in the source code editor. Listing 2.9 shows this using
the example of the ZI Flight role. When the CDS role is activated, a trans-
portable ABAP development object of type DCLS (data control language
source) is created.

@EndUserText.label: 'CDS role for ZI Flight'
@MappingRole: true
define role ZI Flight {
grant select on ZI Flight
where ( CarrierId ) = aspect pfcg auth( Z DMO CAR,
CARRIER ID,
ACTVT = '03' )
and ConnectionId like '04%"';
}

Listing 2.9 CDS Role for CDS View ZI_Flight

In Listing 2.9, a user-dependent check for the CDS view ZI Flight is com-
bined with a user-independent check. For the user-dependent check, the
classic SAP authorization concept is used, which is based on authorization
objects and their assignment to authorization roles in Transaction PFCG.
Authorizations are assigned to the user via these authorization roles. In
addition, user-independent checks are made against the value of the Con-
nectionID element (linked by the logical AND operator).
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A user who is assigned the PFCG authorization role Z DMO CARRIER from
Figure 2.28 would, for example, receive the result from Figure 2.29 as the
result of selecting the CDS view ZI_Flight (without further restriction of the
selection conditions).

Role Z DMO_CARRIER
Maint. 0 unmaint. org. levels, 0 open fields
Status: Unchanged
M Status | |Edit ¥ |A||F v ||B|v||HSearch |~ | |EEValues
Group/Object/Authorization/Field Maintenance Sta.. A.. Value Text
~ 13 oom Object Class BC_A Manual Basis: Administration
13 com Authorization Object Z_DMO_CAR Manual Z_DMOQ_CAR
v 13 com Authorization T-SA81004200 Manual Z_DMO_CAR
/7 W CARRIER_ID Manual &a 0 AAJL LH, UA Flight Reference Scenario: Carrier ID
7 M ACTVT Manual &5 Add or Create, Change, Display Activity

Figure 2.28 Classic PFCG Authorization Role Z DMO_CARRIER

b FEZLFLIGHT »
= R Data (5~ | (D showlog | Max Rowsi[100 ]
L 12 rows retrieved - 7 ms ¥ 30L Consale 11 Mumber of Entries | SelectCu\umns ‘ wr bddfilter v 5]
Carrierld Connectionld FlightDate Price CurrencyCaode PlaneTypeld Seatshlax SeatsOccupied
LH 400 2021-10-30 548400 EUR A340-600 330 330
LH 0400 2021-01-02 2840.00  EUR T67-200 260 120
LH 401 2021-10-29 3697.00  EUR 747-400 388 265
LH o 2021-01-02 426700  EUR A280-200 475 403
LH 0402 2021-10-25 491100 EUR T67-200 260 m
LH 02 2020-12-29 323200 EUR TA7-400 383 231
LH 0402 2021-10-25 2797.00  EUR A340-600 330 1
LH 0403 2020-12-29 2486.00  EUR 767-200 280 n7
L 407 2021-10-29 534600 JPYV T47-400 38 254
I 0407 2021-01-02 403200 PV A340-600 330 165
I 408 2021-10-30 8159.00  JPY A~380-800 475 432
L 0402 2021-01-02 8471.00  JpY TAT-400 385 206

Figure 2.29 Selection Result After Querying CDS View ZI_Flight

By implicitly evaluating the access condition when reading records from CDS access control
the database, the SQL statement is augmented with the WHERE condition runtime simulator
derived from the access conditions, as you can see in the SQL trace of Trans-

action SACMSEL (the CDS access control runtime simulator) (see Figure

2.30).

SQL-Trace

SELECT
/™ CDS access control applied =/
"MANDT" , "CARRIERID" , "COMNECTIONID" , "FLIGHTDATE" , "PRICE" , "CURRENCYCODE" ,
"PLANETYPEID" , "SEATSMAX" , "SEATSOCCUPIED"

FROM
/* Entity name: ZI_FLIGHT CDS access controlled =/ "ZI_FLIGHTY" "ZI_FLIGHT"

WHERE
"MANDT" = '90@' AND "CARRIERID" INM ( 'AA' , 'JL' , 'LH' , 'UA' ) AND "CONNECTIQNID"
LIKE '04%' LIMIT 208

Figure 2.30 SQL Statement When Reading Records from the ZI_Flight View with
CDS Role ZI_Flight
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Authorization logic
at database level

AccessControl.
authorizationCheck

In contrast, when indirectly accessing CDS view ZI_Flight, for example, via
CDS view ZI_FlightDetail from Listing 2.4, which is based on it, the access
conditions defined in CDS role ZI Flight wouldn’t be evaluated. Transac-
tion SACMSEL allows you to test your CDS roles in detail. In addition to the
executed SQL statement, you can see the result of the data selection and
information about the underlying PFCG authorization roles.

Unlike when you perform authorization checks in the classic ABAP pro-
gramming model (where you first read the records to be checked from the
database to the application server so that you can check them there at the
individual record level using the AUTHORITY-CHECK statement), here you
move the authorization logic to the database level by using CDS roles. This
approach allows you to achieve significant performance gains.

You can store information about documenting and controlling access
using CDS roles in a CDS entity with the annotation AccessControl.authori-
zationCheck. In the following list, we’ll describe the possible expressions of
the annotation values:

= #CHECK
Access control is to be performed for the CDS entity via a CDS role
(default value of the annotation). If no CDS role exists for the CDS entity,
the syntax check generates a warning message.

= #NOT_REQUIRED
Access control isn't strictly required for the CDS entity. However, access
control is performed if a CDS role is available. The syntax check warning
message about a missing CDS role is omitted.

= #NOT_ALLOWED
There’s no access control, even if a CDS role does exist.

® #PRIVILEGED_ONLY
This value is used in CDS entities for which direct access to the data
should generally not be allowed (implemented by a condition in the CDS
role that’s never met). Access control for direct access to the CDS entity
can be bypassed by specifying a special ABAP SQL statement (WITH
PRIVILEGED ACCESS), but is otherwise performed.

To illustrate the use of the #PRIVILEGED ONLY annotation value, let's look at
the corresponding specification in the standard SAP CDS view I USER:

@AccessControl.authorizationCheck: #PRIVILEGED ONLY
define view I User
as select from usr21
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The CDS role I_USER with the same name exists for this view (see Listing
2.10).

@MappingRole: true
//Deny ALL direct access to I USER. Only privileged access allowed.
define role I User {

grant select on I USER

where UserID is null and UserID is not null;

¥
Listing 2.10 CDS Role |_USER (Excerpt)

Because the condition where UserID is null and UserID is not null in the
Where clause of the CDS role is never met, no records are selected in a direct
call. A corresponding message is displayed in the ADT data preview (see
Figure 2.31).

» FI_USER »
7 Raw Data
I Mo rows retrieved - 3 ms I 50L Console

UserlD UserDescription IsTechnicalllser BusinessPartnerlUID

Figure 2.31 Data Preview for CDS View |_USER

In ABAP, this access control can be bypassed by adding WITH PRIVILEGED
ACCESS (see the debugger excerpt in Figure 2.32). Access control is not exe-
cuted and the records are selected from CDS view I USER according to the
selection in ABAP SQL.

» O ZPRIILEGEDACCESS » Mame Walue
1 Mmoo @ <Entervariable>
2 :8. Report zprivilegedaccess @ SY-SUBRC a
i *: ______________________________ v O Globals
B M ool o oo ________ v @ USER [198:4(202)]5tandard Table
& REPORT zprivilegedaccess. w [ [1..100]
7 W[5 [1..10]
g SEE?; :R;\RFCITE;:E;S:ECESS v @ [1] Structure: flat, not charlike
18 INTO TAELE @DATA{user). = LISERID SAP_WSRT
11 T2 USERDESCRIPTION
1z T ISTECHMICALUSER ¥
13 2 BUSIMESSPARTMERUUID  000000000000000000000000000..,

Figure 2.32 Debugger for the WITH PRIVILEGED ACCESS Statement

It's also possible to create multiple CDS roles for one CDS entity. These are  Multiple CDS roles
then linked by an OR condition. The result of the selection can be extended

by additional CDS roles, but not restricted. For clarity, however, you should

create only one CDS role per CDS entity.
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